第④章 进程调度

第3章讨论了进程，它在操作系统看来是程序的运行态表现形式。本章将讨论进程调度程 序，它是确保进程能有效工作的一个内核子系统。

调度程序负责决定将哪个进程投入运行，何时运行以及运行多长时间。进程调度程序(常常 简称调度程序)可看做在可运行态进程之间分配有限的处理器时间资源的内核子系统。调度程序 是像Linux这样的多任务操作系统的基础。只有通过调度程序的合理调度，系统资源才能最大限 度地发挥作用，多进程才会有并发执行的效果。

调度程序没有太复杂的原理。最大限度地利用处理器时间的原则是，只要有可以执行的进 程，那么就总会有进程正在执行。但是只要系统中可运行的进程的数目比处理器的个数多，就注 定某一给定时刻会有一些进程不能执行。这些进程在等待运行。在一组处于可运行状态的进程中 选择一个来执行，是调度程序所需完成的基本工作。

4.1多任务

多任务操作系统就是能同时并发地交互执行多个进程的操作系统。在单处理器机器上，这 会产生多个进程在同时运行的幻觉。在多处理器机器上，这会使多个进程在不同的处理机上真正 同时、并行地运行。无论在单处理器或者多处理器机器上，多任务操作系统都能使多个进程处于 堵塞或者睡眠状态，也就是说，实际上不被投入执行，直到工作确实就绪。这些任务尽管位于内 存，但并不处于可运行状态。相反，这些进程利用内核阻塞自己，直到某一事件(键盘输入、网 络数据、过一段时间等)发生。因此，现代Linux系统也许有100个进程在内存，但是只有一个 处于可运行状态。

多任务系统可以划分为两类：非抢占式多任务(cooperative multitasking)和抢占式多任务 (preemptive multitasking)<,像所有Unix的变体和许多其他现代操作系统一样，Linux提供了抢占 式的多任务模式。在此模式下，由调度程序来决定什么时候停止一个进程的运行，以便其他进程 能够得到执行机会。这个强制的挂起动作就叫做抢占(preemption)。进程在被抢占之前能够运行 的时间是预先设置好的，而且有一个专门的名字，叫进程的时间片(timeslice)o时间片实际上 就是分配给每个可运行进程的处理器时间段。有效管理时间片能使调度程序从系统全局的角度做 出调度决定，这样做还可以避免个别进程独占系统资源。当今众多现代操作系统对程序运行都采 用了动态时间片计算的方式，并且引入了可配置的计算策略。不过我们将看到，Linux独一无二 的“公平”调度程度本身并没有采取时间片来达到公平调度。

相反，在非抢占式多任务模式下，除非进程自己主动停止运行，否则它会一直执行。进程主

动挂起自己的操作称为让步(yielding)。理想情况下，进程通常做出让步，以便让每个可运行进 程享有足够的处理器时间。但这种机制有很多缺点：调度程序无法对每个进程该执行多长时间做 出统一规定，所以进程独占的处理器时间可能超出用户的预料；更糟的是，一个决不做出让步的 悬挂进程就能使系统崩溃。幸运的是，近20年以来，绝大部分的操作系统的设计都采用了抢占 式多任务一除了 Mac OS 9 (以及其前身)、还有Windows 3.1 (以及其前身)这些出名且麻烦 的异端以外。毫无疑问，Unix从一开始就采用的是抢先式的多任务。

4.2 Linux的进程调度

从1991年Linux的第1版到后来的2.4内核系列，Linux的调度程序都相当简陋，设计近乎 原始。当然它很容易理解，但是它在众多可运行进程或者多处理器的环境下都难以胜任。

正因为如此，在Linux 2.5开发系列的内核中，调度程序做了大手术。开始采用了一种叫做 0(1)调度程序的新调度程序——它是因为其算法的行为而得名的㊀。它解决了先前版本Linux调 度程序的许多不足，引入了许多强大的新特性和性能特征。这里主要要感谢静态时间片算法和社 对每一处理器的运行队列，它们帮助我们摆脱了先前调度程序设计上的限制。

0(1)调度器虽然在拥有数以十计(不是数以百计)的多处理器的环境下尚能表现出近乎完 美的性能和可扩展性，但是时间证明该调度算法对于调度那些响应时间敏感的程序却有一些先 天不足。这些程序我们称其为交互进程——它无疑包括了所有需要用户交互的程序。正因为如 此，0(1)调度程序虽然对于大服务器的工作负载很理想，但是在有很多交互程序要运行的桌面 系统上则表现不佳，因为其缺少交互进程。自2.6内核系统开发初期，开发人员为了提高对交 互程序的调度性能引入了新的进程调度算法。其中最为著名的是“反转楼梯最后期限调度算法 (Rotating Staircase Deadline scheduler)" (RSDL),该算法吸取了队列理论，将公平调度的概念引 入了 Linux调度程序。并且最终在2.6.23内核版本中替代了 0(1)调度算法，它此刻被称为“完 全公平调度算法”，或者简称CFS.

本章将讲解调度程序设计的基础和完全公平调度程序如何运用、如何设计、如何实现以及与 它相关的系统调用。我们当然也会讲解0(1)调度程序，因为它毕竟是经典Unix调度程序模型的 实现方式。

4.3策略

策略决定调度程序在何时让什么进程运行。调度器的策略往往就决定系统的整体印象，并 且，还要负责优化使用处理器时间。无论从哪个方面来看，它都是至关重要的。

4.3.1 I/O消耗型和处理器消耗型的进程

进程可以被分为I/O消耗型和处理器消耗型。前者指进程的大部分时间用来提交I/O请求或 是等待I/O请求。因此，这样的进程经常处于可运行状态，但通常都是运行短短的一会儿，因为

e o(i)用的是大o表示法。简而言之，它是指不管输入有多大，调度程序都可以在恒定时间内完成工作。第6章 是一份完整的大O表示法说明0 它在等待更多的I/O请求时最后总会阻塞（这里所说的I/O是指任何类型的可阻塞资源，比如键 盘输入，或者是网络I/O）。举例来说，多数用户图形界面程序（GUI）都属于I/O密集型，即便它 们从不读取或者写入磁盘，它们也会在多数时间里都在等待来自鼠标或者键盘的用户交互操作。

相反，处理器耗费型进程把时间大多用在执行代码上。除非被抢占，否则它们通常都一直 不停地运行，因为它们没有太多的I/O需求。但是，因为它们不属于I/O驱动类型，所以从系统 响应速度考虑，调度器不应该经常让它们运行。对于这类处理器消耗型的进程，调度策略往往是 尽量降低它们的调度频率，而延长其运行时间。处理器消耗型进程的极端例子就是无限循环地执 行。更具代表性的例子是那些执行大量数学计算的程序，如sshkeygen或者MATLAB。

当然，这种划分方法井非是绝对的。进程可以同时展示这两种行为：比如，X Window服务 器既是I/O消耗型，也是处理器消耗型。还有些进程可以是I/O消耗型，但属于处理器消耗型活 动的范围。其典型的例子就是字处理器，其通常坐以等待键盘输入，但在任一时刻可能又粘住处 理器疯狂地进行拼写检査或者宏计算。

调度策略通常要在两个矛盾的目标中间寻找平衡：进程响应迅速（响应时间短）和最大系统 利用率（高吞吐景）。为了满足上述需求，调度程序通常采用一套非常复杂的算法来决定最值得 运行的进程投入运行，但是它往往并不保证低优先级进程会被公平对待。Unix系统的调度程序 更倾向于I/O消耗型程序，以提供更好的程序响应速度。Linux为了保证交互式应用和桌面系统 的性能，所以对进程的响应做了优化（缩短响应时间），更倾向于优先调度I/O消耗型进程。虽 然如此，但在下面你会看到，调度程序也并未忽略处理器消耗型的进程。

4.3.2进程优先级

调度算法中最基本的一类就是基于优先级的调度。这是一种根据进程的价值和其对处理器时 间的需求来对进程分级的想法。通常做法是（其并未被Limix系统完全采用）优先级髙的进程先 运行，低的后运行，相同优先级的进程按轮转方式进行调度（一个接一个，重复进行）。在某些 系统中，优先级高的进程使用的时间片也较长。调度程序总是选择时间片未用尽而且优先级最高 的进程运行。用户和系统都可以通过设置进程的优先级来影响系统的调度。

Linux采用了两种不同的优先级范围。第一种是用nice值，它的范围是从-20到+19,默 认值为0：越大的nice值意味着更低的优先级一nice似乎意味着你对系统中的其他进程更“优 待”。相比高nice值（低优先级）的进程，低nice值（髙优先级）的进程可以获得更多的处理器 时间。nice值是所有Unix系统中的标准化的概念——但不同的Unix系统由于调度算法不同，因 此nice值的运用方式有所差异。比如一些基于Unix的操作系统，如Mac OS X,进程的nice值 代表分配给进程的时间片的绝对值；而Linux系统中，nice值则代表时间片的比例。你可以通过 ps-el命令査看系统中的进程列表，结果中标记N1的一列就是进程对应的nice值。

第二种范围是实时优先级，其值是可配置的，默认情况下它的变化范围是从0到99 （包括0 和99）。与nice值意义相反，越高的实时优先级数值意味着进程优先级越高。任何实时进程的优 先级都高于普通的进程，也就是说实时优先级和nice优先级处于互不相交的两个范畴。Linux实 时优先级的实现参考了 Unix相关标准——特别是P0SIX.lbo大部分现代的Unix操作系统也都 提供类似的机制。你可以通过命令：

ps-eo state,uid,pid,ppid,rtprio,time,comm.

査看到你系统中的进程列表，以及它们对应的实时优先级（位于RTPRIO列下），其中如果有进 程对应列显示“•”，则说明它不是实时进程。

4.3.3时间片

时间片㊀是一个数值，它表明进程在被抢占前所能持续运行的时间。调度策略必须规定一 个默认的时间片，但这并不是件简单的事。时间片过长会导致系统对交互的响应表现欠佳，让 人觉得系统无法并发执行应用程序；时间片太短会明显增大进程切换带来的处理器耗时，因 为肯定会有相当一部分系统时间用在进程切换上，而这些进程能够用来运行的时间片却很短。 此外，i/o消耗型和处理器消耗型的进程之间的矛盾在这里也再次显露出来：i/o消耗型不需要 长的时间片，而处理器消耗型的进程则希望越长越好（比如这样可以让它们的髙速缓存命中率 更高）。

从上面的争论中可以看出，任何长时间片都将导致系统交互表现欠佳。很多操作系统中都特 别重视这一点，所以默认的时间片很短，如10mse但是Linux的CFS调度器并没有直接分配时 间片到进程，它是将处理器的使用比划分给了进程。这样一来，进程所获得的处理器时间其实是 和系统负载密切相关的。这个比例进一步还会受进程nice值的影响，nice值作为权重将调整进程 所使用的处理器时间使用比。具有更髙nice值（更低优先权）的进程将披赋予低权重，从而丧 失一小部分的处理器使用比；而具有更小nice值（更高优先级）的进程则会被赋予高权重，从 而抢得更多的处理器使用比。

像前面所说的，Linux系统是抢占式的。当一个进程进入可运行态，它就被准许投入运行。 在多数操作系统中，是否要将一个进程立刻投入运行（也就是抢占当前进程），是完全由进程优 先级和是否有时间片决定的。而在Linux中使用新的CFS调度器，其抢占时机取决于新的可运 行程序消耗了多少处理器使用比。如果消耗的使用比比当前进程小，则新进程立刻投入运行，抢 占当前进程。否则，将推迟其运行。

4.3.4调度策略的活动

想象下面这样一个系统，它拥有两个可运行的进程:一个文字编辑程序和一个视频编码 程序。文字编辑程序显然是I/O消耗型的，因为它大部分时间都在等待用户的键盘输入（无论 用户的输入速度有多快，都不可寵赶上处理的速度）。用户总是希望按下键系统就能马上响应。 相反，视频编码程序是处理器消耗型的。除了最开始从磁盘上读出原始数据流和最后把处理好 的视频输出外，程序所有的时间都用来对原始数据进行视频编码，处理器很轻易地被100%使 用。它对什么时间开始运行没有太严格的要求一用户几乎分辨不出也并不关心它到底是立刻 就运行还是半秒钟以后才开始的。当然，它完成得越早越好，至于所花时间并不是我们关注的 主要问题。

© 在其他系统中，时间片有时也称为量子（quantum）或处理器片（processor slice）.但Linux把它叫做时间片, 因此你也最好这样叫。

在这样的场景中，理想情况是调度器应该给予文本编辑程序相比视频编码程序更多的处理 器时间，因为它属于交互式应用。对文本编辑器而言，我们有两个目标。第一是我们希望系统 给它更多的处理器时间，这并非因为它需要更多的处理器时间（其实它不需要），是因为我们希 望在它需要时总是能得到处理器；第二是我们希望文本编辑器能在其被唤醒时（也就是当用户打 字时）抢占视频解码程序。这样才能确保文本编辑器具有很好的交互性能，以便能响应用户输 入。在多数操作系统中，上述目标的达成是要依靠系统分配给文本编辑器比视频解码程序更高的 优先级和更多的时间片。先进的操作系统可以自动发现文本编辑器是交互性程序，从而自动地完 成上述分配动作。Linux操作系统同样需要追求上述目标，但是它采用不同方法。它不再通过给 文本编辑器分配给定的优先级和时间片，而是分配一个给定的处理器使用比。假如文本编辑器 和视频解码程序是仅有的两个运行进程，并且又具有同样的nice值，那么处理器的使用比将都 是50%—它们平分了处理器时间。但因为文本编辑器将更多的时间用于等待用户输入，因此它 肯定不会用到处理器的50%。同时，视频解码程序无疑将能有机会用到超过50%的处理器时间， 以便它能更快速地完成解码任务。

这里关键的问题是，当文本编辑器程序被唤醒时将发生什么。我们首要目标是确保其能在用 户输入发生时立刻运行。在上述场景中，一旦文本编辑器被唤醒，CFS注意到给它的处理器使用 比是50%,但是其实它却用得少之又少。特别是，CFS发现文本编辑器比视频解码器运行的时间 短得多。这种情况下，为了兑现让所有进程能公平分享处理器的承诺，它会立刻抢占视频解码程 序，让文本编辑器投入运行。文本编辑器运行后，立即处理了用户的击键输入后，又一次进入睡 眠等待用户下一次输入。因为文本编辑器并没有消费掉承诺给它的50%处理器使用比，因此情 况依旧，CFS总是会毫不犹豫地让文本编辑器在需要时被投入运行，而让视频处理程序只能在剩 下的时刻运行。

4.4 Linux调度算法

在前面内容中，我们抽象地讨论了进程调度原理，只是偶尔提及Linux如何把给定的理论应 用到实际中。在已有的调度原理基础上，我们进一步探讨具有Linux特色的进程调度程序。

4.4.1调度器类

Linux调度器是以模块方式提供的，这样做的目的是允许不同类型的进程可以有针对性地选 择调度算法。

这种模块化结构被称为调度器类（scheduler classes）,它允许多种不同的可动态添加的调度 算法并存，调度属于自己范畴的进程。每个调度器都有一个优先级，基础的调度器代码定义在 kemel/sched.c文件中，它会按照优先级顺序谊历调度类，拥有一个可执行进程的最高优先级的调 度器类胜出，去选择下面要执行的那一个程序。

完全公平调度（CFS）是一个针对普通进程的调度类，在Linux中称为SCHED\_NORMAL （在POSIX中称为SCHED\_OTHER） , CFS算法实现定义在文件kernel/sched\_fair.c中。本节下面 的内容将重点讨论CFS算法——该内容对于所有2.6.23以后的内核版本意义非凡。另外，我们 将在4.4.2小节讨论实时进程的调度类。

4.4.2 Unix**系统中的进程调度**

在讨论公平调度算法前，我们必须首先认识一下传统Unix系统的调度过程。正如前面所 述，现代进程调度器有两个通用的概念：进程优先级和时间片。时间片是指进程运行多少时间， 进程一旦启动就会有一个默认时间片。具有更高优先级的进程将运行得更频繁，而且（在多数系 统上）也会被赋予更多的时间片。在Unix系统上，优先级以nice值形式输出给用户空间。这点 听起来简单，但是在现实中，却会导致许多反常的问题，我们下面具体讨论。

第一个问题，若要将nice值映射到时间片，就必然需要将nice单位值对应到处理器的绝对 时间。但这样做将导致进程切换无法最优化进行。举例说明，假定我们将默认nice值（0）分配 给一个进程一对应的是一个100ms的时间片；同时再分配一个最高nice值（+20,最低的优先 级）给另一个进程——对应的时间片是5ms。我们接着假定上述两个进程都处于可运行状态。那 么默认优先级的进程将获得20/21 （105ms中的100ms）的处理器时间，而低优先级的进程会获 得1/21 （105ms中的5ms）的处理器时间。我们本可以选择任意数值用于本例子中，但这个分配 值正好是最具说服力的，所以我们选择它。现在，我们看看如果运行两个同等低优先级的进程情 况将如何。我们是希望它们能各自获得一半的处理器时间，事实上也确实如此。但是任何一个进 程每次仅仅只能获得5ms的处理器时间（10ms中各占一半也就是说，相比刚才例子中105ms 内进行一次上下文切换，现在则需要在10ms内继续进行两次上下文切换。类推，如果是两个具 有普通优先级的进程，它们同样会每个获得50%处理器时间，但是是在100ms内各获得一半。 显然，我们看到这些时间片的分配方式并不很理想：它们是给定nice值到时间片映射与进程运 行优先级混合的共同作用结果。事实上，给定髙nice值（低优先级）的进程往往是后台进程, 且多是计算密集型；而普通优先级的进程则更多是前台用户任务。所以这种时间片分配方式显然 是和初衷背道而驰的。

第二个问题涉及相对nice值，同时和前面的nice值到时间片映射关系也脱不了干系。假设 我们有两个进程，分别具有不同的优先级。第一个假设nice值只是0,第二个假设是1。它们将 被分别映射到时间片100ms和95ms （O （1）调度算法确实这么干了）。它们的时间片几乎一样, 其差别微乎其微。但是如果我们的进程分别赋予18和19的nice值，那么它们则分别被映射为 10ms和5ms的时间片。如果这样，前者相比后者获得了两倍的处理器时间！不过nice值通常都 使用相对值（nice系统调用是在原值上增加或减少，而不是在绝对值上操作），也就是说：“把进 程的nice值减小1 ”所带来的效果极大地取决于其nice的初始值。

第三个问题，如果执行nice值到时间片的映射，我们需要能分配一个绝对时间片，而且这 个绝对时间片必须能在内核的测试范围内。在多数操作系统中，上述要求意味着时间片必须是 定时器节拍的整数倍（请先参看第11章“定时器和时间测量"关于时间的讨论）。但这么做必然 会引发了几个问题。首先，最小时间片必然是定时器节拍的整数倍，也就是10ms或者1ms的倍 数。其次，系统定时器限制了两个时间片的差异：连续的nice值映射到时间片，其差别范围多 至10ms或者少则1ms。最后，时间片还会随着定时器节拍改变（如果这里所讨论的定时器节拍 对你来说很陌生，快去先看看第11章再说。因为这点正是引入CFS的唯一原因）。

第四个问题也是最后一个是关于基于优先级的调度器为了优化交互任务而唤醒相关进程的问 题。这种系统中，你可能为了进程能更快地投入运行，而去对新要唤醒的进程提升优先级，即便 它们的时间片已经用尽了。虽然上述方法确实能提升不少交互性能，但是一些例外情况也有可能 发生，因为它同时也给某些特殊的睡眠/唤醒用例一个玩弄调度器的后门，使得给定进程打破公 平原则，获得更多处理器时间，损害系统中其他进程的利益。

上述问题中的绝大多数都可以通过对传统Unix调度器进行改造解决，虽然这种改造修改不 小，但也并非是结构性调整。比如，将nice值呈几何增加而非算数增加的方式解决第二个问题； 采用一个新的度量机制将从nice值到时间片的映射与定时器节拍分离开来，以此解决第三个问 题。但是这些解决方案都回避了实质问题——即分配绝对的时间片引发的固定的切换频率，给公 平性造成了很大变数。CFS采用的方法是对时间片分配方式进行根本性的重新设计（就进程调度 器而言）：完全摒弃时间片而是分配给进程一个处理器使用比重。通过这种方式，CFS确保了进 程调度中能有恒定的公平性，而将切换频率置于不断变动中。

4-4.3公平调度

CFS的出发点基于一个简单的理念：进程调度的效果应如同系统具备一个理想中的完美多 任务处理器。在这种系统中，每个进程将能获得1/〃的处理器时间——力是指可运行进程的数量。 同时，我们可以调度给它们无限小的时间周期，所以在任何可测量周期内，我们给予〃个进程中 每个进程同样多的运行时间。举例来说，假如我们有两个运行进程，在标准Unix调度模型中， 我们先运行其中一个5ms,然后再运行另一个5ms。但它们任何一个运行时都将占有100%的处 理器。而在理想情况下，完美的多任务处理器模型应该是这样的：我们能在10ms内同时运行两 个进程，它们各自使用处理器一半的能力。

当然，上述理想模型并非现实，因为我们无法在一个处理器上真的同时运行多个进程。而且 如果每个进程运行无限小的时间周期也是不高效的——因为调度时进程抢占会带来一定的代价： 将一个进程换出，另一个换入本身有消耗，同时还会影响到缓存的效率。因此虽然我们希望所有 进程能只运行一个非常短的周期，但是CFS充分考虑了这将带来的额外消耗，实现中首先要确 保系统性能不受损失。CFS的做法是允许每个进程运行一段时间、循环轮转、选择运行最少的进 程作为下一个运行进程，而不再采用分配给每个进程时间片的做法了，CFS在所有可运行进程总 数基础上计算出一个进程应该运行多久，而不是依靠nice值来计算时间片。nice值在CFS中被 作为进程获得的处理器运行比的权重：越高的nice值（越低的优先级）进程获得更低的处理器 使用权重，这是相对默认nice值进程的进程而言的：相反，更低的nice值（越高的优先级）的 进程获得更高的处理器使用权重。

每个进程都按其权重在全部可运行进程中所占比例的“时间片”来运行，为了计算准确的时 间片，CFS为完美多任务中的无限小调度周期的近似值设立了一个目标。而这个目标称作“目标 延迟”，越小的调度周期将带来越好的交互性，同时也更接近完美的多任务。但是你必须承受更 髙的切换代价和更差的系统总吞吐能力。让我们假定目标延迟值是20ms,我们有两个同样优先 级的可运行任务（无论这些任务的优先级是多少）。每个任务在被其他任务抢占前运行10ms,如 果我们有4个这样的任务，则每个只能运行5ms。进一步设想，如果有20个这样的任务，那么 每个仅仅只能获得1ms的运行时间。

你一定注意到了，当可运行任务数量趋于无限时，它们各自所获得的处理器使用比和时间片 都将趋于0。这样无疑造成了不可接受的切换消耗。CFS为此引入每个进程获得的时间片底线， 这个底线称为最小粒度。默认情况下这个值是Imso如此一来，即便是可运行进程数量趋于无 穷，每个最少也能获得1ms的运行时间，确保切换消耗被限制在一定范围内。（敏锐的读者会注 意到假如在进程数量变得非常多的情况下，CFS并非一个完美的公平调度，因为这时处理器时间 片再小也无法突破最小粒度。的确如此，尽管修改过的公平队列方法确实能提高这方面的公平 性，但是CFS的算法本身其实已经决定在这方面做出折中了。但还好，因为通常情况下系统中 只会有几百个可运行进程，无疑，这时CFS是相当公平的。）

现在，让我们再来看看具有不同nice值的两个可运行进程的运行情况——比如一个具有默 认nice值（0）,另一个具有的nice值是5。这些不同的nice值对应不同的权重，所以上述两个 进程将获得不同的处理器使用比。在这个例子中，nice值是5的进程的权重将是默认nice进程的 1/3。如果我们的目标延迟是20ms,那么这两个进程将分别获得15ms和5ms的处理器时间。再 比如我们的两个可运行进程的nice值分别是10和15,它们分配的时间片将是多少呢？还是15 和5ms!可见，绝对的nice值不再影响调度决策：只有相对值才会影响处理器时间的分配比例。

总结一下，任何进程所获得的处理器时间是由它自己和其他所有可运行进程nice值的相对 差值决定的。nice值对时间片的作用不再是算数加权，而是几何加权。任何nice值对应的绝对时 间不再是一个绝对值，而是处理器的使用比。CFS称为公平调度器是因为它确保给每个进程公平 的处理器使用比。正如我们知道的，CFS不是完美的公平，它只是近乎完美的多任务。但是它确 实在多进程环境下，降低了调度延迟带来的不公平性。

4.5 Linux调度的实现

在讨论了采用CFS调度算法的动机和其内部逻辑后，我们现在可以开始具体探索CFS是如 何得以实现的。其相关代码位于文件kemel/sched.feir.c中.我们将特别关注其四个组成部分:

•时间记账

•进程选择

•调度器入口

**•睡眠和唤醒**

4.5.1**时间记账**

所有的调度器都必须对进程运行时间做记账。多数Unix系统，正如我们前面所说，分配一 个时间片给每一个进程。那么当每次系统时钟节拍发生时，时间片都会被减少一个节拍周期。当 一个进程的时间片被减少到0时，它就会被另一个尚未减到0的时间片可运行进程抢占。

1. 调度器实体结构

CFS不再有时间片的概念，但是它也必须维护每个进程运行的时间记账，因为它需要确保 每个进程只在公平分配给它的处理器时间内运行。CFS使用调度器实体结构（定义在文件vlinux/ sched.h＞的struct\_sched\_entity中）来追踪进程运行记账:

|  |  |  |
| --- | --- | --- |
| **struct sched\_entity (** | |  |
|  | **struct load\_weight** | **load；** |
|  | **struct rb\_\_node** | **run\_node；** |
|  | **struct list\_head** | **group\_node；** |
|  | **unsigned int** | **on\_rq；** |
|  | **u64** | **exec\_start；** |
|  | **u64** | **sum\_exec\_runtime；** |
|  | **u64** | **vruntime；** |
|  | **U64** | **prev\_sum\_exec\_runt ime;** |
|  | **u64** | **last\_wakeup；** |
|  | **U64** | **avg\_overlap；** |
|  | **U64** | **nr\_migrations；** |
|  | **u64** | **start\_runtime；.** |
|  | **u64** | **avg\_wakeup；** |
| **/\*** | 这里省略了很多统计变**S：，**只有在设置了 **CONFIG\_SCHEDSTATS**时才启用这些变量\*/ | |

调度器实体结构作为一个名为se的成员变量，嵌入在进程描述符struct task\_struct内。我们 已经在第3章讨论过进程描述符。

1. 虚拟实时

vnmtime变量存放进程的虚拟运行时间，该运行时间(花在运行上的时间和)的计算是 经过了所有可运行进程总数的标准化(或者说是被加权的)。虚拟时间是以破为单位的，所以 vruntime和定时器节拍不再相关。虚拟运行时间可以帮助我们逼近CFS模型所追求的“理想多 任务处理器”。如果我们真有这样一个理想的处理器，那么我们就不再需要vnmtime 了。因为优 先级相同的所有进程的虚拟运行时都是相同的一所有任务都将接收到相等的处理器份额。但是 因为处理器无法实现完美的多任务，它必须依次运行每个任务。因此CFS使用vnmtime变最来 记录一个程序到底运行了多长时间以及它还应该再运行多久。

定义在kemel/sched\_fair.c文件中的update\_curr()函数实现了该记账功能：

static void update\_curr(struct cfs\_rq \*cfs\_rq)

(

struct sched\_entity \*curr = cfs\_rq->curr*；* u64 now = rq\_of(cfs\_rq)->clock； unsigned long delta\_exec；

if (xmlikely (!curr))

return；

/•获得从最后一次修改负载后当前任务所占用的运行总时间(在**32**位系统上这不会溢出)

\*/

delta\_exec = (unsigned long)(now - curr->exec\_start)；

if (ldelta\_exec)

return；

update\_curr(cfs\_rq, curr, delta\_exec)；

curr->exec\_start = now；

if (entity\_\_is\_task (curr)) (

struct task struct \*curtask « task of(curr)；

trace\_sched\_stat\_runt ime(curtask, delta\_exec, curr->vruntime)； cpuacct\_charge(curtask, delta\_exec)； account\_group\_exec\_runtime(curtask, delta\_exec)；

update\_curr()计算了当前进程的执行时间，并且将其存放在变量delta\_exec中。然后它又将 运行时间传递给了 \_update\_curr(),由后者再根据当前可运行进程总数对运行时间进行加权计 算。最终将上述的权重值与当前运行进程的vruntime相加。

/\*

\*更新当前任务的运行时统计数据。跳过不在调度类中的当前任务

\*/

static inline void

update curr(struct cfs\_rq \*cfs\_rq, struct sched\_entity \*curr,

unsigned long delta\_exec)

{

unsigned long delta\_exec\_weighted；

schedstat\_set(curr->exec\_max, max((u64)delta\_exec, curr->exec\_max))；

curr->sum\_exec\_runtime += delta\_exec； schedstat\_add(cfs\_rq, exec\_clock, delta\_exec)； de11a\_exec\_weighted = ca1c\_de11a\_fair(de11a\_exec, curr)；

curr->vrunt ime += delta\_exec\_weighted； update\_min\_viruntime (cfs\_rq)；

}

update\_curr()是由系统定时器周期性调用的，无论是在进程处于可运行态，还是被堵塞处于 不可运行态。根据这种方式，vruntime可以准确地测最给定进程的运行时间，而且可知道谁应该 是下一个被运行的进程。

4.5.2进程选择

在前面内容中我们的讨论中谈到若存在一个完美的多任务处理器，所有可运行进程的 vruntime值将一致。但事实上我们没有找到完美的多任务处理器，因此CFS试图利用一个简单 的规则去均衡进程的虚拟运行时间：当CFS需要选择下一个运行进程时，它会挑一个具有最小 vruntime的进程。这其实就是CFS调度算法的核心：选择具有最小vruntime的任务。那么剩下 的内容我们就来讨论到底是如何实现选择具有最小vruntime值的进程。

CFS使用红黑树来组织可运行进程队列，并利用其迅速找到最小vruntime值的进程。在 Linux中，红黑树称为rbtree,它是一个自平衝二叉搜索树。我们将在第6章讨论自平衡二叉树 以及红黑树。现在如果你还不熟悉它们，不要紧，你只需要记住红黑树是一种以树节点形式存储 的数据，这些数据都会对应一个键值。我们可以通过这些键值来快速检索节点上的数据(重要的 是，通过键值检索到对应节点的速度与整个树的节点规模成指数比关系)。

1. 挑选下一个任务

我们先假设，有那么一个红黑树存储了系统中所有的可运行进程，其中节点的键值便是可运行 进程的虚拟运行时间。稍后我们可以看到如何生成该树，但现在我们假定已经拥有它了。CFS调度 器选取待运行的下一个进程，是所有进程中vnmtime最小的那个，它对应的便是在树中最左侧的叶 子节点。也就是说，你从树的根节点沿着左边的子节点向下找，一直找到叶子节点，你便找到了其 vruntime值最小的那个进程。(再说一次，如果你不熟悉二叉搜索树，不用担心，只要知道它用来加 速寻找过程即可)CFS的进程选择算法可简单总结为“运行rbtree树中最左边叶子节点所代表的那个 进程”。实现这一过程的函数是\_pick\_next\_\_entityO，它定义在文件kemcl/sched\_foir.c中：

static struct sched\_entity \* ick\_next entity(struct cfs\_rq \*cfs\_rq)

{

struct rb\_node \*left = cfs\_rq->rb\_leftmost；

if (Heft)

return NULL；

return rb\_entry(left, struct sched\_entity, run\_node)；

)

注意 \_pick\_next\_entity()函数本身并不会遍历树找到最左叶子节点，因为该值已经緩存在 rbjeftmost字段中。虽然红黑树让我们可以很有效地找到最左叶子节点(O (树的高 度)等于树节点总数的0 (log〃)，这是平衡树的优势)，但是史容易的做法是把最左 叶子节点缓存起来。这个函数的返回依便是CFS调度选择的下一个运行进程。如果 该函数返回值是NULL,那么表示没有最左叶子节点，也就是说树中没有任何节点 了。这种情况下，表示没有可运行进程，CFS调度器便选择idle任务运行。

1. 向树中加入进程

现在，我们来看CFS如何将进程加入rbtree中，以及如何缓存最左叶子节点。这一切发生 在进程变为可运行状态(被唤醒)或者是通过fork()调用第一次创建进程时一在第3章我们讨 论过它。enqueue\_entityO函数实现了这一目的：

static void

enqueue\_entity(struct cfs\_rq \*cfs\_rq, struct sched\_entity \*se, int flags)

(

/\*

\*通过调用update\_\_curr (),在更新min\_vruntime之前先更新规范化的vruntime

\*/

if (:(flags & ENQUEUE\_WAKEUP) || (flags & ENQUEUE\_MIGRATE)) se->vruntime += cfs\_rq->rain\_vruntime；

/\*

•更新“当前任务”的运行时统计数据

\*/

update\_curr(cfs\_rq);

account\_entity\_enqueue(cfs\_rq, se)；

if (flags & ENQUEUE\_WAKEUP) (

place\_entity(cfs\_rq, se, 0)；

enqueue\_sleeper(cfs\_rq, se)；

} " 一

update\_stats\_enqueue(cfs\_rq, se)；

check\_spread(cfs\_rq, se)；

if (se != cfs\_rq->curr}

enqueue\_entity(cfsrq, se)；

I

该函数更新运行时间和其他一些统计数据，然后调用\_enqueue\_entity()进行繁重的插入操 作，把数据项真正插入到红黑树中:

/\*把一个调度实体插入红黒树中•/

static void enqueue\_entity(struct cfs\_rq \*cfs\_rq, struct sched\_entity \*se)

{ - " \* —

struct rb\_node \*\*link = &cfs\_rq->tasks\_timeline.rb\_node；

struct rbnode \*parent = NULL；

struct sched\_entity \*entry；

s64 key = entity\_key(cfs\_rq, se)；

int leftmost = 1；

/•在红黒树中査找合适的位置\*/

while (\*link) (

parent = \*link；

entry = rb\_entry(parent, struct sched\_entity, run\_node);

/\*

•我们并不关心冲突。具有相同键值的节点呆在一起

\*/

if (key < entity\_key(cfs\_rq, entry)) (

link = &parent->rb\_left;

} else (

link = &parent->rb\_right;

leftmost = 0；

)

}

/\*

■维护一个缓存，其中存放树最左叶子节点(也就是最常使用的)

\*/

if (leftmost)

c f s\_rq->rb\_le f tmos t = &se->run\_node；

rb\_linknode(&se->run\_node, parent, 1ink)；

rb\_insert\_color(&se->run\_node, &cfs\_rq->tasks\_timeline)；

}

我们来看看上述函数，while。循环中遍历树以寻找合适的匹配键值，该值就是被插入进 程的vruntimeo平衡二叉树的基本规则是，如果键值小于当前节点的键值，则需转向树的左分 支；相反如果大于当前节点的键值，则转向右分支。如果一旦走过右边分支，哪怕一次，也说 明插入的进程不会是新的最左节点，因此可以设置leftmost为0。如果一直都是向左移动，那么 leftmost维持1,这说明我们有一个新的最左节点，并且可以更新缓存一设置rbjeftmost指向 被插入的进程。当我们沿着一个方向和一个没有子节的节点比较后：link如果这时是NULL,循环 随之终止。当退出循环后，接着在父节点上调用rb\_link\_nodeO,以使得新插入的进程成为其子节 点。最后函数rb\_insert\_coloK)更新树的自平衡相关属性。关于着色问题，我们放在第6章讨论。

1. 从树中删除进程

最后我们看看CFS是如何从红黑树中删除进程的。删除动作发生在进程堵塞(变为不可运 行态)或者终止时(结束运行):

static void

dequeue\_entity(struct cfs\_rq \*cfs\_rq, struct sched\_entity \*se, int sleep)

(

/\*

\*更新“当前任务”的运行时统计数据

*\*/*

update\_curr(cfs\_rq)*；*

update\_stats\_dequeue(cfs\_rq, se)； clear\_\_buddies (cf s\_rq, se)；

if (se 1= cfs\_rq->curr)

dequeue\_entity(cfs\_rq, se)； account\_entity\_dequeue(cfs\_rq, se)； update\_min\_vruntime(cfs\_rq)*；*

*/\**

\*在更新Tnin\_vruntime之后对调度实体进行规范化，因为更新可以指向“->curr”项，我们需要 \*在规范化的位置反映这-变化

*7* if (J sleep) se->vruntime -= cfs\_rq->min\_vruntime；

}

和给红黑树添加进程一样，实际工作是由辅助函数\_dequeue\_entity()完成的。

static void dequeue\_entity(struct cfs\_rq \*cfs\_rq, struct sched\_entity \*se)

( —

if (cfs\_rq->rb\_leftmost == &se->run\_node) (

struct rbnode \*next\_node；

next\_node = rb\_next(&se->run\_node)； cfs\_rq->rb\_leftmost = next\_node；

rb\_erase(&se->run\_node, &cfs\_rq->tasks\_timeline)；

从红黑树中删除进程要容易得多。因为rbtree实现了 rb\_erase()函数，它可完成所有工 作。该函数的剩下工作是更新rbjeftmost缓存。如果要删除的进程是最左节点，那么该函数 要调用rb\_next()按顺序遍历，找到谁是下一个节点，也就是当前最左节点被删除后，新的最 左节点。

4.5.3调度器入口

进程调度的主要入口点是函数schedule(),它定义在文件kemel/sched.c中。它正是内核其他 部分用于调用进程调度器的入口 :选择哪个进程可以运行，何时将其投入运行。Schedule()通常 都需要和一个具体的调度类相关联，也就是说，它会找到一个最髙优先级的调度类一后者需 要有自己的可运行队列，然后问后者谁才是下一个该运行的进程。知道了这个背景，就不会吃惊 schedule。函数为何实现得如此简单。该函数中唯一重要的事情是(要连这个都没有，那这个函 数真是乏味得不用介绍啦)，它会调用pick\_next\_task()(也定义在文件kernel/sched.c中)。pick\_ uext\_task()会以优先级为序，从高到低，依次检査毎一个调度类，并且从最高优先级的调度类 中，选择最高优先级的进程：

/\*

\*挑选最高优先级的任务

\*/

static inline struct task\_struct \*

pick\_next\_task(struct rq \*rq)

(

const struct sched\_class \*class；

struct task\_struct \*p；

/\*

\*优化：我们知道如果所有任务都在公平类中，那么我们就可以直接调用那个函数

\*/

if (likely(rq->nr\_running == rq->cfs.nr\_running)) (

p = fair\_sched\_class.pick\_next\_task(rq)；

if (likely(p))

return p；

}

class = sched\_class\_\_highest ；

for ( ; ; ) {

p h class->pick\_next\_task(rq)；

if(P)

return p；

/•

\*永不会为NULL,因为idle类总会返回非NULL的p

\*/

class = class->next；

注意该函数开始部分的优化。因为CFS是普通进程的调度类，而系统运行的绝大多数进程 都是普通进程，因此这里有一个小技巧用来加速选择下一个CFS提供的进程，前提是所有可运 行进程数量等于CFS类对应的可运行进程数(这样就说明所有的可运行进程都是CFS类的)。

该函数的核心是for。循环，它以优先级为序，从最高的优先级类开始，遍历了每一个调度 类。每一个调度类都实现了 pick\_next\_taskO函数，它会返回指向下一个可运行进程的指针，*或：* 者没有时返回NULL。我们会从第一个返回非NULL值的类中选择下一个可运行进程。CFS中 pick\_next\_task()实现会调用pick\_next\_entity(),而该函数会再来调用我们前面内容中讨论过的 ick\_next\_entity()函数。

4.5.4睡眠和唤Bl

休眠(被阻塞)的进程处于一个特殊的不可执行状态。这点非常重要，如果没有这种特殊状 态的话，调度程序就可能选出一个本不愿意被执行的进程，更糟糕的是，休眠就必须以轮询的方 式实现了。进程休眠有多种原因，但肯定都是为了等待一些事件。事件可能是一段时间从文件I/O 读更多数据，或者是某个硬件事件。一个进程还有可能在尝试获取一个已被占用的内核信号量时 被迫进入休眠(这部分在第9章中加以讨论)。休眠的一个常见原因就是文件1/ —如进程对一 个文件执行了 read。操作，而这需要从磁盘里读取。还有，进程在获取键盘输入的时候也需要等 待。无论哪种情况，内核的操作都相同：进程把自己标记成休眠状态，从可执行红黑树中移出， 放入等待队列，然后调用schedule()选择和执行一个其他进程。唤醒的过程刚好相反：进程被设 置为可执行状态，然后再从等待队列中移到可执行红黑树中。

在第3章里曾经讨论过，休眠有两种相关的进程状态:TASK\_INTERRUPTIBLE和TASK\_ UNINTERRUPTIBLEO它们的唯一区别是处于TAS ^UNINTERRUPTIBLE的进程会忽略信号， 而处于TASKJNTERRUPTIBLE状态的进程如果接收到一个信号，会被提前唤醒并响应该信号。 两种状态的进程位于同一个等待队列上，等待某些事件，不能够运行。

1.等待队列

休眠通过等待队列进行处理。等待队列是由等待某些事件发生的进程组成的简单链表。内 核用wake\_queue\_head\_t来代表等待队列。等待队列可以通过DECLARE\_WAITQUEUE()静态创 建，也可以由init\_waitqueue\_head()动态创建。进程把自己放入等待队列中并设置成不可执行状 态。当与等待队列相关的事件发生的时候，队列上的进程会被唤醒。为了避免产生竞争条件，休 眠和唤醒的实现不能有纸漏。

针对休眠，以前曾经使用过一些简单的接口。但那些接口会带来竞争条件：有可能导致在判 定条件变为真后，进程却开始了休眠，那样就会使进程无限期地休眠下去。所以，在内核中进行 休眠的推荐操作就相对复杂了一些:

/\* \*q\*是我们希望休眠的等待队列•/

DEFINE\_WAIT(wait);

add\_wait\_queue(q, &wait)；

while (!condition) ( /\* 'condition'是我们在等待的事件 \*/ prepare\_to\_wait(&q, &wait, TASK\_INTERRUPTIBLE);

if(signal\_pending(current))

/•处理信号•/

schedule()；

}

firiish\_wait (&q, &wait);

进程通过执行下面几个步骤将自己加入到一个等待队列中：

1. 调用宏DEFINE\_WAIT()创建一个等待队列的项。
2. 调用add\_wai?\_queueO把自己加入到队列中。该队列会在进程等待的条件满足时唤醒它。 当然我们必须在其他扇方撰写相关代码，在事件发生时，对等待队列执行wake\_up()操作。

3 )调用prepare\_to\_wait()方法将进程的状态变更为TASK\_INTERRUPTIBLE或TASK\_ UNINTERRUPTIBLE。而且该函数疝果有必要的话会将进程加回到等待队列，这是在接下来的 循环遍历中所需要的。

1. 如果状态被设置为TASKJNTERRUPTIBLE,则信号唤醒进程。这就是所谓的伪唤醒 (唤醒不是因为事件的发生)，因此检査并处理信号。
2. 当进程被唤醒的时候，它会再次检査条件是否为真。如果是，它就退出循环；如果不 是，它再次调用schedule。并一直重复这步操作。
3. 当条件满足后，进程将自己设置为TASK\_RUNNING并调用finish\_wait()方法把自己移 出等待队列。

如果在进程开始休眠之前条件就已经达成了，那么循环会退出，进程不会存在错误地进入休 眠的倾向。需要注意的是，内核代码在循环体内常常需要完成一些其他的任务，比如，它可能在 调用schedule。之前需要释放掉锁，而在这以后再重新获取它们，或者响应其他事件。

函数inotify\_read(),位于文件fs/notify/inotify/inotify\_user.c中，负责从通知文件描述符中读 取信息，它的实现无疑是等待队列的一个典型用法:

inotify\_read(struct file \*file, char user \*buf, size\_t count, \*pos)

static ssize t

fsnotify\_group \*group； fsnotify\_event \*kevent； user \*start；

struct struct char int ret；

DEFINE WAIT(wait);

start = buf；

group = file->private\_data；

while ⑴(

prepare\_to\_wait(fcgroup->not i f i cat ion\_wai tq,

&wait, TASKINTERRUPTIBLE);

mutex\_lock(&group->notification\_mutex)； kevent = get\_one\_event(group, count)； mutex\_unlock(&group->not i f i cat ion\_mutex)；

if (kevent) (

ret = PTR\_ERR(kevent)；

if (IS\_ERR(kevent))

break；

ret = copy\_event\_to\_user(group, kevent, buf)； fsnoti fy\_put\_event(kevent)； if (ret v 0)

break；

buf +■ ret;

count -= ret；

continue；

}

ret = -EAGAIN；

if (file->f\_flags & O\_NONBLOCK)

break；

ret = -EINTR；

if (signal\_pending(current))

break；

if (start buf)

break；

schedule()；

I f inish wai t(Sgroup->not i fication\_waitq, &wait);

if (start != buf && ret != -EFAULT)

ret = buf - start；

return ret；

I

这个函数遵循了我们例子中的使用模式，主要的区别是它在while循环中检査了状态，而不 是在while循环条件语句中。原因是该条件的检测更复杂些，而且需要获得锁。也正因为如此， 循环退出是通过break完成的。

2.唤醒

唤醒操作通过函数wake\_up()进行，它会唤醒指定的等待队列上的所有进程。它调用函 数try\_to\_wake\_up(),该函数负责将进程设置为TASK\_RUNNING状态，调用enqueue\_task()将 此进程放入红黑树中，如果被唤醒的进程优先级比当前正在执行的进程的优先级高，还要设置 need\_resched标志。通常哪段代码促使等待条件达成，它就要负责随后调用wake\_up()函数。举 例来说,i当磁盘数据到来时，VFS就要负责对等待队列调用wake\_up。，以便唤醒队列中等待这 些数据的进程。

关于休眠有一点需要注意，存在虚假的唤醒。有时候进程被唤醒并不是因为它所等待的条件 达成了才需要用一个循环处理来保证它等待的条件真正达成。图4-1描述了每个调度程序状态之 间的关系。

4.6抢占和上下文切换

上下文切换，也就是从一个可执行进程切换到另一个可执行进程，由定义在kemd/schedx中 的c<mtext\_switchO函数负责处理。每当一个新的进程被选出来准备投入运行的时候，schedule。 就会调用该函数。它完成了两项基本的工作:

•调用声明在<asm/mmu\_context.h>中的switch\_mm(),该函数负责把虚拟内存从上一个进

程映射切换到新进程中。

•调用声明在＜asm/system.h＞中的switchJoO,该函数负责从上一个进程的处理器状态切换 到新进程的处理器状态。这包括保存、恢复栈信息和寄存器信息，还有其他任何与体系结' 构相关的状态信息，都必须以每个进程为对象进行管理和保存。

\_add\_wait\_queueQ|E任务加到等待队列中.把任务 的状态置为TASK\_INTERRUPTIBLE,然后调用scheduleO. - scheduleOffl用deaclivatjtaskO从运行队列中删除任务
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任务等待事件发生，然后晚■sgcjup(把任务置为TASK\_RUNNING, *」* 调用activate\_taSk()把任务加到运行队列，之后调用schedule。，丿 5move\_wait\_quH0把任务从等待队列中删除

图4.1休眠和唤醒

内核必须知道在什么时候调用schedule()o如果仅靠用户程序代码显式地调用schedule(),它 们可能就会永远地执行下去。相反，内核提供了一个need\_reschedfe志来表明是否需要重新执行 一次调度(见表4.1)。当某个进程应该被抢占时，scheduler\_tick()就会设置这个标志；当一个优 先级高的进程进入可执行状态的时候，try\_to\_wake\_up()也会设置这个标志，内核检査该标志, 确认其被设置，调用schedule。来切换到一个新的进程。该标志对于内核来讲是一个信息，它表 示有其他进程应当被运行了，要尽快调用调度程序。

表4・1用于访问和操作need\_resched的函数

|  |  |
| --- | --- |
| 函 数 | 目 的 |
| set tsk nccd reschcdO | 设置指定进程中的nccd resched标志 |
| clear tsk need resched() | 清除指定进程中的nced resched标志 |
| needreschedO | 检査need—rescbed标志的值，如果被设置就返回真，否则返回假 |

再返回用户空间以及从中断返回的时候，内核也会检査need\_resched标志。如果已被设置， 内核会在继续执行之前调用调度程序。

每个进程都包含一个need\_resched标志，这是因为访问进程描述符内的数值要比访问一个 全局变量快(因为current宏速度很快并且描述符通常都在高速缓存中)。在2.2以前的内核版本 中，该标志曾经是一个全局变量。2.2到2.4版内核中它在task\_struct中。而在2.6版中，它被移 到thread\_infb结构体里，用一个特别的标志变量中的一位来表示。

4.6.1用户抢占

内核即将返回用户空间的时候，如果need\_resched标志被设置，会导致schedule。被调用， 此时就会发生用户抢占。在内核返回用户空间的时候，它知道自己是安全的，因为既然它可以继 续去执行当前进程，那么它当然可以再去选择一个新的进程去执行。所以，内核无论是在中断处 理程序还是在系统调用后返回，都会检査need\_resched标志。如果它被设置了，那么，内核会选 择一个其他（更合适的）进程投入运行。从中断处理程序或系统调用返回的返回路径都是跟体系 结构相关的，在entry.S （此文件不仅包含内核入口部分的程序，内核退出部分的相关代码也在其 中）文件中通过汇编语言来实现。

简而言之，用户抢占在以下情况时产生：

•从系统调返回用户空间时。

•从中断处理程序返回用户空间时。

4.6.2内核抢占

与其他大部分的Unix变体和其他大部分的操作系统不同，Linux完整地支持内核抢占。在 不支持内核抢占的内核中，内核代码可以一直执行，到它完成为止。也就是说，调度程序没有 办法在一个内核级的任务正在执行的时候重新调度——内核中的各任务是以协作方式调度的，不 具备抢占性。内核代码一直要执行到完成（返回用户空间）或明显的阻塞为止。在2.6版的内核 中，内核引入了抢占内力；现在，只要重新调度是安全的，内核就可以在任何时间抢占正在执行 的任务。

那么，什么时候重新调度才是安全的呢？只要没有持有锁，内核就可以进行抢占。锁是非抢 占区域的标志。由于内核是支持SMP的，所以，如果没有持有锁，正在执行的代码就是可重新 导入的，也就是可以抢占的。

为了支持内核抢占所做的第一处变动，就是为每个进程的threadjnfo引入preempt\_count计 数器。该计数器初始值为0,每当使用锁的时候数值加1,释放锁的时候数值减1。当数值为0 的时候，内核就可执行抢占。从中断返回内核空间的时候，内核会检査need\*esched和preempt, count的值。如果need\_resched被设置，并且preempt\_count为0的话，这说明有一个更为重要的 任务需要执行并且可以安全地抢占，此时，调度程序就会被调用。如果preempt, count不为0, 说明当前任务持有锁，所以抢占是不安全的。这时，内核就会像通常那样直接从中断返回当前执 行进程。如果当前进程持有的所有的锁都被释放了，preempt\_count就会重新为0。此时，释放锁 的代码会检査need\_resched是否被设置。如果是的话，就会调用调度程序。有些内核代码需要允 许或禁止内核抢占，相关内容会在第9章讨论。

如果内核中的进程被阻塞了，或它显式地调用了 schedule。，内核抢占也会显式地发生。这 种形式的内核抢占从来都是受支持的，因为根本无须额外的逻辑来保证内核可以安全地被抢占。 如果代码显式地调用了 schedule。，那么它应该清楚自己是可以安全地被抢占的。

内核抢占会发生在:

•中断处理程序正在执行，且返回内核空间之前。

-内核代码再一次具有可抢占性的时候。

•如果内核中的任务显式地调用schedule。。

•如果内核中的任务阻塞(这同样也会导致调用schedule。)。

4.7实时调度策略

Linux提供了两种实时调度策略:SCHED\_FIFO和SCHED\_RR。而普通的、非实时的调度 策略是SCHED\_NORMAL。借助调度类的框架，这些实时策略并不被完全公平调度器来管理， 而是被一个特殊的实时调度器管理。具体的实现定义在文件kernel/sched\_rt.c.中，在接下来的内 容中我们将讨论实时调度策略和算法。

SCHED\_FIFO实现了一种简单的、先入先出的调度算法：它不使用时间片。处于可运行 状态的SCHED\_FIFO级的进程会比任何SCHED\_NORMAL级的进程都先得到调度。一旦一个 SCHED\_FIFO级进程处于可执行状态，就会一直执行，直到它自己受阻塞或显式地释放处理器 为止；它不基于时间片，可以一直执行下去。只有更高优先级的SCHED\_FIFO或者SCHED\_RR 任务才能抢占SCHED\_FIFO任务。如果有两个或者更多的同优先级的SCHED\_FIFO级进程，它 们会轮流执行，但是依然只有在它们愿意让出处理器时才会退出。只要有SCHED\_FIFO级进程 在执行，其他级别较低的进程就只能等待它变为不可运行态后才有机会执行。

SCHED\_RR与SCHED\_FIFO大体相同，只是SCHED\_RR级的进程在耗尽事先分配给它的 时间后就不能再继续执行了。也就是说，SCHED\_RR是带有时间片的SCHED\_FIF —这是一 种实时轮流调度算法。当SCHED\_RR任务耗尽它的时间片时，在同一优先级的其他实时进程被 轮流调度。时间片只用来重新调度同一优先级的进程。对于SCHED\_FIFO进程，高优先级总是 立即抢占低优先级，但低优先级进程决不能抢占SCHED\_RR任务，即使它的时间片耗尽。

这两种实时算法实现的都是静态优先级。内核不为实时进程计算动态优先级。这能保证给定 优先级别的实时进程总能抢占优先级比它低的进程。

Linux的实时调度算法提供了一种软实时工作方式。软实时的含义是，内核调度进程，尽力 使进程在它的限定时间到来前运行，但内核不保证总能满足这些进程的要求。相反，硬实时系统 保证在一定条件下，可以满足任何调度的要求。Linux对于实时任务的调度不做任何保证。虽然 不能保证硬实时工作方式，但Linux的实时调度算法的性能还是很不错的。2.6版的内核可以满 足严格的时间要求。

实时优先级范围从0到MAX\_RT\_PRIO减10默认情况下，MAX\_RT\_PRIO为10 —所以 默认的实时优先级范围是从0到99。SCHED\_NORMAL级进程的nice值共享了这个取值空间； 它的取值范围是从(MAX\_RT\_PRIO + 40)o也就是说，在默认情况下，nice 值从-20到+19直接对应的是从100到139的实时优先级范围。

4.8与调度相关的系统调用

Limix提供了一个系统调用族，用于管理与调度程序相关的参数。这些系统调用可以用来 操作和处理进程优先级、调度策略及处理器绑定，同时还提供了显式地将处理器交给其他进程 的机制。

许多书籍(还有友善的man帮助文件)都提供了这些系统调用(它们都包含在C库中，没 用什么太多的封装，基本上只调用了系统调用而已)的说明。表4・2列举了这些系统调用并给出 了简短的说明。第5章会讨论它们是如何实现的。

**表**@2**与调度相关的系统调用**

|  |  |
| --- | --- |
| 系统调用 | 描 述 |
| niceO | 设置进程的nice值 |
| sched setschedulerO | 设置进程的调度策略 |
| sched\_getschedulerO | 获取进程的调度策略 |
| sched\_setparamO | 设置进程的实时优先级 |
| sched getparam 0 | 获取进程的实时优先级 |
| sched get priority max 0 | 获取实时优先级的最大值 |
| • sched get priority min 0 | 获取实时优先级的最小值 |
| sched rr get intervalO | 获取进程的时间片值 |
| sched\_setaffinity() | 设賞进程的处理器的亲和力 |
| sched getaffinity () | 获取进程的处理器的亲和力 |
| sched\_yieldO | 暂时让出处理器 |

4.8.1**与调度策略和优先级相关的系统调用**

sched\_setscheduler()和sched\_getscheduler()分别用于设置和获取进程的调度策略和实时优先 级。与其他的系统调用相似，它们的实现也是由许多参数检査、初始化和清理构成的。其实最重 要的工作在于读取或改写进程tast struct的policy和rt\_priority的值。

sched\_setparam()和sched\_getparam()分别用于设置和获取进程的实时优先级。这两个系统 调用获取封装在 sched\_param 特殊结构体的 rt\_priority 中。sched\_get\_priority\_max 0 和 sched\_ get\_priority\_min()分别用于返回给定调度策略的最大和最小优先级。实时调度策略的最大优先级 是MAX\_ USER\_RT\_PRIO减1,最小优先级等于1。

对于一个普通的进程，nice。函数可以将给定进程的静态优先级增加一个给定的量。只有超 级用户才能在调用它时使用负值，从而提髙进程的优先级。nice()函数会调用内核的set\_user\_ nice()函数，这个函数会设置进程的task\_struct的static\_prio和prio值。

4.8.2**与处理器绑定有关的系统调用**

Linux调度程序提供强制的处理器绑定(processor affinity)机制。也就是说，虽然它尽力通 过一种软的(或者说自然的)亲和性试图使进程尽量在同一个处理器上运行，但它也允许用户 强制指定“这个进程无论如何都必须在这些处理器上运行”。这种强制的亲和性保存在进程task\_ struct的cpus\_allowed这个位掩码标志中。该掩码标志的每一位对应一个系统可用的处理器。默 认情况下，所有的位都被设置，进程可以在系统中所有可用的处理器上执行。用户可以通过 sched\_ seteffinity()设置不同的一个或几个位组合的位掩码，而调用sched\_ getaffinity()则返回当 前的q)us\_allowed位掩码。

内核提供的强制处理器绑定的方法很简单。首先，当处理进行第一次创建时，它继承了其父 进程的相关掩码。由于父进程运行在指定处理器上，子进程也运行在相应处理器上。其次，当处 理器绑定关系改变时，内核会采用“移植线程”把任务推到合法的处理器上。最后，加载平衡器 只把任务拉到允许的处理器上，因此，进程只运行在指定处理器上，对处理器的指定是由该进程 描述符的cpus\_allowed域设置的。

4.8.3**放弃处理器时间**

Linux通过sched\_yield()系统调用，提供了一种让进程显式地将处理器时间让给其他等待执 行进程的机制。它是通过将进程从活动队列中(因为进程正在执行，所以它肯定位于此队列当 中)移到过期队列中实现的。由此产生的效果不仅抢占了该进程并将其放入优先级队列的最后 面，还将其放入过期队列中一这样能确保在一段时间内它都不会再被执行了。由于实时进程 不会过期，所以属于例外。它们只被移动到其优先级队列的最后面(不会放到过期队列中)。在 Linux的早期版本中，sched\_yield()的语义有所不同，进程只会被放置到优先级队列的末尾，放 弃的时间往往不会太长。现在，应用程序甚至内核代码在调用sched\_yield()前，应该仔细考虑是 否真的希望放弃处理器时间。

内核代码为了方便，可以直接调用yield。，先要确定给定进程确实处于可执行状态，然后再 调用sched\_yield()o用户空间的应用程序直接使用sched\_yield()系统调用就可以了。

4.9小结

进程调度程序是内核重要的组成部分，因为运行着的进程首先在使用计算机(至少在我们大 多数人看来)。然而，满足进程调度的各种需要绝不是轻而易举的：很难找到“一刀切”的算法, 既适合众多的可运行进程，又具有可伸缩性，还能在调度周期和吞吐量之间求得平衡，同时还满 足各种负载的需求。不过，Linux内核的新CFS调度程序尽量满足了各个方面的需求，并以较完 善的可伸缩性和新颖的方法提供了最佳的解决方案。

前面的章节覆盖了进程管理的相关内容，本章则考察了进程调度所遵循的基本原理、具体 实现、调度算法以及目前Linux内核所使用的接口。第5章将涵盖内核提供给运行进程的主要接 口 系统调用。

第⑤章

系统调用

在现代操作系统中，内核提供了用户进程与内核进行交互的一组接口。这些接口让应用程序 受限地访问硬件设备，提供了创建新进程并与已有进程进行通信的机制，也提供了申请操作系统 其他资源的能力。这些接口在应用程序和内核之间扮演了使者的角色，应用程序发出各种请求， 而内核负责满足这些请求（或者无法满足时返回一个错误）。实际上提供这些接口主要是为了保 证系统稳定可靠，避免应用程序恣意妄行。

5.1与内核通信

系统调用在用户空间进程和硬件设备之间添加了一个中间层。该层主要作用有三个。首先， 它为用户空间提供了一种硬件的抽象接口。举例来说，当需要读写文件的时候，应用程序就可以 不去管磁盘类型和介质，甚至不用去管文件所在的文件系统到底是哪种类型。第二，系统调用保 证了系统的稳定和安全。作为硬件设备和应用程序之间的中间人，内核可以基于权限、用户类型 和其他一些规则对需要进行的访问进行裁决。举例来说，这样可以避免应用程序不正确地使用硬 件设备，窃取其他进程的资源，或做出其他危害系统的事情。第三，在第3章中曾经提到过，每 个进程都运行在虚拟系统中，而在用户空间和系统的其余部分提供这样一层公共接口，也是出于 这种考虑。如果应用程序可以随意访问硬件而内核又对此一无所知的话，几乎就没法实现多任务 和虚拟内存，当然也不可能实现良好的稳定性和安全性。在Linux中，系统调用是用户空间访问 内核的唯一手段；除异常和陷入外，它们是内核唯一的合法入口。实际上，其他的像设备文件和 /proc之类的方式，最终也还是要通过系统调用进行访问的。而有趣的是，Linux提供的系统调用 却比大部分操作系统都少得多本章重点强调Linux系统调用的规则和实现方法。

5.2 API、POSIX 和 C 库

一般情况下，应用程序通过在用户空间实现的应用编程接口（API）而不是直接通过系统调用 来编程。这点很重要，因为应用程序使用的这种编程接口实际上并不需要和内核提供的系统调用 对应。一个API定义了一组应用程序使用的编程接口。它们可以实现成一个系统调用，也可以 通过调用多个系统调用来实现，而完全不使用任何系统调用也不存在问题。实际上，API可以在 各种不同的操作系统上实现，给应用程序提供完全相同的接口，而它们本身在这些系统上的实现 却可能迥异。图5-1给出POSIX、API、C库以及系统调用之间的关系。

e X86系统上大概有250个系统调用（毎种体系结构都会定义一些独特的系统调用）。尽管有些系统还没有完全 公布所有的系统调用，但据估计某些操作系统的系统调用数有上千个。

測用printfO" % C库中的printfO 尸、C库中的writeO ' 七翊系统调用

I

图5-1调用printfO函数时，应用程序、C库和内核之间的关系

在Unix世界中，最流行的应用编程接口是基于POSIX标准的。从纯技术的角度看，POSIX 是由IEEE㊀的一组标准组成，其目标是提供一套大体上基于Unix的可移植操作系统标准。在应 用场合，Linux尽力与POSIX和SUSv3兼容。

POSIX是说明API和系统调用之间关系的一个极好例子。在大多数Unix系统上，根据 POSIX定义的API函数和系统调用之间有着直接关系。实际上，POSIX标准就是仿照早期Unix 系统的接口建立的。另一方面，许多操作系统，像微软的Windows,尽管是非Unix系统，也提 供了与POS1X兼容的库。

Linux的系统调用像大多数Unix系统一样，作为C库的一部分提供。C库实现了 Unix系统 的主要API,包括标准C库函数和系统调用接口。所有的C程序都可以使用C库，而由于C语 言本身的特点，其他语言也可以很方便地把它们封装起来使用。此外，C库提供了 POSIX的绝 大部分API。

从程序员的角度看，系统调用无关紧要，他们只需要跟API打交道就可以了。相反，内核 只跟系统调用打交道；库函数及应用程序是怎么使用系统调用，不是内核所关心的。但是，内核 必须时刻牢记系统调用所有潜在的用途，并保证它们有良好的通用性和灵活性。

关于Unix的接口设计有一句格言“提供机制而不是策略”。换句话说，Unix的系统调用抽 象出了用于完成某种确定的目的的函数。至于这些函数怎么用完全不需要内核去关心

5.3系统调用

要访问系统调用（在Linux中常称作syscall）,通常通过C库中定义的函数调用来进行。它 们通常都需要定义零个、一个或几个参数（输入）而且可能产生一些副作用㊂，例如，写某个 文件或向给定的指针拷贝数据等。系统调用还会通过一个long类型檢的返回值来表示成功或者 错误。通常，但也不绝对，用一个负的返回值来表明错误。返回一个0值通常（当然仍不是绝 对的）表明成功。系统调用在出现错误的时候C库会把错误码写入errno全局变量。通过调用 perror（）库函数，可以把该变量翻译成用户可以理解的错误字符串。

当然，系统调用最终具有一种明确的操作。例如getpidO系统调用，根据定义它会返回当前

e IEEE （eye-triple-E）是电气和电子工程师协会。这是一个非盈利组织，它涉及的技术领域非常广泛，并且对 许多重要标准负责。欲了解更多信息，请访问<http://www.ieee.orgo>

© 区别对待机制（mechanism）和策略（policy）是Unix设计中的一大亮点。大部分的编程问题都可以被切割成 两个部分：“需要提供什么功能”（机制）和“怎样实现这些功能”（策略）。如果由程序中的独立部分分别负 贲机制和策略的实现，那么开发软件就更容易，也更容易适应不同的需求。一译者注

㊂注意这里用的是可能。尽管绝大部分调用都会产生某种副作用（就是说，它们会使系统的状态发生某种变 化），但还是有一些系统调用，如getpidO,仅仅返回一些内核数据。

。使用long类型是为了与64位的硬件体系结构保持兼容。

进程的PID。内核中它的实现非常简单：

SYSCALL\_DEFINEO(getpid)

{

return task\_tgid\_vnr(current)； // returns current->tgid

} —

注意，定义中并没有规定它要如何实现。内核必须提供系统调用所希望完成的功能，但它 完全可以按照自己预期的方式去实现，只要最后的结果正确就行了。当然，上面的系统调用太简 单，也没有什么更多的实现手段㊀。

SYSCALL\_DEFINEO只是一个宏，它定义一个无泰数的系统调用(因此这里为数字0),展 开后的代码如下:

asmlinkage long sys\_getpid(void)

我们看一下如何定义系统调用。首先，注意函数声明中的asmlinkage限定词，这是一个编 译指令，通知编译器仅从栈中提取该函数的参数。所有的系统调用都需要这个限定词。其次，函 数返回long。为了保证32位和64位系统的兼容，系统调用在用户空间和内核空间有不同的返回 值类型，在用户空间为int,在内核空间为long。最后，注意系统调用get\_pid()在内核中被定义 成sys\_ getpidOo这是Linux中所有系统调用都应该遵守的命名规则，系统调用bar。在内核中也 实现为sys\_barO函数。

5.3.1**系统调用号**

在Linux中，毎个系统调用被赋予一个系统调用号。这样，通过这个独一无二的号就可以关 联系统调用。当用户空间的进程执行一个系统调用的时候，这个系统调用号就用来指明到底是要 执行哪个系统调用；进程不会提及系统调用的名称。

系统调用号相当重要，一旦分配就不能再有任何变更，否则编译好的应用程序就会崩溃。此 外，如果一个系统调用被删除，它所占用的系统调用号也不允许被回收利用，否则，以前编译过 的代码会调用这个系统调用，但事实上却调用的是另一个系统调用。Linux有一个“未实现”系 统调用sys\_m\_syscall(),它除了返回・ENOSYS外不做任何其他工作，这个错误号就是专门针对 无效的系统调用而设的。虽然很罕见，但如果一个系统调用被删除，或者变得不可用，这个函数 就要负责“填补空缺”。

内核记录了系统调用表中的所有已注册过的系统调用的列表，存储在syS\_call\_teble中。每 一种体系结构中，都明确定义了这个表，在X86-64中，它定义于arch/i386/kemel/syscall\_64.c文 件中。这个表为每一个有效的系统调用指定了唯一的系统调用号。

5.3.2**系统调用的性能**

Linux系统调用比其他许多操作系统执行得要快。Linux很短的上下文切换时间是一个重要

© 你可能会想为什么getpidO返回的是tgid (即线程组ID)呢？原因在于，对于普通进程来说，TGDD和PID相等。 对于线程来说，同一线程组内的所有线程其TGID都相等。这使得这些线程能雄调用跡3并得到相同的PID。

原因，进出内核都被优化得简洁高效。另外一个原因是系统调用处理程序和每个系统调用本身也 都非常简洁。

5.4系统调用处理程序

用户空间的程序无法直接执行内核代码。它们不能直接调用内核空间中的函数，因为内核驻 留在受保护的地址空间上。如果进程可以直接在内核的地址空间上读写的话，系统的安全性和稳 定性将不复存在。

所以，应用程序应该以某种方式通知系统，告诉内核自己需要执行一个系统调用，希望系统 切换到内核态，这样内核就可以代表应用程序在内核空间执行系统调用。

通知内核的机制是靠软中断实现的：通过引发一个异常来促使系统切换到内核态去执行异常 处理程序。此时的异常处理程序实际上就是系统调用处理程序。在x86系统上预定义的软中断是 中断号128,通过int$0x80指令触发该中断。这条指令会触发一个异常导致系统切换到内核态并 执行第128号异常处理程序，而该程序正是系统调用处理程序。这个处理程序名字起得很贴切， nq system\_can()o它与硬件体系结构紧密相关㊀，x86.64的系统上在entry\_64.S文件中用汇编语 言编写。最近，x86处理器增加了一条叫做sysenter的指令。与int中断指令相比，这条指令提供 了更快、更专业的陷入内核执行系统调用的方式。对这条指令的支持很快被加入内核。且不管系 统调用处理程序被如何调用，用户空间引起异常或陷入内核就是一个重要的概念。

5-4.1**指定恰当的系统调用**

因为所有的系统调用陷入内核的方式都一样，所以仅仅是陷入内核空间是不够的。因此必须 把系统调用号一并传给内核。在x86上，系统调用号是通过eax寄存器传递给内核的。在陷入内 核之前，用户空间就把相应系统调用所对应的号放入eax中。这样系统调用处理程序一旦运行， 就可以从eax中得到数据。其他体系结构上的实现也都类似。

system\_caU()函数通过将给定的系统调用号与NR\_syscalls做比较来检査其有效性。如果它 大于或者等于NR\_syscalls,该函数就返回-ENOSYSo否则，就执行相应的系统调用：

call \*sys\_call\_table(,%rax,8)

由于系统调用表中的表项是以64位(8字节)类型存放的，所以内核需要将给定的系统调 用号乘以4,然后用所得的结果在该表中査询其位置。在X86-32系统上，代码很类似，只是用4 代替8,参见图5-2o

5.4.2**参数传递**

除了系统调用号以外，大部分系统调用都还需要一些外部的参数输入。所以，在发生陷入的 时候，应该把这些参数从用户空间传给内核。最简单的办法就是像传递系统调用号一样，把这些

e 下面许多关于系统调用处理程序的描述都是针对X86版本的。但不用担心，所有体系结构上的实现都类似。 参数也存放在寄存器里。在x86.32系统上，ebx、ecx、edx、esi和edi按照顺序存放前五个参数。 需要六个或六个以上参数的情况不多见，此时，应该用一个单独的寄存器存放指向所有这些参数 在用户空间地址的指针。
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图5・2调用系统调用处理程序以执行一个系统调用

给用户空间的返回值也通过寄存器传递。在x86系统上，它存放在eax寄存器中。

5.5系统调用的实现

实际上，一个Linux的系统调用在实现时并不需要太关心它和系统调用处理程序之间的关 系。给Linux添加一个新的系统调用是件相对容易的工作。怎样设计和实现一个系统调用是难题 所在，而把它加到内核里却无须太多周折。让我们关注一下实现一个新的Linux系统调用所需的 步骤。

5.5.1实现系统调用

实现一个新的系统调用的第一步是决定它的用途。它要做些什么？每个系统调用都应该有一 个明确的用途。在Linux中不提倡采用多用途的系统调用（一个系统调用通过传递不同的参数值 来选择完成不同的工作）o ioctl0就是一个很好的例子，告诉了我们不应当去做什么。

新系统调用的参数、返回值和错误码又该是什么呢？系统调用的接口应该力求简洁，参数尽 可能少。系统调用的语义和行为非常关键：因为应用程序依赖于它们，所以它们应力求稳定，不 做改动。设想一下，如果功能多次改变会怎样。新的功能是否可以追加到系统调用亦或是否某个 改变将需要一个全新的函数？是否可以容易地修订错误而不用破坏向后兼容？很多系统调用提供 了标志参数以确保向前兼容。标志并不是用来让单个系统调用具有多个不同的行为（如前所述， 这是不允许的），而是为了即使增加新的功能和选项，也不破坏向后兼容或不需要增加新的系统 调用。

设计接口的时候要尽量为将来多做考虑。你是不是对函数做了不必要的限制？系统调用设计 得越通用越好。不要假设这个系统调用现在怎么用将来也一定就是这么用。系统调用的目的可能 不变，但它的用法却可能改变。这个系统调用可移植吗？别对机器的字节长度和字节序做假设。 第19章将讨论这个话题。要确保不对系统调用做错误的假设，否则将来这个调用就可能会崩溃。 记住Unix的格言：“提供机制而不是策略”。

当你写一个系统调用的时候，要时刻注意可移植性和健壮性，不但要考虑当前，还要为将来 做打算。基本的Unix系统调用经受住了时间的考验；它们中的很大一部分到现在都还和30年前 一样适用和有效。

5.5.2参数验证

系统调用必须仔细检査它们所有的参数是否合法有效。系统调用在内核空间执行，如果任由 用户将不合法的输入传递给内核，那么系统的安全和稳定将面临极大的考验。

举例来说，与文件I/O相关的系统调用必须检査文件描述符是否有效。与进程相关的函数必 须检査提供的PID是否有效。必须检査每个参数，保证它们不但合法有效，而且正确。进程不 应当让内核去访问那些它无权访问的资源。

最重要的一种检査就是检査用户提供的指针是否有效。试想，如果一个进程可以给内核传递 指针而又无须检査，那么它就可以给出一个它根本就没有访问权限的指针，哄骗内核去为它拷贝 本不允许它访问的数据，如原本属于其他进程的数据或者不可读的映射数据。在接收一个用户空 间的指针之前，内核必须保证：

•指针指向的内存区域属于用户空间。进程决不能哄骑内核去读内核空间的数据。

•指针指向的内存区域在进程的地址空间里。进程决不能哄36内核去读其他进程的数据。

•如果是读，该内存应被标记为可读；如果是写，该内存应被标记为可写；如果是可执行， 该内存被标记为可执行。进程决不能绕过内存访问限制。

内核提供了两个方法来完成必须的检査和内核空间与用户空间之间数据的来回拷贝。注意, 内核无论何时都不能轻率地接受来自用户空间的指针！这两个方法中必须经常有一个被使用。

为了向用户空间写入数据，内核提供了 copy\_to\_user(),它需要三个参数。第一个参数是进 程空间中的目的内存地址，第二个是内核空间内的源地址，最后一个参数是需要拷贝的数据长度 (字节数)。

为了从用户空间读取数据，内核提供了 copy\_&om\_user(),它和copy\_to\_user()相似。该函 数把第二个参数指定的位置上的数据拷贝到第一个参数指定的位置上，拷贝的数据长度由第三个 参数决定。

如果执行失败，这两个函数返回的都是没能完成拷贝的数据的字节数。如果成功，则返回 0。当出现上述错误时，系统调用返回标准・EFAULT。

让我们以一个既用了 copy\_fh)m\_user()又用了 copy\_to\_user()的系统调用作例子进行考察。 这个系统调用silly\_copy()毫无实际用处，它从第一个参数里拷贝数据到第二个参数。这种用途 让人无法理解，它毫无必要地让内核空间作为中转站，把用户空间的数据从一个位置复制到另外 一个位置。但它却能演示出上述函数的用法。

/\*

* silly\_copy没有实际价值的系统调用，它把len字节的数据从＜src'拷贝到'dsf ,毫无理由地让内核空
* I司作为中转站.但这的确是个好例子

\*/

SYSCALL\_DEFINE3(silly\_COpy,

unsigned long \*, src, unsigned long dst, unsigned long len)

(

unsigned long buf；

/\*将用户地址空间中的src拷贝进buf \*/ if (copy\_from\_user(&buf, src, len)) return -EFAULT；

/\*将buf拷贝进用户地址空间中的dst \*/ if (copy\_to\_user(dst, &buf, len)) return -EFAULT;

/\*返回拷贝的数据量\*/

return len；

}

注意，copy\_to\_user()和copy\_fYom\_user()都有可能引起阻塞。当包含用户数据的页被换出 到硬盘上而不是在物理内存上的时候，这种情况就会发生。此时，进程就会休眠，直到缺页处理 程序将该页从硬盘重新换回物理内存。

最后一项检査针对是否有合法权限。在老版本的Linux内核中，需要超级用户权限的系统调 用才可以通过调用suser()函数这个标准动作来完成检査。这个函数只能检査用户是否为超级用 户；现在它已经被一个更细粒度的“权能”机制代替。新的系统允许检査针对特定资源的特殊权 限。调用者可以使用capable。函数来检査是否有权能对指定的资源进行操作，如果它返回非0 值，调用者就有权进行操作，返回0则无权操作。举个例子，capable(CAP\_ SYS\_NICE)可以检 査调用者是否有权改变其他进程的nice值。默认情况下，属于超级用户的进程拥有所有权利而 非超级用户没有任何权利。例如，下面是reboot。系统调用，注意，第一步是如何确保调用进程 具有CAP\_SYS\_REBOOT权能。如果那样一个条件语句被删除，任何进程都可以启动系统了。

SYSCALL\_DEFINE4(reboot,

int, magicl, int, magic2, unsigned int, cmd, void user \*, arg)

{

char buffer[256]；

/\*我们只信任启动系统的系统管理员\*/

if (1 capable(CAP\_SYS\_BOOT))

return -EPERM;

/\*为了安全起见，我们需要Mmagic-参数\*/ if (magicl != LINUX\_REBOOT\_MAGIC1 || (magic2 1= LINUX\_REBOOT\_MAGIC2 && magic2 1= LINUX\_REBOOT\_MAGIC2A && raagic2 != LINUX\_REB00T\_MAGIC2B && magic2 I = LINUX\_\_REBOOT\_MAGIC2C)) return -EINVAL；

/\*当未设置**pm\_power\_off**时，清不要试图让**power\_off**的代码看起来像是可以停机，而应该采用更 简单的方式\*/

if ((cmd == LINUX\_REBOOT\_CMD\_POWER\_OFF) && !pm\_power\_off)

cmd = LINUX\_REBOOT\_CMD\_HALT;

lock\_kemel ()；

switch (cmd) ( case LINUXREBOOT CMDRESTART:

kemel\_restart (NULL)；

break；

case LINUX\_REBOOT\_CMD\_CAD\_ON:

C\_A\_D = 1;

break；

case LINUX\_REBOOT\_CMD\_CAD\_OFF:

C\_A\_D = 0;

break；

case LINUX^REBOOT CMD\_HALT:

kernel\_halt()；

unlock\_kemel ()；

do\_exit(0)；

break；

case LINUX\_REBOOT\_CMD\_POWER\_OFF:

kemel\_power\_off ()；

unlock\_kemel ()；

do\_exit(0)；

break；

case LINUX\_REBOOT\_CMD\_RESTART2:

if (stmcpy\_from\_user (&buffer [0], arg, sizeof (buffer) - 1) < 0) ( unlock\_kemel ()； return -EFAULT;

)

buffer[sizeof(buffer) - 1] = '\0,；

kemel\_restart (buffer)；

break；

default：

unlock kemel ()；

return -EINVAL?

}

unlock\_kemel ()；

return 0；

}

参见<linux/capability.h>,其中包含一份所有这些权能和其对应的权限的列表。

**5.6**系统调用上下文

在第3章中曾经讨论过，内核在执行系统调用的时候处于进程上下文。current指针指向当

前任务，即引发系统调用的那个进程。

在进程上下文中，内核可以休眠（比如在系统调用阻塞或显式调用schedule。的时候）并且 可以被抢占。这两点都很重要。首先，能够休眠说明系统调用可以使用内核提供的绝大部分功 能。在第7章中我们会看到，休眠的能力会给内核编程带来极大便利㊀。在进程上下文中能够被 抢占其实表明，像用户空间内的进程一样，当前的进程同样可以被其他进程抢占。因为新的进程 可以使用相同的系统调用，所以必须小心，保证该系统调用是可重入的。当然，这也是在对称多 处理中必须同样关心的问题。关于可重入的保护涵盖在第9章和第10章中。

当系统调用返回的时候，控制权仍然在system\_call（）中，它最终会负责切换到用户空间，并 让用户进程继续执行下去。

5.6.1**绑定一个系统调用的最后步骤**

当编写完一个系统调用后，把它注册成一个正式的系统调用是件琐碎的工作:

1） 首先，在系统调用表的最后加入一个表项。每种支持该系统调用的硬件体系都必须做这 样的工作（大部分的系统调用都针对所有的体系结构）。从0开始算起，系统调用在该表中的位 置就是它的系统调用号。如第10个系统调用分配到的系统调用号为9。

2） 对于所支持的各种体系结构，系统调用号都必须定义于＜asm/unistd.h＞中。

3） 系统调用必须被编译进内核映象（不能被编译成模块）。这只要把它放进kernel/下的一 个相关文件中就可以了，比如sys.c,它包含了各种各样的系统调用。

让我们通过一个虚构的系统调用fbo（）来仔细观察一下这些步骤。首先，我们要把sys\_fbo 加入到系统调用表中去。对于大多数体系结构来说，该表位于entry.s文件中，形式如下：

ENTRY（sys\_call\_table）

.long sys\_restart\_syscal1 /\* 0 \*/

• long sys\_exit

.long sys\_fork

-long sysread

•long syswrite

-long sys\_open /\* 5 \*/

-long sys\_eventfd2

-long sys\_epoll\_createl

.long sys\_dup3 /\* 330 ♦/

.long sys\_pipe2

.long sys\_inotify\_initl

.long sys\_preadv

.long sys\_pwritev

e中断处理程序不能休眠，这使得中断处理程序所能进行的操作较之运行在进程上f文中的系统调用所能进行 的操作受到了极大的限制。

.long sys\_rt\_tgsigqueueinfo -long sys\_perf\_event\_open .long sys\_recvramsg

/\* 335 \*/

我们把新的系统调用加到这个表的末尾:

.long sys\_foo

虽然没有明确地指定编号，但我们加入的这个系统调用被按照次序分配给了 338这个系统 调用号。对于毎种需要支持的体系结构，我们都必须将自己的系统调用加入到其系统调用表中 去。每种体系结构不需要对应相同的系统调用号。系统调用号是专属于体系结构ABI （应用程序 二进制接口）的部分。通常，你需要让系统调用适应每种体系结构。你可以注意一下，每隔5个 表项就加入一个调用号注释的习惯，这可以在査找系统调用对应的调用号时提供方便。

接下来，我们把系统调用号加入到vasm/unistd.h＞中，它的格式如下：

\*本文件包含系统调用号

#define NR restart syscall 0 #define NR exit 1 #define NR fork 2 ttdefine \_NR\_read 3 ttdefine \_NR\_write 4 #define NR open 5

#define NR signa1fd4 327 #define NR eventfd2 328 #define \_NR\_epoll\_createl 329 ttdefine NR dup3 330 #define NR\_pipe2 331 ttdefine NR inotify initl 332 #define NR\_preadv 333 ttdefine NR pwritev 334 #define NR rt tqsiqqueueinfo 335 #define NR perf\_event\_open 336 #define NR\_recvmmsg 337

然后，我们在该列表中加入下面这行：

#define NR\_foo 338

最后，我们来实现fo。。系统调用。无论何种配置，该系统调用都必须编译到核心的 内核映象中去，所以在这个例子中我们把它放进kemel/sys.c文件中。你也可以将其放到与 其功能联系最紧密的代码中去，假如它的功能与调度相关，那么你也可以把它放到kernel/ sched.c 中去。

#include <asm/page.h>

• sys\_foo -每个人喜欢的系统调用

•返回每个进程的内核栈大小

\*/

asmlinkage long sys\_foo(void)

(

return THREAD\_SIZE；

)

就是这样！现在就可以启动内核并在用户空间调用foo()系统调用了。

5.6.2从用户空间访问系统调用

通常，系统调用靠C库支持。用户程序通过包含标准头文件并和C库链接，就可以使用系 统调用(或者调用库函数，再由库函数实际调用)。但如果你仅仅写出系统调用，glibc库恐怕并 不提供支持。

值得庆幸的是，Linux本身提供了一组宏，用于直接对系统调用进行访问。它会设置好寄存 器并调用陷入指令。这些宏是\_syscall〃O,其中〃的范围从0到6,代表需要传递给系统调用的 参数个数，这是由于该宏必须了解到底有多少参数按照什么次序压入寄存器。举个例『子，openO 系统调用的定义是:

long open (const char ♦filename, int flags, int mode)

而不靠库支持，直接调用此系统调用的宏的形式为:

# define NR\_open 5

\_syscall3(long, open, const char\*, filename, int, flags, int, mode)

这样，应用程序就可以直接使用openOo

对于每个宏来说，都有*2+2Xn*个参数。第一个参数对应着系统调用的返回值类型。第二 个参数是系统调用的名称。再以后是按照系统调用参数的顺序排列的每个参数的类型和名称。 \_NR\_open在＜asm/unistd.h＞中定义，是系统调用号。该宏会被扩展成为内嵌汇编的C函数；由 汇编语言执行前面内容中所讨论的步骤，将系统调用号和参数压入寄存器并触发软中断来陷入内 核。调用open()系统调用直接把上面的宏放置在应用程序中就可以了。

让我们写一个宏来使用前面编写的foo()系统调用，然后再写出测试代码炫耀一下我们所做 的努力。

#define NR foo 283

syscallO(long, foo)

int main ()

{

long stack\_size；

stack\_size = foo ()；

printf ("The kernel stack size is %ld\n", stack\_size)； return 0； 5.6.3为什么不通过系统调用的方式实现

前面的内容已经告诉大家，建立一个新的系统调用非常容易，但却绝不提倡这么做。的确， 你应该多多练习如何给一个新的系统调用加警告与限制。通常都会有更好的办法用来代替新建一 个系统调用以作实现。让我们看看采用系统调用作为实现方式的利弊和替代的方法。

建立一个新的系统调用的好处:

•系统调用创建容易且使用方便。

• Linux系统调用的高性能显而易见。

问题是:

•你需要一个系统调用号，而这需要一个内核在处于开发版本的时候由官方分配给你。

•系统调用被加入稳定内核后就被固化了，为了避免应用程序的崩溃，它的接口不允许做改动。

•需要将系统调用分别注册到每个需要支持的体系结构中去。

-在脚本中不容易调用系统调用，也不能从文件系统直接访问系统调用。

•由于你需要系统调用号，因此在主内核树之外是很难维护和使用系统调用的。

•如果仅仅进行简单的信息交换，系统调用就大材小用了。

替代方法：

实现一个设备节点，并对此实现read。和write。。使用ioctl（）对特定的设置进行操作或者对 特定的信息进行检索。

•像信号量这样的某些接口，可以用文件描述符来表示，因此也就可以按上述方式对其进行 操作。

•把增加的信息作为一个文件放在sysfs的合适位置。

对于许多接口来说，系统调用都被视为正确的解决之道。但Linux系统尽量避免每出现一种 新的抽象就简单的加入一个新的系统调用。这使得它的系统调用接口简洁得令人叹为观止，也就 避免了许多后悔和反对意见（系统调用再也不被使用或支持）。新系统调用增添频率很低也反映 出Linux是一个相对较为稳定并且功能已经较为完善的操作系统。

5.7小结

在本章，我们描述了系统调用到底是什么，它们与库函数和应用程序接口（API）有怎样的 关系。然后，我们考察了 Linux内核如何实现系统调用，以及执行系统调用的连锁反应：陷入内 核，传递系统调用号和参数，执行正确的系统调用函数，并把返回值带回用户空间。

然后，我们讨论了如何增加系统调用，并提供了从用户空间调用系统调用的简单例子。整个 过程相当容易！增加一个新的系统调用没有什么难的，这一过程也就是系统调用的实现过程。本 书的其余部分讨论了编写规范的、最优化的、安全的系统调用所遵循的概念和内核接口规范。

最后，我们通过讨论实现系统调用的优映点以及列举其替代方案的形式对全章内容进行了 总结。

第⑥章

内核数据结构

本章将介绍几种Linux内核常用的内建数据结构。和其他很多大型项目一样，Linux内核 实现了这些通用数据结构，而且提倡大家在开发时重用。内核开发者应该尽可能地使用这些数 据结构，而不要搞自作主张的山寨方法。在下面的内容中，我们讲述这些通用数据结构中最有 用的几个：

•链表

•队列

•映射

•二叉树

本章最后还要讨论算法复杂度，以及何种规模的算法或数据结构可以相对容易地支持更大的 输入集合。

6.1链表

链表是Linux内核中最简单、最普通的数据结构。链表是一种存放和操作可变数量元素（常 称为节点）的数据结构。链表和静态数组的不同之处在于，它所包含的元素都是动态创建并插入 链表的，在编译时不必知道具体需要创建多少个元素。另外也因为链表中每个元素的创建时间各 不相同，所以它们在内存中无须占用连续内存区。正是因为元素不连续地存放，所以各元素需要 通过某种方式被连接在一起。于是每个元素都包含一个指向下一个元素的指针，当有元素加入链 表或从链表中删除元素时，简单调整指向下一个节点的指针就可以了。

6.1.1**单向链表和双向链表**

可以用一种最简单的数据结构来表示这样一个链表：

/\* 一个链表中的一个元素\*/

struct list\_element （

void \*data； /\* 有效数据 \*/

struct list\_element \*next； /\* 指向下一个元素的指针 \*/

｝；

图6-1描述一个链表结构体。
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在有些链表中，每个元素还包含一个指向前一个元素的指针，因为它们可以同时向前和向后 而类似于图6-1所示的那种只能向后连接的链表被称

相互连接，所以这种链表被称作双向链表。 作单向雄表。

表示双向链表的一种数据结构如下:

/\* 一个链表中的一个元素\*/ struct list\_element ( void \*data； struct list\_element \*next； struct list\_element \*prev；

｝；

/•有效数据\*/

/\*指向下一个元素的指针•/

/\*指向前一个元素的指针\*/

图6.2描述了一个双向链表。

图6.2 一个双向链表

6.1.2**环形链表**

通常情况下，因为链表中最后一个元素不再有下一个元素，所以将链表尾元素中的向后指针 设置为NULL,以此表明它是链表中的最后一个元素。但在有些链表中，末尾元素并不指向特殊 值，相反，它指回链表的首元素。这种链表因为首尾相连，所以被称为是环形链表。环形链表也 存在双向链表和单向链表两种形式。在环形双向链表中，首节点的向前指针指向尾节点。图6.3 和图6-4分别表示单向和环形双向链表。
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图6Y环形双向链表

因为环形双向链表提供了最大的灵活性，所以Linux内核的标准链表就是采用环形双向链表 形式实现的。

6.1.3沿链表移动

沿链表移动只能是线性移动。先访问某个元素，然后沿该元素的向后指针访问下一个元素, 不断重复这个过程，就可以沿链表向后移动了。这是一种最简单的沿链表移动方法，也是最适合 访问链表的方法。如果需要随机访问数据，一般不使用链表。使用链表存放数据的理想情况是, 需要遍历所有数据或需要动态加入和删除数据时。

有时，首元素会用一个特殊指针表示——该指针称为头指针，利用头指针可方便、快速地找 到链表的“起始端”。在非环形链表里，向后指针指向NULL的元素是尾元素，而在环形链表里 向后指针指向头元素的元素是尾元素。谊历一个链表需要线性地访问从第一个元素到最后一个元 素之间的所有元素。对于双向链表来说，也可以反向遍历链表，可以从最后一个元素线性访问到 第一个元素。当然还可以从链表中的指定元素开始向前和向后访问数个元素，并不一定要访问整 个链表。

6.1.4 Linux内核中的实现

相比普遍的链表实现方式（包括前面章节描述的通用方法），Linux内核的实现可以说独树 一帜。回忆早先提到的数据（或者一组数据，比如一个struct）通过在内部添加一个指向数据的 next （或者previous）节点指针，才能串联在链表中。比如，假定我们有一个fbx数据结构来描 述犬科动物中的一员。

struct

}；

fox ( unsigned unsigned bool

long tail\_length； long weight；

is\_fantastic；

/\*尾巴长度，以厘米为单位•/

/\*重量，以千克为单位•/

/\*这只狐建奇妙吗？ •/

存储这个结构到链表里的通常方法是在数据结构中嵌入一个链表指针，比如:

struct fox {

unsigned long unsigned long bool

struct fox

struct fox

tail\_length； weight； is\_fantastic； \*next；

\*prev；

/•尾巴长度，以厘米为单位•/ /•重量，以千克为单位•/ /•这只狐狸奇妙吗？ •/

/•指向下一个狐狸•/

/\*指向前一个狐狸,/

）；

Linux内核方式与众不同，它不是将数据结构塞入链表，而是将链表节点塞入数据结构！

1. 链表数据结构

在过去，内核中有许多链表的实现，该选一个既简单、又高效的链表来统一它们了。在2.1 内核开发系列中，首次引入了官方内核链表实现。从此内核中的所有链表现在都使用官方的链表 实现了，千万不要再自己造轮子啦！

链表代码在头文件＜linux^ist.h＞中声明，其数据结构很简单:

struct list\_head (

struct list\_head \*next

struct list\_head \*prev；

｝；

next指针指向下一个链表节点，prev指针指向前一个。然而，似乎这里还看不出它们有多大

的作用。到底什么才是链表存储的具体内容呢？其实关键在于理解list\_head结构是如何使用的。

struct: fox {

unsigned long

unsigned long bool

struct list\_head )；

tail\_length； weight； is\_fantastic； list；

/•尾巴长度，以厘米为单位•/，

/•重虫，以千克为单位•/

/•这只孤狸奇妙吗？ \*/

/•所有fox结构体形成链表\*/

上述结构中，fox中的list, next指向下一个元素，list, prev指向前一个元素。现在链表已经 能用了，但是显然还不够方便。因此内核又提供了一组链表操作例程。比如list\_add()方法加入 一个新节点到链表中。但是，这些方法都有一个统一的特点：它们只接受list\_head结构作为参 数。使用宏container\_of()ft们可以很方便地从链表指针找到父结构中包含的任何变量。这是因 为在C语言中，一个给定结构中的变量偏移在编译时地址就被ABI固定下来了。

#define container\_of(ptr, type, member) (｛ \

const typeof( ((type \*)0)->member ) \* mptr = (ptr)； \

(type \*)( (char \*) mptr - offsetof(type,member) )；｝)

使用container\_of()宏，我们定义一个简单的函数便可返回包含list\_head的父类型结构体:

#define list\_entry(ptr, type, member) \ container\_of(ptr, type, member)

依靠list\_entry()方法，内核提供了创建、操作以及其他链表管理的各种例程——所有这些 方法都不需要知道list\_head所嵌入对象的数据结构。

1. **定义一个蛙表**

正如看到的:list\_head本身其实并没有意义一它需要被嵌入到你自己的数据结构中才能生效:

struct fox (

unsigned long unsigned long bool

tail\_length； weight； is fantastic;

)；

struct list\_head list;

/\*尾巴长度，以厘米为单位\*/

/\*重景，以千克为单位•/

/\*这只狐狸奇妙吗？ •/

/\*所有fox结构体形成链表•/

链表需要在使用前初始化。因为多数元素都是动态创建的(也许这就是需要链表的原因), 因此最常见的方式是在运行时初始化链表。

struct fox \*red\_fox；

red\_fox = kmalloc(sizeof(\*red\_fox), GFP\_KERNEL);

red\_fox->tail\_length = 40；

red\_fox->weight « 6；

red\_fox->is\_fantastic = false；

INIT LIST HEAD(&red fox->list);

如果一个结构在编译期静态创建，而你需要在其中给出一个链表的直接引用，下面是最简方式：

struct fox red\_fox = (

.tail\_length = 40,

.weight = *6,*

•list = LIST\_HEAD\_INIT(red\_fox.list),

｝；

1. 链表头

前面我们展示了如何把一个现有的数据结构(这里是我们的fox结构体)改造成链表。

简单修改上述代码，我们的结构便可以被内核链表例程管理。但是在可以使用这些例程前, 需要一个标准的索引指针指向整个链表，即链表的头指针。

内核链表实现中最杰出的特性就是:我们的fox节点都是无差别的一每一个都包含一个 list\_head指针，于是我们可以从任何一个节点起遍历链表，直到我们看到所有节点。这种方式确 实很优美，不过有时确实也需要一个特殊指针索引到整个链表，而不从一个链表节点触发。有趣 的是，这个特殊的索引节点事实上也就是一个常规的list\_head :

static LIST\_HEAD(fox\_list);

该函数定义并初始化了一个名为foxjist的链表例程，这些例程中的大多数都只接受一个或 者两个参数：头节点或者头节点加上一个特殊链表节点。下面我们就具体看看这些操作例程。

6.1.5**操作链表**

内核提供了一组函数来操作链表，这些函数都要使用一个或多个list\_head结构体指针作参 数。因为函数都是用C语言以内联函数形式实现的，所以它们的原型在文件＜linux4ist.h＞中。

有趣的是，所有这些函数的复杂度都为0(1)㊀。这意味着，无论这些函数操作的链表大小 如何，无论它们得到的参数如何，它们都在恒定时间内完成。比如，不管是对于包含3个元素的 链表还是对于包含3000个元素的链表，从链表中删除一项或加入一项花费的时间都是相同的。 这点可能没什么让人惊奇的，但你最好还是擒清楚其中的原因。

1. 向姓表中增加一个节点

给链表增加一个节点:

1ist\_add(struct list\_head \*new, struct list\_head \*head)

该函数向指定链表的head节点后插入new节点。因为链表是循环的，而且通常没有首尾节 点的概念，所以你可以把任何一个节点当成head。如果把“最后”一个节点当做head的话，那 么该函数可以用来实现一个栈。

回到我们的例子，假定我们创建一个新的struct fbx,并把它加入fbx\_list,那么我们这样做：

list\_add(&f-＞list, &fox\_list)；

© 请看本章6.6节，其中讨论了 0(1)算法。

把节点增加到链表尾:

list\_add\_tail (struct list\_head \*new, stiruct List\_head \*head)

该函数向指定链表的head弔点前插入new节点。紙list\_add()函数类似，因为链表是环形 的，所以可以把任何一个节点当做head。如果把“第一个”元素当做head的话，那么该函数可 以用来实现一个队列。

1. 从链表中删除一个节点

在键表中增加一个节点后，从中删除一个结点是另一个最重要的操作。从链表中删除一个结 点，调用 list\_del():

list\_del(struct list\_head \*entry)

该函数从链表中删除entry元素。注意，该操作并不会释放entiy或释放包含entry的数据结 构体所占用的内存；该函数仅仅是将entry元素从链表中移走，所以该函数被调用后，通常还需 要再撤销包含entry的数据结构体和其中的entry项。

例如，为了删除for节点，我们回到前面增加节点的foxjist ：

list\_del(&f->list)

注意，该函数并没有接受foxjist作为输入参数。它只是接受一个特定的节点，并修改其前 后节点的指针，这样给定的节点就从链表中删除。代码的实现颇具有启发性:

static inline void list\_del(struct list\_head \*prev, struct list\_head \*next)

{ —

next->prev = prev； prev->next = next；

)

static inline void list\_del(struct list\_head \*entry)

{

list\_del(entry->prev, entry->next)；

} 一

从链表中删除一个节点并对其重新初始化:

list\_del\_init():

list\_del\_init(struct list\_head \*entry)

该函数除了还需要再次初始化entry以外，其他和list\_del()函数类似。这样做是因为：虽然 链表不再需要entry项，但是还可以再次使用包含entry的数据结构体。

1. 移动和合并链表节点

把节点从一个链表移到另一个链表:

list\_move(struct list\_head \*list, struct list\_head \*head)

该函数从一个链表中移除list项，然后将其加入到另一链表的head节点后面。

把节点从一个链表移到另一个链表的末尾：

list\_move\_tail(stmict list\_head \*listr struct liet\_head \*head)

该函数和list\_move()函数一样，唯一的不同是将list项插入到head项前。

检査链表是否为空:

list\_empty(struct list\_head \*head)

如果指定的链表为空，该函数返回非0值；否则返回0。

把两个未连接的链表合并在一起：

list\_splice(struct list\_head struct list\_head \*head)

该函数合并两个链表，它将list指向的链表插入到指定链表的head元素后面。

把两个未连接的链表合并在一起，并重新初始化原来的链表:

list\_splice\_init(struct list\_head \*listf struct list\_head \*head)

该函数和list\_splice()函数一样，唯一的不同是由list指向的链表要被重新初始化。

节约两次提领(dereference)

如果你碰巧已经得到了 next和prev指针，你可以直接调用内部链表函数，从而省下一 点时间(其实就是提领指针的时间)。前面讨论的所有函数其实没有做什么其他特别的操作， 它仅仅是找到next和prev指针，再去调用内部函数而已。内部函数和它们的外部包装函数 同名，仅仅在前面加了两条下划线。比如，可以调用\_list\_del(prev,next)函数代替调用list\_ del(list)函数。但这只有在向前和向后指针确实已经被提领过的情况下才有意义。否则，你只 !是在画蛇添足。请看文件＜linuxAist.h＞中具体的接口。

6.1.6**遍历链表**

现在，你已经知道了如何在内核中声明、初始化和操作一个链表。这很了不起，但如果无法 访问自己的数据，这些没有任何意义。链表仅仅是个能僚包含重要数据的容器：我们必须利用链 表移动并访问包含我们数据的结构体。幸好，内核为我们提供了一组非常棒的接口，可以用来遍 历链表和引用链表中的数据结构体。

**注意** *和*链表操作函数不同，遍历链表的夏杂度为0(",刀是键表所包含的元素数目。

1.基本方法

遍历链表最简单的方法是使用list\_fbr\_each()宏，该宏使用两个list\_head类型的参数，第一 个参数用来指向当前项，这是一个你必须要提供的临时变量，第二个参数是需要遍历的链表的以 头节点形式存在的list\_head (见前面的“链表头”部分)。每次遍历中，第一个参数在链表中不 断移动指向下一个元素，直到链表中的所有元素都被访问为止。用法如下：

struct list\_head \*p；

1ist\_for\_each(p, list) (

/\*P指向链表中的元素\*/

好了，实话实说，其实一个指向链表结构的指针通常是无用的；我们所需要的是一个指向包 含list\_head的结构体的指针。比如前面fox结构体的例子，我们需要的是指向每个fox的指针， 而不需要指向结构体中list成员的指针。我们可以使用前面讨论的Hst\_entry()宏，来获得包含给 定list\_head的数据结构。比如：

struct list\_head \*p；

struct fox \*f；

listforeach(p, &fox\_list) {

/\* f points to the structure in which the list is embedded \*/

f = list\_entry(p, struct fox, list)；

}

2.可用的方法

前面的方法虽然确实展示了 list\_head节点的功效，但并不优美，而且也不够灵活。所以多 数内核代码采用list\_for\_each\_entry()宏遍历链表。该宏内部也使用list\_entry()宏，但简化了遍历 过程：

list\_for\_each\_entry(pos, head, member)

这里pos是一个指向包含list\_head节点对象的指针，可将它看做是list\_entiy宏的返回值。 head是一个指向头节点的指针，即遍历开始位置 在我们前面例子中，fbxjist.member是pos 中list\_head结构的变量名。这听起来令人迷惑，但是简单实用。下面的代码片断展示了如何重 写前面的list\_fbr\_each(),来遍历所有fox节点:

struct fox \*f；

list\_for\_each\_entry(f, &fox\_list, list) (

/\* on each iteration, \*f\* points to the next fox structure ... \*/

}

现在看看实际例子吧。它来自inotify——内核文件系统的更新通知机制：

static struct inotify\_watch \*inode\_find\_handle(struct inode \*inode,

struct inotify\_handle \*ih)

{

stxruct inotify\_watch Watch；

1ist\_for\_each\_entry(watch, &inode->inotify\_watches, i\_list) (

if (watch->ih == ih)

return watch；

)

return NULL；

)

该函数遍历了 inode->inotify\_watches链表中的所有项，毎个项的类型都是struct inotify\_ watch, list\_head在结构中被命名为i\_li8t。循环中的每一个遍历，watch都指向链表的新节点。 该函数的目的在于：在inode结构串联起来的inotify\_watches链表中，搜寻其inotiW\_handle与 所提供的句柄相匹配的motify\_watch项。

1. 反向遍历姓表

宏list\_fbr\_each\_entry\_reverse()的工作和list\_for\_each\_entry()类似,不同点在于它是反向遍 历链表的。也就是说，不再是沿着next指针向前遍历，而是沿着prev指针向后遍历。其用法和 list\_fbr\_each\_entry()相同： .

list\_for\_each\_entry\_reverse(pos, head, member)

很多原因会需要反向遍历链表。其中一个是性能原因——如果你知道你要寻找的节点最可能 在你搜索的起始点的前面，那么反向搜索岂不更快。第二个原因是如果顺序很重要，比如，如果 你使用链表实现堆栈，那么你需要从尾部向前遍历才能达到先进/先出(LIFO)原则。如果你没 有确切的反向遍历的原因，就老实点，用list\_fbr\_each\_entry()宏吧。

1. 遍历的同时删除

标准的链表遍历方法在你遍历链表的同时要想删除节点时是不行的。因为标准的链表方法建 立在你的操作不会改变链表项这一假设上，所以如果当前项在遍历循环中被删除，那么接下来的 遍历就无法获得next(或prev)指针了。这其实是循环处理中的一个常见范式，开发人员通过在 潜在的删除操作之前存储next(或者previous)指针到一个临时变量中，以便能执行删除操作。好 在Linux内核提供了例程处理这种情况：

list\_for\_each\_entry\_safe(pos, next, head, member)

你可以按照list\_for\_each\_entry()宏的方式使用上述例程，只是需要提供next指针，next指 针和pos是同样的类型。list\_for\_each\_entry\_safe()启用next指针来将下一项存进表中，以使得能 安全删除当前项。我们再次看看inotify的例子：

void inotify\_inode\_is\_dead(struct inode \*inode)

{

struct inotify\_watch \*watch, \*next；

mutex\_lock(&inode->inotify\_mutex)； list\_for\_each\_entry\_safe(watch, next, Stinode->inotify\_watches, (

struct inotify\_handle \*ih = watch->ih；

mutex\_lock(&ih->mutex)*；* inotify\_remove\_watch\_lcx:ked(ih, watch)； /\* deletes watch \*/ mutex\_unlock(&ih->mutex)；

}

mutex\_unlock(&inode->inotify\_mutex)； 、

I

该函数遍历并删除inotify\_watches链表中的所有项。如果使用了标准的list\_fbr\_each\_ entry(),那么上述代码会造成“使用一在一释放后”的错误，因为在移向链表中下一项时，需要 访问watch,但这时它已经被撤销。

如果你需要在反向遍历链表的同时删除它，那么内核提供了 list\_fbr\_each\_entiy\_safe\_reverseO 宏帮你完成此任务:

list\_for\_each\_entry\_safe\_reverse(pos, n, head, member)

上述函数的用法同 list\_fbr\_each\_entry\_safeOo

**你仍然需要锁定！**

list\_fbr\_each\_entry()的安全版本只能保护你在循环体中从链表中删除数据。如果这时有 可能从其他地方并发进行删除，或者有任何其他并发的链表操作，你就需要锁定链表。

请见第9章和第10章中对同步和锁的讨论。

5.其他链表方法

Linux提供了很多链表操作方法一几乎是你所能想到的所有访问和操作链表方法，所有这 些方法都可在头文件vlinux/list.h＞中找到。

6.2队列

任何操作系统内核都少不了一种编程模型：生产者和消费者。在该模式中，生产者创造数据 (比如说需要读取的错误信息或者需要处理的网络包)，而消费者则反过来，读取消息和处理包, 或者以其他方式消费这些数据。实现该模型的最简单的方式无非是使用队列。生产者将数据推进 队列，然后消费者从队列中摘取数据。消费者获取数据的顺序和推入队列的顺序一致。也就是 说，第一个进入队列的数据一定是第一个离开队列的。也正是这个原因，队列也称为FIFO。顾 名思义，FIFO就是先进先出的缩写。图6.5是一个标准队列的例子。
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图6.5队列(FIFO)

Linux内核通用队列实现称为kfifoo它实现在文件kerneVkfifb.c中，声明在文件＜linux/

kfifo.h＞中。本节讨论的是自2.6.33以后刚更新的API,使用方法和2.6.33前的内核稍有不同， 所以在使用前请仔细检査文件<linux/kfifb.h>o

6.2.1 kfifo

Linux的kfifo和多数其他队列实现类似，提供了两个主要操作：enqueue (入队列)和 dequeue (出队列)。kfif。对象维护了两个偏移量：入口偏移和出口偏移。入口偏移是指下一次入 队列时的位置，出口偏移是指下一次出队列时的位置。出口偏移总是小于等于入口偏移，否则无 意义，因为那样说明要出队列的元素根本还没有入队列。

enqueue操作拷贝数据到队列中的入口偏移位置。当上述动作完成后，入口偏移随之加上推 入的元素数目。dequeue操作从队列中出口偏移处拷贝数据，当上述动作完成后，出口偏移随之 减去摘取的元素数目。当出口偏移等于入口偏移时，说明队列空了：在新数据被推入前，不可再 摘取任何数据了。当入口偏移等于队列长度时，说明在队列重置前，不可再有新数据推入队列。

6.2.2**创建队列**

使用kfifo前，首先必须对它进行定义和初始化。和多数内核对象一样，有动态或者静态方 法供你选择。动态方法更为普遍:

int kfifo\_alloc (struct kfifo unsigned int size, gfp\_t gfp\_mask);

该函数创建并且初始化一个大小为size的kfifo。内核使用gfp^mask标识分配队列(我们在 第12章会详细讨论内存分配)。如果成功kfifo\_alloc()返回0；错误则返回一个负数错误码。下 面便是一个例子:

struct kfifo fifo；

int ret；

ret = kfifo\_alloc (&kifo, PAGERS I ZE, GFP\_KERNEL)；

if (ret)

return ret；

/\* -fifo-现在代表一个大小为PAGE^SIZE的队列…♦/

你要想自己分配缓冲，可以调用：

void kfifo\_\_init (struct kfifo void \*buf fer, unsigned int size)；

该函数创建并初始化一个kfif。对象，它将使用由buf爾•指向的size字节大小的内存。对于 kfifo\_allocO 和 kfifo\_init(), size 必须是 2 的慕。

静态声明kfifo更简单，但不大常用：

DECLARE\_KFIFO(name, size);

INIT\_KFIFO(name)；

上述方法会创建一个名称为name.大小为size的kfifo对象。和前面一样，size必须是2的慕。

6.2.3**推入队列数据**

当你的kfifo对象创建和初始化后，推入数据到队列需要通过kfifoJnO方法完成:

unsigned int kfifo\_in(struct kfifo const void \*from, unsigned int len);

该函数把&om指针所指的len字节数据拷贝到hfb所指的队列中，如果成功，则返回推入 数据的字节大小。如果队列中的空闲字节小于len,则该函数值最多可拷贝队列可用空间那么多 的数据，这样的话，返回值可能小于km,甚至会返回0,这时意味着没有任何数据被推入。

6.2.4摘取队列数据

推入数据使用函数kfifb>(),摘取数据则需要通过函数kfifo\_out()完成:

unsigned int kfifo\_out (struct kfifo \*fifo, void \*to, unsigned int len)；

该函数从fifo所指向的队列中拷贝出长度为len字节的数据到to所指的缓冲中。如果成功, 该函数则返回拷贝的数据长度。如果队列中数据大小小于len ,则该函数拷贝出的数据必然小于 需要的数据大小。

当数据被摘取后，数据就不再存在于队列之中。这是队列操作的常用方式。不过如果仅仅想 “偷窥”队列中的数据，而不真想删除它，你可以使用kfifo\_out\_peek()方法：

unsigned int kfifo\_out\_jpeek (struct kfifo \*fifo, void \*to, unsigned int len, unsigned offset);

该函数和kfifo\_out()类似，但出口偏移不增加，而且摘取的数据仍然可被下次kfifb\_out获 得。参数。ffset指向队列中的索引位置，如果该参数为0,则读队列头，这和kfifd\_outO无异。

6.2.5获取队列长度

若想获得用于存储kfifb队列的空间的总体大小(以字节为单位)，可调用方法kfifb\_size()：

static inline unsigned int kfifo\_size (struct kfifo \*fifo)；

另一个内核命名不佳的例子来了一kfifo.lenO方法返回kfifo队列中已推入的数据大小：

static inline unsigned int kfifo\_len (struct kfifo \*fifo)；

如果想得到kfifo队列中还有多少可用空间，则要调用方法:

static inline unsigned int kfifo\_avail (struct kfifo \*fifo)；

最后两个方法是kfifbjs\_empty()和kfifo\_is\_full()0如果给定的kfifo分别是空或者满，它们 返回非。值。如果返回0,则相反。

static inline int kfifo\_is\_empty (struct kfifo \*fifo)；

static inline int kfifo\_is\_full (struct kfifo \*fifo)；

6.2.6**重置和撤**销队列

如果重置kfifo,意味着抛弃所有队列中的内容，调用kfifd\_resetO :

static inline void kfifo\_reset (struct kfifo \*fifo)；

撤销一个使用kfifo\_alloc()分配的队列，调用kfifo^freeO :

void kfifo\_free (struct kfifo ；

如果你是使用kfifb\_init()方法创建的队列，那么你需要负责释放相关的缓冲。具体方法取决 于你是如何创建它的。去看看第12章关于动态分配和释放内存的讨论吧。

6.2.7**队列使用举例**

使用上述接口，我们看一个kfifd的具体用例。假定我们创建了一个由Afo指向的8KB大小 的kfifbo我们就可以推入数据到队列。这个例子中，我们推入简单的整型数。在你自己的代码 中，可以推入更复杂的任务相关数据。这里使用整数，我们看看kfifb如何工作：

unsigned int i；

/•将［0,32)压入到名为，斑。，的k£if。中•/

for (i = 0; i < 32; i++)

kfifo\_in(fifo, &i ； sizeof (i));

名为fifb的kfifo现在包含了 0到31的整数，我们査看一下队列的第一个元素是不是0 :

unsigned int val；

int ret；

ret = kfifo\_outjpeek(fifor &val, sizeof (val) , 0)；

if (ret != sizeof(val))

return -EINVAL;

printk(KERN\_INFO M%u\nnr val) ; /\* 应该输出。\*/

摘取并打印kfifb中的所有元素，我们可以调用kfifo\_out():

/•当队列中还有数据时\*/

while (kfifo\_avail (fifo) ) (

unsigned int val;

int ret；

/\* ... read it, one integer at a time \*/

ret = kfifo\_out (fifo, &val, sizeof (val))；

if (ret != sizeof(val))

return -EINVAL；

printk(KERN\_INF0 "%u\n", val);

}

0到31的整数将一一按序打印出来(如果需要逆序打印，即从31到0,那么我们应该使用 堆栈而不是队列)。

6-3映射

一个映射，也常称为关联数组，其实是一个由唯一键组成的集合，而每个键必然关联一个特 定的值。这种键到值的关联关系称为映射。映射要至少支持三个操作:

* Add (key, value)
* Remove (key)
* value = Lookup (key)

虽然散列表是一种映射，但并非所有的映射都需要通过散列表实现。除了使用散列表外，映 射也可以通过自平衡二叉搜索树存储数据。虽然散列表能提供更好的平均的渐近复杂度(请看本 章后面关于算法复杂度的讨论)，但是二叉搜索树在最坏情况下能有更好的表现(即对数复杂 性相比线性复杂性)。二叉搜索树同时满足顺序保证，这将给用户的按序遍历带来很好的性能。 二叉搜索树的最后一个优势是它不需要散列函数，需要的键类型只要可以定义 <=操作算子便 可以。

虽然键到值的映射属于一个通用说法，但是更多时候特指使用二叉树而非散列表实现的关联 数组。比如，C++的STL容器std::map便是采用自平衡二叉搜索树(或者类似的数据结构)实 现的，它能提供按序遍历的能力。

Linux内核提供了简单、有效的映射数据结构。但是它并非一个通用的映射。因为它的目标 是：映射一个唯一的标识数(U1D)到一个指针。除了提供三个标准的映射操作外，Linux还在 add操作基础上实现了 allocate操作。这个allocate操作不但向map中加入了键值对，而且还可 产生UIDo

idr数据结构用于映射用户空间的UID,比如将modify watch的描述符或者POS1X的定时器 ID映射到内核中相关联的数据结构上，如inotify\_watch或者k\_itimer结构体。其命名仍然沿袭 了内核中有些含混不清的命名体系，这个映射被命名为idr。

6.3.1初始化一个idr

建立一个idr很简单，首先你需要静态定义或者动态分配一个idr数据结构。然后调用idr\_ init():

void idr\_init(struct idr \*idp);

比如：

struct idr id\_huh； /\* 静态定义 idr 结构 \*/

idr\_init (&id\_huh) ； /\* 初始化 idr 结构 \*/

6.3.2分配一个新的UID

一旦建立了 idr,就可以分配新的UID 了，这个过程分两步完成。第一步，告诉idr你需要 分配新的U1D,允许其在必要时调整后备树的大小。然后，第二步才是真正请求新的UIDO之 所以需要这两个组合动作是因为要允许调整初始大小一中间涉及在无锁情况下分配内存的场 景。我们在第12章将讨论内存分配，在第9章和第10章讨论加锁问题。现在我们先别管如何处 理上锁问题，重点看看如何使用idr。

第一个调整后备树大小的方法是idr\_pre\_get():

int idr\_pre\_get(struct idr \*idp, gfp\_t gfp\_mask)；

该函数将在需要时进行UID的分配工作：调整由idp指向的idr的大小。如果真的需要调整 大小，则内存分配例程使用g币标识:gfp\_mask (gQ)标识将在第12章讨论)，你不需要对并发 访问该方法进行同步保护。和内核中其他函数的做法相反，idr\_pre\_get()成功时返回1,失败时返 回0—这点一定要注意。

第二个函数，实际执行获取新的UID,并且将其加到idr的方法是idr\_get\_newO :

int idr\_get\_new(struct idr \*idp, void \*ptr, int \*id);

该方法使用idp所指向的idr去分配一个新的UID,并且将其关联到指针ptr上。成功时， 该方法返回0,并且将新的UID存于id。错误时，返回非0的错误码，错误码是・EAGAIN,说 明你需要(再次)调用idr\_pre\_get()；如果idr已满，错误码是-ENOSPC。

看一个完整例子吧：

int id；

do {

if (! idr\_pre\_get (&idr\_huh, GFP\_KERNEL))

return -ENOSPC；

ret = idr\_get\_new(tidr^huh, ptr, &id)*；*

} while (ret == -EAGAIN);

如果成功，上述代码片段将获得一个新的UID,它被存储在整型变量id中，而且将UID映 射到ptr (我们没有在代码片段中定义它)

函数idr\_get\_new\_above()使得调用者可指定一个最小的UID返回值：

int idr\_get\_new\_above(struct idr \*idp, void \*ptr, int starting\_id, int \*id)；

该函数的作用和idr\_get\_new()相同，除了它确保新的UID大于或等于starting\_id外。使用 这个变种方法允许idr的使用者确保UID不会被重用，允许其值不但在当前分配的ID中唯一， 而且还保证在系统的整个运行期间唯一。下面的代码片段和前例中的类似，不过我们明确要求增 加UID的值：

int id；

do {

if (!idr\_pre\_get(&idr\_huh, GFP\_KERNEL))

return -ENOSPC;

ret = idr\_get\_new\_above(&idr\_huh, ptr, next\_id, &id)；

} while (ret == -EAGAIN);

if (!ret)

next\_id = id + 1;

1. 査找 UID

当我们在一个idr中已经分配了一些UID时，我们自然就需要査找它们：调用者要给出 UID, idr将返回对应的指针。査找步骤显然要比分配一个新UID要来的简单，仅需使用idr\_ findO方法即可：

void \* idr\_find (struct idr \*idp, int id)；

该函数如果调用成功，则返回id关联的指针；如果错误，则返回空指针。注意，如果你使 用idr\_get\_new()或者idr\_get\_new\_aboveO将空指针映射给UID,那么该函数在成功时也返回 NULL。这样你就无法区分是成功还是失败，所以，最好不要将UID映射到空指针上。

这个函数的使用比较简单：

struct my\_struct \*ptr = idr\_find(&idr\_huh, id)；

if (Iptr)

return -EINVAL; /\* 错误 •/

1. **删除** UID

从idr中删除UID使用方法idr\_remove():

void idr\_remove(struct idr \*idp,int id)；

如果idr\_remove()成功，则将id关联的指针一起从映射中删除。遗憾的是，idr\_remove()并 没有办法提示任何错误(比如，如果id不在idp中)。

1. **撤销** idr

撤销一个idr的操作很简单，调用idr\_destroy()函数即可:

void idr\_destroy(struct idr \*idp)；

如果该方法成功，则只释放idr中未使用的内存。它并不释放当前分配给UID使用的任何内 存。通常，内核代码不会撤销idr,除非关闭或者卸载，而且只有在没有其他用户(也就没有更 多的UID)时才能删除，但是你可以调用idr\_remove\_all()方法强制删除所有的UID :

void idr\_remove\_all(struct idr \*idp)；

你应该首先对idp指向的idr调用idr\_remove\_all(),然后再调用idr\_destroyO,这样就能使 idr占用的内存都被释放。
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图6>6二叉树

树结构是一个能提供分层的树型数据结构的特定数据结 构。在数学意义上，树是一个无环的、连接的有向图，其中 任何一个顶点(在树里叫节点)具有0个或者多个出边以及 0个或者I个入边。一个二叉树是每个节点最多只有两个出 边的树一也就是，一个树，其节点具有0个、1个或者2个 子节点。请见图64所示的简单二叉树。

6.4.1**二叉捜索树**

一个二叉捜索树(通常简称为BST)是一个节点有序的 二叉树，其顺序通常遵循下列法则：

•根的左分支节点值都小于根节点值。

•右分支节点值都大于根节点值。

,所有的子树也都是二叉搜索树。

因此，一个二叉搜索树所有节点必然都有序，且左子节点小于其父节点值，而右子节点大于 其父节点值的二叉树。所以，在树中捜索一个给定值或者按序遍历树都相当快捷（算法分别是对 数和线性的）。见图&7给出的简单二叉搜索树。

6.4.2**自平衡二叉搜索树**

一个节点的深度是指从其根节点起，到达它一共需经过的父节点数目。处于树底层的节点 （再也没有子节点）称为叶子节点。一个树的高度是指树中的处于最底层节点的深度。一个平衡 二叉搜索树是一个所有叶子节点深度差不超过1的二叉搜索树（见图&8）。一个自平衡二叉捜索 树是指其操作都试图维持（半）平衡的二叉搜索树。
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1. 红黑树

红黑树是一种自平衡二叉搜索树。Linux主要的平衝二叉树数据结构就是红黑树。红黑树具 有特殊的着色属性，或红色或黑色。红黑树因遵循下面六个属性，所以能维持半平衡结构：

（1） 所有的节点要么着红色，要么着黑色。

（2） 叶子节点都是黑色。

（3） 叶子节点不包含数据。

（4） 所有非叶子节点都有两个子节点。

（5） 如果一个节点是红色，则它的子节点都是黑色。

（6） 在一个节点到其叶子节点的路径中，如果总是包含同样数目的黒色节点，则该路径相 比其他路径是最短的。

上述条件，保证了最深的叶子节点的深度不会大于两倍的最浅叶子节点的深度。所以，红黑 树总是半平衡的。为什么它具有如此神奇的特点呢？首先，第五个属性，一个红色节点不能是其

他红色节点的子节点或者父节点。而第六个属性保证了，从树的任何节点到其叶子节点的路径都 具有相同数目的黑色节点，树里的最长路径则是红黑交替节点路径，所以最短路径必然是具有相 同数量黑色节点的——只包含黑色节点的路径。于是从根节点到叶子节点的的最长路径不会超过 最短路径的两倍。

如果插入和删除操作可以遵循上述六个要求，那这个树会始终保持是一个半平衡树。看起来 也许有些奇怪，为什么插入和删除动作都需要服从这些特别的约束，为什么不能用一些简单的规 则去维持平衡树呢？其实，实践证明这些规则遵循起来还是相对简单(虽然实现复杂)的。而且 在保证半平衡树前提下，这些插入和删除动作并不会增加额外负担。

至于如何让插入和删除动作都能遵循这些规则，已经超出了本书范围。相比简单的规则，实 现起来可要复杂得多。不过任何好点的大学数据结构教科书上都应该有完整的讲述。

1. rbtree

Linux实现的红黑树称为rbtree。其定义在文件1 ib/rbtree.c中，声明在文件<linux/rbtree.h> 中。除了一定的优化外，Linux的rbtree类似于前面所描述的经典红黑树，即保持了平衡性，所 以插入效率和树中节点数目呈对数关系。

rbtree的根节点由数据结构rb\_root描述。创建一个红黑树，我们要分配一个新的rb\_root结 构，并且需要初始化为特殊值RB\_ROOT：

struct rb\_root root =» RB\_ROOT；

树里的其他节点由结构rb\_node描述。给定一个rb\_node,我们可以通过跟踪同名节点指针 来找到它的左右子节点。

rbtree的实现并没有提供搜索和插入例程，这些例程希望由rbtree的用户自己定义。这是因 为C语言不大容易进行泛型编程，同时Linux内核开发者们相信最有效的捜索和插入方法需要每 个用户自己去实现。你可以使用rbtree提供的辅助函数，但你自己要实现比较操作算子。

搜索操作和插入操作最好的范例就是展示一个实际场景:我们先来看捜索，下面的函数实现 了在页高速缓存中搜索一个文件区(由一个i节点和一个偏移量共同描述)。每个i节点都有自己 的rbtree,以关联在文件中的页偏移。该函数将捜索给定i节点的rbtree,以寻找匹配的偏移值： struct page \* rb\_search\_page\_cache(struct inode \*inode,

unsigned long offset)

[

stnict rb\_node \*n = inode->i\_rb\_page\_cache.rb\_node；

while (n) {

struct page \*page = rb\_entry(n, struct page, rb\_page\_cache);

if (offset < page->offset)

n = n->rb\_left；

else if (offset > page->offset)

n = n->rb\_right；

else

return page；

return NULL；

这个例子中，在while循环中遍历了整个rbtree。offset将决定是向左或是向右遍历。if和 else条件实际上实现了 rbtree的比较方法，从而确保了树的有序性。如果循环中找到了一个匹配 。任set的节点，则搜索完成，并返回对应的page结构。如果循环査找了全树也没有找到一个匹配 项，说明在树中不存在匹配项，则函数返回NULL。

插入操作要相对复杂一些，因为必须实现搜索和插入逻辑。下面并冃E一个了不起的函数，但 可以作为你实现自己的插入操作的一个指导:

struct page \* rb\_insert\_page\_cache(struct inode \*inode,

unsigned long offset,

struct rb\_node \*node)

(

struct rb\_node \*\*p = &inode->i\_rb\_page\_cache.rb\_node；

struct rb\_node \*parent = NULL；

struct page \*page；

while (\*p) (

parent = \*p；

page = rb\_entry(parent, struct page, rb\_page\_cache);

if (offset < page->offset)

p = &(\*p)->rb\_left；

else if (offset > page->offset)

p = &(\*p)->rb\_right；

else

return page；

}

rb\_link\_node(node, parent, p)； rb\_\_insert\_color(node, &inode->i\_rb\_page\_cache)； return NULL；

}

和搜索操作一样，while循环需要遍历整个树，也是根据。ffset选择遍历方向。但是和搜索 不同的是，该函数希望找不到匹配的。场et,因为它想要找的是新offset要插入的叶子节点。当 插入点找到后，调用rb\_link\_node()在给定位置插入新节点。接着调用rb\_insert\_cok)r()方法执 行复杂的再平衡动作。如果页被加入到页高速缓存中，则返回NULL。如果页已经在高速缓存中 了，则返回这个已存在的页结构地址。

6.5数据结构以及选择

我们已经详细讨论了 Linux中最重要的四种数据结构：链表、队列、映射和红黑树。在本节 中，我们将教你如何在代码中具体选择使用哪种数据结构。

如果你对数据集合的主要操作是遍历数据，就使用链表。事实上没有数据结构可以提供比线 性算法复杂度更好的算法遍历元素，所以你应该用最简单的数据结构完成简单工作。另外，当性 能并非首要考虑因素时，或者当你需要存储相对较少的数据项时，或者当你需要和内核中其他使

用链表的代码交互时，也该优先选择链表。

如果你的代码符合生产者/消费者模式，则使用队列，特别是如果你想（或者可以）要一个 定长缓冲。队列会使得添加和删除项的工作简单有效。同时队列也提供了先入先出（FIFO）语 义，而这也正是生产者/消费者用例的普遍需求。另一方面，如果你需要存储一个大小不明的 （可能很多项）的数据集合，那么链表可能更合适，因为你可以动态添加任何数量的数据项。

如果你需要映射一个UID到一个对象，就使用映射。映射结构使得映射工作简单有效，而 且映射可以帮你维护和分配UID。Linux的映射接口是针对UID到指针的映射，它并不适合其他 场景。但是如果你在处理发给用户空间的描述符，就考虑一下映射吧。

如果你需要存储大量数据，并且检索迅速，那么红黑树最好。红黑树可确保搜索时间复杂度 是对数关系，同时也能保证按序遍历时间复杂度是线性关系。虽然它比其他数据结构复杂一些, 但其内存开销情况并不是太糟°但是如果你没有执行太多次时间紧迫的査找操作，则红黑树可能 不是最好选择。这种情况最好使用链表。

要是上述数据结构都不能满足你的需要，内核还实现了一些较少使用的数据结构，也许它们 能帮你，比如基树（trie类型）和位图。只有当寻遍所有内核提供的数据结构都不能满足时，你 才需要自己设计数据结构。经常在独立的源文件中实现的一种常见数据结构是散列表。因为散列 表无非是一些“桶”和一个散列函数，而且这个散列函数是针对每个用例的，因此用非泛型编程 语言（如C语言）实现内核范围内的统一散列表，其实这并没有什么价值。

6.6算法复杂度

在计算机科学和相关的学科中，很有必要将算法的复杂度（或伸缩度）量化地表示出来。 虽然存在各种各样表示伸缩度的方法，但最常用的技术还是研究算法的渐近行为（asymptotic behavior）。渐近行为是指当算法的输入变得非常大或接近于无限大时算法的行为。渐近行为充分 显示了当一个算法的输入逐渐变大时，该算法的伸缩度如何。研究算法的伸缩度（当输入增大时 算法执行的变化）可以帮助我们以特定基准抽象出算法模型，从而更好地理解算法的行为。

6.6.1**算法**

算法就是一系列的指令，它可能有一个或多个输入，最后产生一个结果或输出。比如计算一 个房间中人数的步骤就是一个算法，它的输入是人，计数结果是输出。在Linux内核中，页换出 和进程调度都是算法的例子。从数学角度讲，一个算法好比一个函数（或至少我们可将它抽象为 一个函数）。比如，我们称人数统计算法为f,要统计的人数为x,可以写成下面形式：

y = f （x） 人数统计的函数

这里y是统计x个人所需的时间。

6.6.2大。符号

一种很有用的渐近表示法就是上限——它是一个函数，其值自从一个起始点之后总是超过我 们所研究的函数的值，也就是说上限增长等于或者快于我们研究的函数。一个特殊符号，大。符 号用来描述这种增长率。函数f(x)可写作O(g(x)),读为"是g的大。”。数学定义形式为:

如果Rx)是0(g(x)),那么

3c, x'满足 f(x) < c.g(x), Vx>x'

换成自然语言就是，完成f(x)的时间总是短于或等于完成g(x)的时间和任意常量(至少， 只要输入的x值大于某个初始值X-)的乘积。 .

从根本上讲，我们需要寻找一个函数，它的行为和我们的算法一样差或更差。这样一来我们 就可以通过给该函数送入非常大的输入，然后观察该函数的结果，从而了解我们算法的执行上限。

6.6.3大8符号

当大多数人谈论大。符号时，更准确地讲他们谈论的更接近Donald Knuth所描述的大6符号。 从技术角度讲，大。符号适合描述上限，比如7是6的上限，同样道理，9、12和65也都是6 的上限。但在后来大多数人讨论函数增长率时，更多说的是最小上限，或一个抽象出具有上限和 下限㊀的函数。算法分析领域之父，Knuth教授，将其描述为大9符号，并给出了下面的定义：

如果f (x)是g (x)的大9 ,那么g (x)既是f (x)的上限也是f (x)的下限。

那么，我们也可以说f(x)是g(x)级(order)。级或大0,是理解内核中算法的最重要的数 学工具之一。

所以，当人们谈到大。符号时，他们往往是在谈论大0o当然你不用为此担心，除非你想 讨Knuth教授欢心。

6.6.4时间复杂度

比如，再次考虑计算房间里的人数，假设你一秒钟数一个人，那么如果有7个人在房间 里，你需要花7秒钟数它们。显然如果有!1个人，需要花n秒来数它们。我们称该算法复杂度为 0(。)。如果任务是在房间里的所有人面前跳舞呢？因为不管房间里有5个人还是有5 000个人， 跳舞花费的时间都是相同的，所以该任务的复杂度为0(1)。表&1给出了常见的复杂度。

**表**6・1**时间复杂度表**

|  |  |
| --- | --- |
| O(g(x)) | 名 称 |
| 1 | 恒景(理想的伸缩度) |
| logn | 对数的 |
| n | 线性的 |
| n2 | 平方的 |
| n3 | 立方的 |
| 2B | 指数的 |
| n! | 阶乘 |

© 如果你好奇，下限使用大omega符号建模，其定义除了 g(x)总是小于或等于而不是大于或等于氣)外，和大。相 同。大omega表示没有大。表示有用，因为发现函数甚至还小于你的函数，这就对函数的行为几乎没有指示性。

让房间里的所有人相互介绍的复杂度是多少呢？有什么函数抽象这种算法呢？如果介绍一个 人需要花费30秒，那么相互介绍10个人花多久呢？介绍100个人又需要花多久呢？理解一个算 法在提高工作负载时的表现，是为给定工作选择最好算法的关键。

显然，应避免使用复杂度为O(n!)或0(2〉的算法，另外，用复杂度为0(1)的函数代替复 杂度为O(n)的函数通常都会提高执行性能。但是情况并非总是如此，不能仅仅依靠算法复杂度 (大。符号)来判断哪种算法在实际使用中性能更高。回忆一下，指定的O(g(x)),有一个恒量 c和g(x)相乘，所以有可能复杂度为0(1)的算法需要花费3个小时才能完成任务，而且无论输 入多大，总是要花3个小时。这样的话很可能要比复杂度为O(n)、但输入很少的算法费时还长。 因此我们在比较算法性能时，还需要考虑输入规模。

我们不赞成使用复杂的算法，但是时刻要注意算法的负载和典型输入集合大小的关系。不要 为了你根本不需要支持的伸缩度要求，盲目地去优化算法。

6.7小结

本章我们讨论了许多Linux内核开发者们用于实现从进程调度到设备驱动等内核代码的通用 数据结构。你会随着学习的深入，慢慢发现这些数据结构的妙用。你写自己的内核代码时，记住 总是应该重用已经存在的内核基础设施，别去重复造轮子！

我们也介绍了算法复杂度以及测量和标识算法复杂度的工具，其中最值得注意的是大。。贯 穿本书，以及Linux内核，大。都是我们评价算法和内核组件在多用户、处理器、进程、网络连 接，以及其他环境下伸缩度的重要指标。

第⑦章

中断和中断处理

任何操作系统内核的核心任务，都包含有对连接到计算机上的硬件设备进行有效管理，如 硬盘、蓝光碟机、键盘、鼠标、3D处理器，以及无线电等。而想要管理这些设备，首先要能和 它们互通音信才行。众所周知，处理器的速度跟外围硬件设备的速度往往不在一个数量级上，因 此，如果内核采取让处理器向硬件发出一个请求，然后专门等待回应的办法，显然差强人意。既 然硬件的响应这么慢，那么内核就应该在此期间处理其他事务，等到硬件真正完成了请求的操作 之后，再回过头来对它进行处理。

那么到底如何让处理器和这些外部设备能协同工作，且不会降低机器的整体性能呢？轮询 (polling)可能会是一种解决办法。它可以让内核定期对设备的状态进行査询，然后做出相应的 处理。不过这种方法很可能会让内核做不少无用功，因为无论硬件设备是正在忙碌着完成任务还 是已经大功告成，轮询总会周期性地重复执行。更好的办法是由我们来提供一种机制，让硬件在 需要的时候再向内核发出信号㊀。这就是中断机制。在本章中，我们将先讨论中断，进而讨论内 核如何使用所谓的中断处理函数处理对应的中断。

7.1中断

中断使得硬件得以发出通知给处理器。例如，在你敲击键盘的时候，键盘控制器(控制键盘 的硬件设备)会发送一个中断，通知操作系统有键按下。中断本质上是一种特殊的电信号，由硬 件设备发向处理器。处理器接收到中断后，会马上向操作系统反映此信号的到来，然后就由操作 系统负责处理这些新到来的数据。硬件设备生成中断的时候并不考虑与处理器的时钟同步一换 句话说就是中断随时可以产生。因此，内核随时可能因为新到来的中断而被打断。

从物理学的角度看，中断是一种电信号，由硬件设备生成，并直接送入中断控制器的输入引 脚中——中断控制器是个简单的电子芯片，其作用是将多路中断管线，采用复用技术只通过一个 和处理器相连接的管线与处理器通信。当接收到一个中断后，中断控制器会给处理器发送一个电 信号。处理器一经检测到此信号，便中断自己的当前工作转而处理中断。此后，处理器会通知操 作系统已经产生中断，这样，操作系统就可以对这个中断进行适当地处理了。

不同的设备对应的中断不同，而每个中断都通过一个唯一的数字标志。因此，来自键盘的中 断就有别于来自硬盘的中断，从而使得操作系统能够对中断进行区分，并知道哪个硬件设备产生 了哪个中断。这样，操作系统才能给不同的中断提供对应的中断处理程序。

e变内核主动为硬件主动。——译者注

这些中断值通常被称为中断请求（IRQ）线。每个IRQ线都会被关联一个数值景——例如， 在经典的PC机上，IRQO是时钟中断，而IRQ 1是键盘中断。但并非所有的中断号都是这样严 格定义的。例如，对于连接在PCI总线上的设备而言，中断是动态分配的。而且其他非PC的体 系结构也具有动态分配可用中断的特性。重点在于特定的中断总是与特定的设备相关联，并且内 核要知道这些信息。实际上，硬件发出中断是为了引起内核的关注：嗨，我有新的按键等待处理 呢，读取并处理这些调皮鬼吧！

异常

在操作系统中，讨论中断就不能不提及异常。异常与中断不同，它在产生时必须考虑与 处理器时钟同步。实际上，异常也常常称为同步中断。在处理器执行到由于编程失误而导致 的错误指令（如被0除）的时候，或者是在执行期间出现特殊情况（如缺页），必须靠内核来 处理的时候，处理器就会产生一个异常。因为许多处理器体系结构处理异常与处理中断的方 式类似，因此，内核对它们的处理也很类似。本章对中断（由硬件产生的异步中断）的讨论， 大部分也适合于异常（由处理器本身产生的同步中断）。

你已经熟悉一种异常：在第6章中你已看到，在x86体系结构上如何通过软中断实现系 统调用，那就是陷入内核，然后引起一种特殊的异常——系统调用处理程序异常。你会看到， 中断的工作方式与之类似，其差异只在于中断是由硬件而不是软件引起的。

7-2中断处理程序

在响应一个特定中断的时候，内核会执行一个函数，该函数叫做中断处理程序（intemipt handler）或中断服务例程（interrupt service routine, ISR）O产生中断的每个设备都有一个㊀相应 的中断处理程序。例如，由一个函数专门处理来自系统时钟的中断，而另外一个函数专门处理由 键盘产生的中断。一个设备的中断处理程序是它设备驱动程序（driver）的一部分——设备驱动 程序是用于对设备进行管理的内核代码。

在Linux中，中断处理程序就是普普通通的C函数。只不过这些函数必须按照特定的类型 声明，以便内核能够以标准的方式传递处理程序的信息，在其他方面，它们与一般的函数别无二 致。中断处理程序与其他内核函数的真正区别在于，中断处理程序是被内核调用来响应中断的， 而它们运行于我们称之为中断上下文的特殊上下文中（关于中断上下文，我们将在后面讨论）。 需要指出的是，中断上下文偶尔也称作原子上下文，因为正如我们看到的，该上下文中的执行代 码不可阻塞。不过在本书中我们使用中断上下文这个称谓。

中断可能随时发生，因此中断处理程序也就随时可能执行。所以必须保证中断处理程序能够 快速执行，这样才能保证尽可能快地恢复中断代码的执行。因此，尽管对硬件而言，操作系统能 迅速对其中断进行服务非常重要；当然对系统的其他部分而言，让中断处理程序在尽可能短的时 间内完成运行也同样重要。

e 中断处理程序通常不是和特定设备关联，而是和特定中断关联的，也就是说，如果一个设备可以产生多种不同 的中断，那么该设备就可以对应多个中断处理程序，相应的，该设备的驱动程序也就需要准备多个这样的函数.

最起码的，中断处理程序要负责通知硬件设备中断已被接收：嗨，硬件，我听到你了，现在 回去工作吧！但是中断处理程序往往还要完成大量其他的工具。例如，我们可以考虑一下网络设 备的中断处理程序面临的挑战。该处理程序除了要对硬件应答，还要把来自硬件的网络数据包拷 贝到内存，对其进行处理后再交给合适的协议栈或应用程序。显而易见，这种工作量不会太小， 尤其对于如今的千兆比特和万兆比特以太网卡而言。

7.3上半部与下半部的对比

又想中断处理程序运行得快，又想中断处理程序完成的工作量多，这两个目的显然有所 抵触。鉴于两个目的之间存在此消彼长的矛盾关系，所以我们一般把中断处理切为两个部分 或两半。中断处理程序是上半部（top half） ——接收到一个中断，它就立即开始执行，但只 做有严格时限的工作，例如对接收的中断进行应答或复位硬件，这些工作都是在所有中断被 禁止的情况下完成的。能够被允许稍后完成的工作会推迟到下半部（bottom half）去。此后， 在合适的时机，下半部会被开中断执行。Linux提供了实现下半部的各种机制，第8章会讨 论这些机制。

让我们考察一下上半部和下半部分割的例子，还是以我们的老朋友一网卡作为实例。当网 卡接收来自网络的数据包时，需要通知内核数据包到了。网卡需要立即完成这件事，从而优化网 络的吞吐量和传输周期，以避免超时。因此，网卡立即发出中断：嗨，内核，我这里有最新数据 包了。内核通过执行网卡已注册的中断处理程序来做出应答。

中断开始执行，通知硬件，拷贝最新的网络数据包到内存，然后读取网卡更多的数据包。这 些都是重要、紧迫而又与硬件相关的工作。内核通常需要快速的拷贝网络数据包到系统内存，因 为网卡上接收网络数据包的缓存大小固定，而且相比系统内存也要小得多。所以上述拷贝动作一 旦被延迟，必然造成缓存溢出一进入的网络包占满了网卡的缓存，后续的入包只能被丢弃。当 网络数据包被拷贝到系统内存后，中断的任务算是完成了，这时它将控制权交还给系统被中断前 原先运行的程序。处理和操作数据包的其他工作在随后的下半部中进行。本章，我们考察上半 部；第8章，我们关注下半部。

7.4注册中断处理程序

中断处理程序是管理硬件的驱动程序的组成部分。每一设备都有相关的驱动程序，如果设备 使用中断（大部分设备如此），那么相应的驱动程序就注册一个中断处理程序。

•驱动程序可以通过request\_irqO函数注册一个中断处理程序（它被声明在文件<linux/inteirupt.h> 中），并且激活给定的中断线，以处理中断：

/\* request\_irq：分配一条给定的中断线\*/

int request\_irq（unsigned int irqf

irq\_handler\_t handler, unsigned long flags, const char \*name, void \*dev）

第一个参数irq表示要分配的中断号。对某些设备，如传统PC设备上的系统时钟或键盘， 这个值通常是预先确定的。而对于大多数其他设备来说，这个值要么是可以通过探测获取，要么 可以通过编程动态确定。 二

第二个参数handler是一个指针，指向处理这个中断的实际中断处理程序。只要操作系统一 接收到中断，该函数就被调用。

typedef irqreturn\_t （\*irq\_handler\_t）（int, void \*）；

注意handler函数的原型，它接受两个参数，并有一个类型为irqreturn\_t的返回值。我们将 在本章随后的部分讨论这个函数。

7.4.1**中断处理程序标志**

第三个参数Rags可以为0,也可能是下列一个或多个标志的位掩码。其定义在文件<linux/ interrupt.h>o在这些标志中最重要的是：

・IRQF\_DISABLE —该标志被设置后，意味着内核在处理中断处理程序本身期间，要禁 止所有的其他中断。如果不设置，中断处理程序可以与除本身外的其他任何中断同时运 行。多数中断处理程序是不会去设置该位的，因为禁止所有中断是一种野蛮行为。这种用 法留给希望快速执行的轻量级中断。这一标志是SA\_INTERRUPT标志的当前表现形式, 在过去的中断中用以区分“快速”和“慢速”中断。

* IRQF\_SAMPLE\_RANDOM—— 标志表明这个设备产生的中断对内核炳池（entropy pool） 有贡献。内核焙池负责提供从各种随机事件导出的真正的随机数。如果指定了该标志， 那么来自该设备的中断间隔时间就会作为墙填充到炳池。如果你的设备以预知的速率产 生中断（如系统定时器），或者可能受外部攻击者（如联网设备）的影响，那么就不要设 置这个标志。相反，有其他很多硬件产生中断的速率是不可预知的，所以都能成为一种 较好的炳源。
* IRQF\_TIMER —— 该标志是特别为系统定时器的中断处理而准备的。
* IRQF\_SHARED—此标志表明可以在多个中断处理程序之间共享中断线。在同一个给定 线上注册的毎个处理程序必须指定这个标志；否则，在每条线上只能有一个处理程序。有 关共享中断处理程序的更多信息将在下面的内容中提供。

第四个参数name是与中断相关的设备的ASCII文本表示。例如，PC机上键盘中断对应的 这个值为“keyboardwo这些名字会被/proc/irq和/proc/intemipts文件使用，以便与用户通信，稍 后我们将对此进行简短讨论。

第五个参数dev用于共享中断线。当一个中断处理程序需要释放时（稍后讨论），dev将提 供唯一的标志信息（cookie）,以便从共享中断线的诸多中断处理程序中删除指定的那一个。如 果没有这个参数，那么内核不可能知道在给定的中断线上到底要删除哪一个处理程序。如果无须 共享中断线，那么将该参数赋为空值（NULL）就可以了，但是，如果中断线是被共享的，那么 就必须传递唯一的信息（除非设备又旧又破且位于ISA总线上，那么就必须支持共享中断）。另 外，内核每次调用中断处理程序时，都会把这个指针传递给它㊀。实践中往往会通过它传递驱动 程序的设备结构：这个指针是唯一的，而且有可能在中断处理程序内被用到。

request\_irq()成功执行会返回0。如果返回非0值，就表示有错误发生，在这种情况下，指 定的中断处理程序不会被注册。最常见的错误是・EBUSY,它表示给定的中断线已经在使用(或 者当前用户或者你没有指定1RQF\_SHARED)O

注意，request\_irq()函数可能会睡眠，因此，不能在中断上下文或其他不允许阻塞的代码中 调用该函数。天真地在睡眠不安全的上下文中调用request\_irq()函数，是一种常见错误。造成 这种错误的部分原因是为什么request\_irq()会引起堵塞——这确实让人费解。在注册的过程中， 内核需要在/proc/irq文件中创建一个与中断对应的项。函数proc\_ mkdirQ就是用来创建这个新 的procfs项的。proc\_mkdir()通过调用函数proc^createO对这个新的profs项进行设置，而proc\_ create。会调用函数kmalloc。来请求分配内存。我们在璧12章中将会看到，函数kmalloc。是可 以睡眠的。看清楚了，你的程序就是跑到那里小憩去了！

7.4.2 一个中断例子

在一个驱动程序中请求一个中断线，并在通过request\_irqO安装中断处理程序:

request\_irq():

if (request\_irq(irqn, my\_interrupt, IRQP\_SHARED/ "my\_device", my\_dev)) ( printk(KERN\_ERR "my\_device： cannot register IRQ %d\n", irqn)； return -EIO；

I

在这个例子中，irqn是请求的中断线；my .interrupt是中断处理程序；我们通过标志设置中 断线可以共享；设备命名为“my\_device”；最后是传递my\_dev变量给dev形参。如果请求失败, 那么这段代码将打印出一个错误并返回。如果调用返回0,则说明处理程序已经成功安装。此 后，处理程序就会在响应该中断时被调用。有一点很重要，初始化硬件和注册中断处理程序的顺 序必须正确，以防止中断处理程序在设备初始化完成之前就开始执行。

7.4.3**释放中断处理程序**

卸载驱动程序时，需要注销相应的中断处理程序，并释放中断线。上述动作需要调用:

void free\_irq(unsigned int irq, void \*dev)

如果指定的中断线不是共享的，那么，该函数删除处理程序的同时将禁用这条中断线。如果 中断线是共享的，则仅删除dev所对应的处理程序，而这条中断线本身只有在删除了最后一个处 理程序时才会被禁用。由此可以看出为什么唯一的dev如此重要。对于共享的中断线，需要一个 唯一的信息来区分其上面的多个处理程序，并让斤ee\_irq()仅仅删除指定的处理程序。不管在哪

© 中断处理程序都是预先在内核进行注册的回调函数(caUback function),而不同的函数位于不同的驱动程序 中，所以在这些函数共享同一个中断线时，内核必须准确地为它们创造执行环境，此时就可以通过这个指针 将有用的环境信息传递给它们了。一译者注

种情况下(共享或不共享)，如果dev非空，它都必须与需要删除的处理程序相匹配。必须从进

程上下文中调用freeJrqOo

表7-1给出了终端处理函数的注册和注销函数。

表7・1中断注册方法表

|  |  |
| --- | --- |
| 函数 | 描 述 |
| **request irqO** | 在给定的中断线上注册一给定的中断处理程序 |
| **firecirqO** | 如果在给定的中断线上没有中断处理程序，则注销响应的处理程序，并禁用其中断线 |

7.5编写中断处理程序

以下是一个中断处理程序声明：

static irqreturn\_t intr\_handler(int irq, void \*dev)

注意，它的类型与request\_irq()参数中handler所要求的参数类型相匹配。第一个参数irq就 是这个处理程序要响应的中断的中断号。如今，这个参数已经没有太大用处了，可能只是在打印 日志信息时会用到。而在2.0版以前的Linux内核中，由于没有dev这个参数，必须通过irq才 能区分使用相同驱动程序，因而也使用相同的中断处理程序的多个设备。例如，具有多个相同类 型硬盘驱动控制器的计算机。

第二个参数dev是一个通用指针，它与在中断处理程序注册时传递给request\_irq()的参 数dev必须一致。如果该值有唯一确定性(这样做是为了能支持共享)，那么它就相当于一个 cookie,可以用来区分共享同一中断处理程序的多个设备。另外dev也可能指向中断处理程序使 用的一个数据结构。因为对每个设备而言，设备结构都是唯一的，而且可能在中断处理程序中也 用得到，因此，它也通常被看做dev。

中断处理程序的返回值是一个特殊类型：irqreturn\_to中断处理程序可能返回两个特殊的 值:IRQ\_NONE和IRQ\_HANDLED。当中断处理程序检測到一个中断，但该中断对应的设备 并不是在注册处理函数期间指定的产生源时，返回IRQNONE：当中断处理程序被正确调用， 且确实是它所对应的设备产生了中断时，返回IRQ\_HANDLED。另外，也可以使用宏IRQ\_ RETVAL(val)。如果val为非。值，那么该宏返回IRQ\_HANDLED ；否则，返回IRQ\_NONE。 利用这些特殊的值，内核可以知道设备发出的是否是一种虚假的(未请求)中断。如果给定中 断线上所有中断处理程序返回的都是IRQ\_NONE,那么，内核就可以检测到出了问题。注意， irqretumj这个返回类型实际上就是一个int型。之所以使用这些特殊值是为了与早期的内核保 持兼容——2.6版之前的内核并不支持这种特性，中断处理程序只需返回void就行了。如果要在 2.4或更早的内核上使用这样的驱动程序，只需简单地将typedef irqretumj改为void,屏蔽掉此 特性，并给no.ops定义不同的返回值，其他用不着做什么大的修改。中断处理程序通常会标记 为static,因为它从来不会被别的文件中的代码直接调用。

中断处理程序扮演什么样的角色要取决于产生中断的设备和该设备为什么要发送中断。即 使其他什么工作也不做，绝大部分的中断处理程序至少需要知道产生中断的设备，告诉它已经 收到中断了。对于复杂一些的设备，可能还需要在中断处理程序中发送和接收数据，以及执行一 些扩充的工作。如前所述，应尽可能将扩充的工作推给下半部处理程序，这点将在第8章中进 行讨论。

**重入和中断处理程序**

Linux中的中断处理程序是无须重入的。当一个给定的中断处理程序正在执行时，相应的 中断线在所有处理器上都会被屏蔽掉，以防止在同-•中断线上接收另一个新的中断。通常情 况下，所有其他的中断都是打开的，所以这些不同中断线上的其他中断都能被处理，但当前 中断线总是被禁止的。由此可以看出，同一个中断处理程序绝对不会被同时调用以处理嵌套 的中断。这极大地简化了中断处理程序的编写。

7.5.1**共享的中断处理程序**

共享的处理程序与非共享的处理程序在注册和运行方式上比较相似，但差异主要有以下 三处：

• request\_irq()的参数 flags 必须设置 IRQF\_SHARED 标志。

•对于每个注册的中断处理程序来说，dev参数必须唯一。指向任一设备结构的指针就可以 满足这一要求；通常会选择设备结构，因为它是唯一的，而且中断处理程序可能会用到 它。不能给共享的处理程序传递NULL值。

•中断处理程序必须能够区分它的设备是否真的产生了中断。这既需要硬件的支持，也需要 处理程序中有相关的处理逻辑。如果硬件不支持这一功能，那中断处理程序肯定会束手无 策，它根本没法知道到底是与它对应的设备发出了这个中断，还是共享这条中断线的其他 设备发出了这个中断。

所有共享中断线的驱动程序都必须满足以上要求。只要有任何一个设备没有按规则进行共 享，那么中断线就无法共享了。指定IRQF\_SHARED标志以调用request\_irq()时，只有在以下 两种情况下才可能成功：中断线当前未被注册，或者在该线上的所有已注册处理程序都指定了 IRQF\_SHAREDO注意，在这一点上2.6版与以前的内核是不同的，共享的处理程序可以混用 IRQF\_DISABLEDO

内核接收一个中断后，它将依次调用在该中断线上注册的每一个处理程序。因此，一个处 理程序必须知道它是否应该为这个中断负责。如果与它相关的设备并没有产生中断，那么处理程 序应该立即退出。这需要硬件设备提供状态寄存器(或类似机制)，以便中断处理程序进行检査。 毫无疑问，大多数硬件都提供这种功能。

7.5.2**中断处理程序实例**

让我们考察一个实际的中断处理程序，它来自real-time clock (RTC)驱动程序，可以在 drivers/char/rtc.c中找到。很多机器(包括PC)都可以找到RTC。它是一个从系统定时器中独立 出来的设备，用于设置系统时钟，提供报警器(alarm)或周期性的定时器。对大多数体系结构 而言，系统时钟的设置，通常只需要向某个特定的寄存器或I/O地址写入想要的时间就可以了。 然而报警器或周期性定时器通常就得靠中断来实现。这种中断与生活中的闹铃差不多:中断发出

时，报警器或定时器就会启动。

RTC驱动程序装载时，rtc\_init()函数会被调用，对这个驱动程序进行初始化。它的职责之 一就是注册中断处理程序：

/\* 对 rtc\_irq 注册 rtc interrupt \*/

if (request\_irq(rtc\_irq, rtc\_interrupt, IRQF\_SHARED, "rtc", (void \*)&rtc\_port)) (

printk(KERNERR "rtc： cannot register IRQ %d\n", rtc\_irq)；

return -EIO; •

}

从中我们看到，中断号由rtc\_irq指定。这个变量用于为给定体系绪构指定RTC中断。例 如，在PC上，RTC位于IRQ 8。第二个参数是我们的中断处理程序rtc\_interrupt—它将与其他 中断处理程序共享中断线，因为它设置了 IRQF\_SHARED标志。由第四个参数我们看出，驱动 程序的名称为“rtc”。因为这个设备允许共享中断线，所以它给dev型参传递了一个面向每个设 备的实参值。

最后要展示的是处理程序本身：

static irqreturn\_t rtc\_interrupt(int irq, void \*dev)

(

/\*

•可以是报警器中断、更新完成的中断或周期性中断

•我们把状态保存在rtc\_irq\_data的低宇节中，

•而把从最后一次读取之后所接收的中断号保存在其余字节中 \*/

spin\_lock (&rtc\_lock);

rtc\_irq\_data += 0x100； rtc\_irq\_data &=〜Oxff； rtc\_irq\_data |= (CMOS\_READ(RTC\_INTR\_FLAGS) & OxFO);

if (rtc\_status & RTC\_TIMER\_ON) mod\_timer(&rtc\_irq\_timer, jiffies + H2/rtc\_freq + 2\*HZ/100)；

spin\_unlock (&rtc\_lock)；

/\*

\*现在执行其余的操作

•/

spin\_lock(&rtc\_task\_lock)；

if (rtc\_callback)

rtc\_callback->func(rtc\_callback->private\_data)；

spin\_\_unlock (&rtc\_task\_lock)； wake\_up\_interruptible(&rtc\_wait)；

kill\_fasync (&rtc\_async\_queue, SIGIO, POLL\_IN);

return IRQ\_HANDLED；

}

只要计算机一接收到RTC中断，就会调用这个函数。首先要注意的是使用了自旋锁——第 一次调用是为了保证rtc\_irq\_date不被SMP机器上的其他处理器同时访问，第二次调用避免rtc\_

callback fij现相同的情况。锁机制在第10章中进行讨论。

rtc\_irq\_data变最是无符号长整数，存放有关RTC的信息，每次中断时都会更新以反映中断 的状态。

接下来，如果设置了 RTC周期性定时器，就要通过函数mod\_timer()对其更新。定时器在第 11章进行讨论。

代码的最后一部分一处于注释“现在执行其余的操作”下，会执行一个可能被预先设置好 的回调函数。RTC驱动程序允许注册一个回调函数，并在每个RTC中断到来时执行。

最后，这个函数会返回IRQ\_HANDLED,表明已经正确地完成了对此设备的操作。因为这 个中断处理程序不支持共享，而且RTC也没有什么用来测试虚假中断的机制，所以该处理程序 总是返回IRQ\_HANDLEDO

7.6中断上下文

当执行一个中断处理程序时，内核处于中断上下文(interrput context)中。让我们先回忆 一下进程上下文。进程上下文是一种内核所处的操作模式，此时内核代表进程执行一例如， 执行系统调用或运行内核线程。在进程上下文中，可以通过current宏关联当前进程。此外， 因为进程是以进程上下文的形式连接到内核中的，因此，进程上下文可以睡眠，也可以调用调 度程序。

与之相反，中断上下文和进程并没有什么瓜葛。与current宏也是不相干的(尽管它会指向 被中断的进程)。因为没有后备进程，所以中断上下文不可以睡眠，否则又怎能再对它重新调度 呢？因此，不能从中断上下文中调用某些函数。如果一个函数睡眠，就不能在你的中断处理程序 中使用它一这是对什么样的函数可以在中断处理程序中使用的限制。

中断上下文具有较为严格的时间限制，因为它打断了其他代码。中断上下文中的代码应当迅 速、简洁，尽量不要使用循环去处理繁重的工作。有一点非常重要，请永远牢记：中断处理程序 打断了其他的代码(甚至可能是打断了在其他中断线上的另一中断处理程序)。正是因为这种异 步执行的特性，所以所有的中断处理程序必须尽可能的迅速、简洁。尽量把工作从中断处理程序 中分离出来，放在下半部来执行，因为下半部可以在更合适的时间运行。

中断处理程序栈的设置是一个配置选项。曾经，中断处理程序并不具有自己的栈。相反，它 们共享所中断进程的内核栈㊀。内核栈的大小是两页，具体地说，在32位体系结构上是8KB, 在64位体系结构上是16KB。因为在这种设置中，中断处理程序共享别人的堆栈，所以它们在 栈中获取空间时必须非常节约。当然，内核栈本来就很有限，因此，所有的内核代码都应该谨慎 利用它。

在2.6版早期的内核中，增加了一个选项，把栈的大小从两页减到一页，也就是在32位的 系统上只提供4KB的栈。这就减轻了内存的压力，因为系统中每个进程原先都需要两页连续, 且不可换出的内核内存。为了应对栈大小的减少，中断处理程序拥有了自己的栈，每个处理器一 个，大小为一页。这个栈就称为中断栈，尽管中断栈的大小是原先共享栈的一半，但平均可用栈

**e** 总得有一个进程在运行着。当没有进程可调度时，空任务运行。

空间大得多，因为中断处理程序把这一整页占为己有。

你的中断处理程序不必关心栈如何设置，或者内核栈的大小是多少。总而言之，尽量节约内 核栈空间。

7.7中断处理机制的实现

中断处理系统在Linux中的实现是非常依赖于体系结构的，想必你对此不会感到特别惊讶。 实现依赖于处理器、所使用的中断控制器的类型、体系结构的设计及机器本身。

图7.1是中断从硬件到内核的路由。设备产生中断，通过总线把电信号发送给中断控制器。 如果中断线是激活的(它们是允许被屏蔽的)，那么中断控制器就会把中断发往处理器。在大多 数体系结构中，这个工作就是通过电信号给处理器的特定管脚发送一个信号。除非在处理器上禁 止该中断，否则，处理器会立即停止它正在做的事，关闭中断系统，然后跳到内存中预定义的位 置开始执行那里的代码。这个预定义的位置是由内核设置的，是中断处理程序的入口点。
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**图**7.1**中断从硬件到内核的路由**

在内核中，中断的旅程开始于预定义入口点，这类似于系统调用通过预定义的异常句柄进 入内核。对于每条中断线，处理器都会跳到对应的一个唯一的位置。这样，内核就可知道所接 收中断的IRQ号了。初始入口点只是在栈中保存这个号，并存放当前寄存器的值(这些值属于 被中断的任务)；然后，内核调用函数do\_IRQ()。从这里开始，大多数中断处理代码是用C编写 的一它们依然与体系结构相关*。*

do\_IRQ()的声明如下:

unsigned int do\_IRQ(struct pt\_regs regs)

因为c的调用惯例是要把函数参数放在栈的顶部，因此pt\_regs结构包含原始寄存器的值, 这些值是以前在汇编入口例程中保存在栈中的。中断的值也会得以保存，所以，do\_IRQ()可以 将它提取出来。

计算出中断号后，do\_IRQ0对所接收的中断进行应答，禁止这条线上的中断传递。在普通 的PC机上，这些操作是由mask\_and\_ack\_8259A()来完成的。

接下来，do\_IRQ()需要确保在这条中断线上有一个有效的处理程序，而且这个程序已经启 动，但是当前并没有执行。如果是这样的话，do\_IRQ()就调用handle\_IRQ\_event()来运行为这条 中断线所安装的中断处理程序。handle\_IRQ\_eventO方法被定义在文件kemeVirq/handler.c中。

* handle\_IRQ\_event - irq action chain handler
* @irq： the interrupt number
* ©action： the interrupt action chain for this irq

\*

\* Handles the action chain of an irq event

\*/

irqretum\_t handle\_IRQ\_event(unsigned int irq, struct irqaction \*action) (

irqreturn\_t ret, retval = IRQ\_NONE； unsigned int status = 0；

if (!(action->flags & IRQF\_DISABLED)) local\_irq\_enable\_in\_hardirq()；

do (

trace\_irq\_handler\_entry(irq, action)； ret = action->handler(irq, action->dev\_id); trace\_irq\_handler\_exit(irq, action, ret)；

switch (ret) (

case IRQ\_WAKE\_THREAD:

7\*

\*把返回值设置为已处理，以便可疑的检査不再触发 \*/

ret = IRQ\_HANDLED;

/\*

\*捕获返回值为WAKE\_THREAD的驱动程序，但是并不创建一个线程函数 \*/

if (unlikely(!action->thread\_fn)) ( warn\_no\_thread(irq, action)； break；

I

/\* ,

\*为这次中断唤醒处理线程。万一线程崩溃且被杀死，我们仅仅假装已经处理了该中 断。上述的硬件中断(hardirq)处理程序已经禁止设备中配因此杜绝irq产生 \*/

if (likely (Ites^bitdRQTF^DIED,

&action->thread\_flags))) (

set\_bit(IRQTFRUNTHREAD, &action->thread\_flags)； wake\_up\_process(action->thread)*；*

I 一

/\* Fall through to add to randomness ♦/

case IRQ\_HANDLED：

status |= action->flags；

break；

default:

break；

}

retval |= ret；

action = action->next；

} while (action)*；*

if (status & IRQF\_SAMPLE\_RANDOM)

add\_interrupt\_randomness(irq)；

local\_irq\_disable();

return retval；

}

首先，因为处理器禁止中断，这里要把它们打开，就必须在处理程序注册期间指定IRQF\_ DISABLED标志。回想一下，IRQF\_DISABLED表示处理程序必须在中断禁止的情况下运行。 接下来，每个潜在的处理程序在循环中依次执行。如果这条线不是共享的，第一次执行后就退 出循环。否则，所有的处理程序都要被执行。之后，如果在注册期间指定了 IRQF\_SAMPLE\_ RANDOM标志，则还要调用函数add\_interrupt\_randomness()0这个函数使用中断间隔时间为随 机数产生器产生炳。最后，再将中断禁止(do\_IRQ()期望中断一直是禁止的)，函数返回。回 到do\_IRQ(),该函数做清理工作并返回到初始入口点，然后再从这个入口点跳到函数retJiom\_ intr()o

ret\_&om\_intr()例程类似于初始入口代码，以汇编语言编写。这个例程检査重新调度是否正 在挂起(回想一下第4章，这意味着设置了 need\_resched)o如果重新调度正在挂起，而且内核 正在返回用户空间(也就是说，中断了用户进程)，那么，schedule()被调用。如果内核正在返回 内核空间(也就是说，中断了内核本身)，只有在preempt\_count为0时，schedule()才会被调用， 否则，抢占内核便是不安全的。在schedule。返回之后，或者如果没有挂起的工作，那么，原来 的寄存器被恢复，内核恢复到曾经中断的点。

在x86上，初始的汇编例程位于arch/x86/kemeVentiy\_64.S (文件entry\_32.S对应32位的 x86体系架构)，C方法位于arch/x86/kemel/irq.co其他所支持的结构与此类似。

7.8 /proc/interrupts

procfs是一个虚拟文件系统，它只存在于内核内存，一般安装于/proc目录。在procfs中 读写文件都要调用内核函数，这些函数模拟从真实文件中读或写。与此相关的例子是/proc/ interrupts文件，该文件存放的是系统中与中断相关的统计信息。下面是从单处理器PC上输出的 信息：

|  |  |  |
| --- | --- | --- |
| CPU0 | | |
| 3602371 | XT-PIC | timer |
| 3048 | XT-PIC | i8042 |
| 3 | XT-PIC | cascade |
| 2戶89466 | XT-PIC | uhci-hcd, etho |
| *6* | XT-PIC | EMU10K1 |
| 85077 | XT-PIC | uhci-hcd |
| 24571 | XT-PIC | aic7xxx |
| 0 |  |  |
| 3602236 |  |  |
| 0 |  |  |

第1列是中断线。在这个系统中，现有的中断号为。〜2、4、5、12及15。这里没有显示 没有安装处理程序的中断线。第2列是一个接收中断数目的计数器。事实上，系统中的每个处理 器都存在这样的列，但是，这个机器只有一个处理器。我们看到，时钟中断已接收3602371次 中断㊀，这里，声卡（EMU10K1）没有接收一次中断（这表示机器启动以来还没有使用它）。第 3列是处理这个中断的中断控制器。XT-PIC对应于标准的PC可编程中断控制器。在具有I/O AP1C的系统上，大多数中断会列出IO-APIC-level或IO.APIC.edge,作为自己的中断控制器。 最后一列是与这个中断相关的设备名字。这个名字是通过参数devname提供给函数request\_irqO 的，前面已讨论过了。如果中断是共享的（例子中的4号中断就是这种情况），则这条中断线上 注册的所有设备都会列出来。

对于想深入探究procfs内部的人来说，procfs代码位于fs/proc中。不必惊讶，提供/proc/ interrupts的函数是与体系结构相关的，叫做show\_interrupts（）o

7.9中断控制

Linux内核提供了一组接口用于操作机器上的中断状态。这些接口为我们提供了能够禁止当 前处理器的中断系统，或屏蔽掉整个机器的一条中断线的能力，这些例程都是与体系结构相关 的，可以在＜asm/system.h＞和vasm/irq.h＞中找到。本章稍后给出的表7.2是接口的完整列表。

一般来说，控制中断系统的原因归根结底是需要提供同步。通过禁止中断，可以确保某个中 断处理程序不会抢占当前的代码。此外，禁止中断还可以禁止内核抢占。然而，不管是禁止中断 还是禁止内核抢占，都没有提供任何保护机制来防止来自其他处理器的并发访问。Linux支持多 处理器，因此，内核代码一般都需要获取某种锁，防止来自其他处理器对共享数据的并发访问。 获取这些锁的同时也伴随着禁止本地中断。锁提供保护机制，防止来自其他处理器的并发访问， 而禁止中断提供保护机制，则是防止来自其他中断处理程序的并发访问。第9章和第10章着重 讨论同步的各种问题及其对策。因此，必须理解内核中断的控制接口。

7.9.1禁止和激活中断

|＞

用于禁止当前处理器（仅仅是当前处理器）上的本地中断，随后又激活它们的语句为：

**e**作为一个练习，读过第**11**章后，你能在知道时钟产生的中断次数的情况下说出系统已经工作了多久了吗（根 据*HZ值）？*知道时钟中断发生了多少次吗？

local\_irq\_disable()；

/\*禁1E中断•/

local\_irq\_enable()；

这两个函数通常以单个汇编指令来实现(当然，这依赖于体系结构)。实际上，在x86中， local\_irq\_discable()仅仅是 cli 指令，而 local\_irq\_enable()只不过是 sti 指令。cli 和 sti 分别是对 cleai■和set允许中断(allow interrupt)标志的汇编调用。换句话说，在发出中断的处理器上，它 们将禁止和激活中断的传递。

如果在调用local\_irq\_discable()例程之前已经禁止了中断，那么该例程往往会带来潜在的危 险；同样相应的local\_irq\_enable()例程也存在潜在危险，因为它将无条件地激活中断，尽管这些 中断可能在开始时就是关闭的。所以我们需要一种机制把中断恢复到以前的状态而不是简单地禁 止或激活。内核普遍关心这点是因为，内核中一个给定的代码路径既可以在中断激活的情况下达 到，也可以在中断禁止的情况下达到，这取决于具体的调用链。例如，想象一下前面的代码片段 是一个大函数的组成部分。这个函数被另外两个函数调用:其中一个函数禁止中断，而另一个函 数不禁止中断。因为随着内核的不断增长，要想知道到达这个函数的所有代码路径将变得越来越 困难，因此，在禁止中断之前保存中断系统的状态会更加安全一些。相反，在准备激活中断时, 只需把中断恢复到它们原来的状态。

unsigned long flags ；

1 ocal\_irq\_save (flags) ; /\* 禁止中断\*/

/\* \*/

local\_irq\_restore (flags) ； /•中断被恢复到它们原来的状态\*/

这些方法至少部分要以宏的形式实现，因此表面上Hags参数(这些参数必须定义为 unsigned long类型)是以值传递的。该参数包含具体体系结构的数据，也就是包含中断系统的状 态。至少有一种体系结构把栈信息与值相结合(SPARC),因此Hags不能传递给另一个函数(特 别是它必须驻留在同一栈帧中)。基于这个原因，对localJrq\_save()和对local\_irq\_restore()的调 用必须在同一个函数中进行。

前面的所有函数既可以在中断中调用，也可以在进程上下文中调用。

R不再使用全局的cii()

以前的内核中提供了一种“能够禁止系统中所有处理器上的中断”方法。而且，如果另 I 一个处理器调用这个方法，那么它就不得不等待，直到中断重新被激活才能继续执行。这个 ；函数就是Clio,相应的激活中断函数为Sti(—虽然适用于所有体系结构，怛完全以X86为 *I*中心。这些接口在2.5版本开发期间被取消了，相应地，所有的中断同步现在必须结合使用 |本地中断控制和自旋锁(在第9章中进行讨论)。这就意味着，为了确保对共享数据的互斥访 号问，以前代码仅仅需要通过全局禁止中断达到互斥，而现在则需要多做些工作了。

以前，驱动程序编写者可能假定在他们的中断处理程序中，任何访问共享数据地方都可 以使用cli。提供互斥访问。cli()调用将确保没有其他的中断处理程序(因而只有它们特定的 |处理程序)会运行。此外，如果另一个处理器进入了 Cli保护区，那么它不可能继续运行，直 菴到原来的处理器退出它们的Cli()保护区，并调用了 sti()后才能继续运行。

取消全局cli()有不少优点。首先，强制驱动程序编写者实现真正的加锁。要知道具有特 定目的细粒度锁比全局锁要快许多，而且也完全吻合cli()的使用初衷。其次，这也使得很多 代码更具流线型，避免了代码的成簇布局。所以由此得到的中断系统更简单也更易于理解。

7.9.2禁止指定中断线

在前面的内容中，我们看到了禁止整个处理器上所有中断的函数。在某些情况下，只禁止 整个系统中一条特定的中断线就够了。这就是所谓的屏蔽掉(masking out) 一条中断线。作为例 子，你可能想在对中断的状态操作之前禁止设备中断的传递。为此，Linux提供了四个接口：

void disable\_irq(unsigned int irq)；

void disable\_irq\_nosync(unsigned int irq)；

void enable\_irq(unsigned int irq)；

void synchronize\_irq(unsigned int irq);

前两个函数禁止中断控制器上指定的中断线，即禁止给定中断向系统中所有处理器的传递。 另外，函数只有在当前正在执行的所有处理程序完成后，disable\_irq()才能返回。因此，调用者 不仅要确保不在指定线上传递新的中断，同时还要确保所有已经开始执行的处理程序已全部退 出。函数disable\_irq\_nosync()不会等待当前中断处理程序执行完毕。

函数synchronize\_riq()等待一个特定的中断处理程序的退出。如果该处理程序正在执行，那 么该函数必须退出后才能返回。

对这些函数的调用可以嵌套。但要记住在一条指定的中断线上，对disable\_irq()或disable. irq\_nosync()的每次调用，都需要相应地调用一次enable\_irq()。只有在对enable\_irqO完成最后一 次调用后，才真正重新激活了中断线。例如，如果disableJrqO被调用了两次，那么直到第二次 调用enableJrqO后，才能真正地激活中断线。

所有这三个函数可以从中断或进程上下文中调用，而且不会睡眠。但如果从中断上下文中调 用，就要特别小心！例如，当你正在处理一条中断线时，并不想激活它(回想当某个处理程序的 中断线正在被处理时，它被屏蔽掉)。

禁止多个中断处理程序共享的中断线是不合适的。禁止中断线也就禁止了这条线上所有设备 的中断传递。因此，用于新设备的驱动程序应该倾向于不使用适些接口㊀。根据规范，PCI设备 必须支持中断线共享，因此，它们根本不应该使用这些接口。所以，disableJrqO及其相关函数 在老式传统设备(如PC并口)的驱动程序中更容易被找到。

7.9.3中断系统的状态

通常有必要了解中断系统的状态(如中断是禁止的还是激活的)，或者你当前是否正处于中 断上下文的执行状态中。

*宏*irqs\_disable()定义在＜asm/system.h＞中。如果本地处理器上的中断系统被禁止，则它返

**e** 很多老式设备，尤其是**ISA**设备，不提供方法检测它们站否产生了中断。因为这-点，**ISA**的中断线常常不 能共享。由于**PCI**规范要求中断共享，因此，现代基于**PCI**的设备支持中断共享。在当代计算机中，几乎所 有的中断线都可以共享。

回非0;否则返回0。

在vlinux/hardirq.h＞中定义的两个宏提供一个用来检査内核的当前上下文的接口，它们是:

in\_interxrupt ()

in\_irq()

第一个宏最有用：如果内核处于任何类型的中断处理中，它返回非0,说明内核此刻正在执 行中断处理程序，或者正在执行下半部处理程序。宏in\_irq()只有在内核确实正在执行中断处理 程序时才返回非0。

通常情况下，你要检査自己是否处于进程上下文中。也就是说，你希望确保自己不在中断上 下文中。这种情况很常见，因为代码要做一些像睡眠这样只能从进程上下文中做的事。如果in\_ interrupt)返回0,则此刻内核处于进程上下文中。

是的，名字有点混淆，但可以对它们的含义稍加区别。表7.2是中断控制方法和其描述的 摘要。

**表**7・2**中断控制方法的列表**

|  |  |
| --- | --- |
| 函 数 | 说 明 |
| **local irq disable()** | 禁止本地中断传递 |
| **local irq enable()** | 激活本地中断传递 |
| **local irq saveO** | 保存本地中断传递的当前状态，然后禁止本地中断传递 |
| **local irq restore()** | 恢复本地中断传递到给定的状态 |
| **disable irq()** | 禁止给定中断线，并确保该函数返回之前在该中断线上没有处理程序在运行 |
| **disable irq nosyncO** | 禁止给定中断线 |
| **enable irqO** | 激活给定中断线 |
| **irqs disabled()** | 如果本地中断传递被禁止，则返回非**0；**否則返回**0** |
| **inintemiptQ** | 如果在中断上下文中，则返回非**0；**如果在进程上下文中，则返回**0** |
| **inJrqO** | 如果当前正在执行中断处理程序，则返回非**0 :**否则返回**0** |

7.10小结

本章介绍了中断，它是一种由设备使用的硬件资源异步向处理器发信号。实际上，中断就是 由硬件来打断操作系统。

大多数现代硬件都通过中断与操作系统通信。对给定硬件进行管理的驱动程序注册中断处理 程序，是为了响应并处理来自相关硬件的中断。中断过程所做的工作包括应答并重新设置硬件, 从设备拷贝数据到内存以及反之，处理硬件请求，并发送新的硬件请求。

内核提供的接口包括注册和注销中断处理程序、禁止中断、屏蔽中断线以及检査中断系统的 状态。表7.2提供了这些函数的概述。

因为中断打断了其他代码的执行(进程，内核本身，甚至其他中断处理程序)，它们必须赶 快执行完。但通常是还有很多工作要做。为了在大量的工作与必须快速执行之间求得一种平衡, 内核把处理中断的工作分为两半。中断处理程序，也就是上半部在本章讨论。现在，让我们了解 下半部。

第⑧章

下半部和推后执行的工作

在第7章中，我们讨论了内核为处理中断而提供的中断处理程序机制。中断处理程序是内核 中很有用的（实际上也是必不可少的）部分。但是，由于本身存在一些局限，所以它只能完成整 个中断处理流程的上半部分。这些局限包括:

•中断处理程序以异步方式执行，并且它有可能会打断其他重要代码（甚至包括其他中断处 理程序）的执行。因此，为了避免被打断的代码停止时间过长，中断处理程序应该执行得 越快越好。

•如果当前有一个中断处理程序正在执行，在最好的情况下（如果IRQF\_DISABLED设 有被设置），与该中断同级的其他中断会被屏蔽，在最坏的情况下（如果设置了 IRQF\_ DISABLED）,当前处理器上所有其他中断都会被屏蔽。因为禁止中断后硬件与操作系统 无法通信，因此，中断处理程序执行得越快越好。

•由于中断处理程序往往需要对硬件进行操作，所以它们通常有很高的时限要求。

•中断处理程序不在进程上下文中运行，所以它们不能阻塞。这限制了它们所做的事情。

现在，为什么中断处理程序只能作为整个硬件中断处理流程一部分的原因就很明显了。操作 系统必须有一个快速、异步、简单的机制负责对硬件做出迅速响应并完成那些时间要求很严格的 操作。中断处理程序很适合于实现这些功能，可是，对于那些其他的、对时间要求相对宽松的任 务，就应该推后到中断被激活以后再去运行。

这样，整个中断处理流程就被分为了两个部分，或叫两半。第一个部分是中断处理程序（上 半部），就像我们在第7章讨论的那样，内核通过对它的异步执行完成对硬件中断的即时响应。 在本章中，我们要研究的是中断处理流程中的另外那一部分，下半部（bottom halves）。

8.1下半部

下半部的任务就是执行与中断处理密切相关但中断处理程序本身不执行的工作。在理想的情 况下，最好是中断处理程序将所有工作都交给下半部分执行，因为我们希望在中断处理程序中完 成的工作越少越好（也就是越快越好）。我们期望中断处理程序能够尽可能快地返回。

但是，中断处理程序注定要完成一部分工作。例如，中断处理程序几乎都需要通过操作硬件 对中断的到达进行确认，有时它还会从硬件拷贝数据。因为这些工作对时间非常敏感，所以只能 靠中断处理程序自己去完成。

剩下的几乎所有其他工作都是下半部执行的目标。例如，如果你在上半部中把数据从硬件拷 贝到了内存，那么当然应该在下半部中处理它们。遗憾的是，并不存在严格明确的规定来说明到

底什么任务应该在哪个部分中完成——如何做决定完全取决于驱动程序开发者自己的判断。尽管 在理论上不存在什么错误，但轻率的实现效果往往不很理想。记住，中断处理程序会异步执行， 井且在最好的情况下它也会锁定当前的中断线。因此将中断处理程序持续执行的时间缩短到最小 程度显得非常重要。对于在上半部和下半部之间划分工作，尽管不存在某种严格的规则，但还是 有一些提示可供借鉴:

-如果一个任务对时间非常敏感，将其放在中断处理程序中执行。

•如果一个任务和硬件相关，将其放在中断处理程序中执行。

•如果一个任务要保证不被其他中断（特别是相同的中断）打断，将其放在中断处理程序中 执行。

•其他所有任务，考虑放置在下半部执行。

当你开始尝试写自己的驱动程序的时候，读一下别人的中断处理程序和相应的下半部可能会 让你受益匪浅。在决定怎样把你的中断处理流程中的工作划分到上半部和下半部中去的时候，问 问自己什么必须放进上半部而什么可以放进下半部。通常，中断处理程序要执行得越快越好。

8.1.1为什么要用下半部

理解为什么要让工作推后执行以及在什么时候推后执行非常关键。你希望尽鼠减少中断处 理程序中需要完成的工作量，因为它在运行的时候，当前的中断线在所有处理器上都会被屏蔽。 更糟糕的是，如果一个处理程序是IRQF\_DISABLED类型，它执行的时候会禁止所有本地中断 （而且把本地中断线全局地屏蔽掉）。而缩短中断被屏蔽的时间对系统的响应能力和性能都至关重 要。再加上中断处理程序要与其他程序（甚至是其他的中断处理程序）异步执行，所以很明显， 我们必须尽力缩短中断处理程序的执行。解决的方法就是把一些工作放到以后去做。

但具体放到以后什么时候去做呢？在这里，以后仅仅用来强调不是马上而已，理解这一点相 当重要。下半部并不需要指明一个确切时间，只要把这些任务推迟一点，让它们在系统不太繁忙 并且中断恢复后执行就可以了。通常下半部在中断处理程序一返回就会马上运行。下半部执行的 关键在于当它们运行的时候，允许响应所有的中断。

.不仅仅是Linux,许多操作系统也把处理硬件中断的过程分为两个部分。上半部分简单快 速，执行的时候禁止一些或者全部中断。下半部分（无论具体如向实现）稍后执行，而且执行期 间可以响应所有的中断。这种设计可使系统处于中断屏蔽状态的时间尽可能的短，以此来提高系 统的响应能力。

8.1.2下半部的环境

和上半部只能通过中断处理程序实现不同，下半部可以通过多种机制实现。这些用来实现下 半部的机制分别由不同的接口和子系统组成。在第7章中，我们了解到实现中断处理程序的方法 只有一种㊀，但在本章中你会发现，实现一个下半部会有许多不同的方法，实际上，在Linux发

**e**在**Linux**中，由于上半部从来都只能通过中断处理程序实现，所以它和中断处理程序可以说是等价的。一 译者注 展的过程中曾经出现过多种下半部机制。让人备受困扰的是，其中不少机制名字起得很相像，甚 至还有一些机制名字起得词不达意。这就需要专门的程序员来给下半部命名。

在本章中，我们将要讨论2.6版本的内核中的下半部机制是如何设计和实现的。同时我们也 会讨论怎么在自己编写的内核代码中使用它们。而那些过去使用的、已经废除了有一段时间的机 制，由于曾经闻名遐迩，所以在相关的时候我们还是会有所提及。

1. “下半部"的起源

最早的Linux只提供"bottom half”这种机制用于实现下半部。这个名字在那时毫无异义， 因为当时它是将工作推后的唯一方法。这种机制也被称为“BH”，我们现在也这么叫它，以避免 和“下半部”这个通用词汇混淆。像过往的那段美好岁月中的许多东西一样，BH接口也非常简 单。它提供了一个静态创建、由32个bottom halves组成的链表。上半部通过一个32位整数中 的一位来标识出哪个bottom half可以执行。每个BH都在全局范围内进行同步。即使分属于不同 的处理器，也不允许任何两个bottom half同时执行。这种机制使用方便却不够灵活，简单却有 性能瓶颈。

1. 任务队列

不久，内核开发者们就引入了任务队列（task queue）机制来实现工作的推后执行，并用它 来代替BH机制。内核为此定义了一组队列，其中每个队列都包含一个由等待调用的函数组成链 表。根据其所处队列的位置，这些函数会在某个时刻执行。驱动程序可以把它们自己的下半部注 册到合适的队列上去。这种机制表现得还不错，但仍不够灵活，没法代替整个BH接口。对于一 些性能要求较高的子系统，像网络部分，它也不能胜任。

1. 软中断和tasklet

在2.3这个开发版本中，内核开发者引入了软中断（softitqs）㊀和tasklet。如果无须考虑和 过去开发的驱动程序兼容的话，软中断和tasklet可以完全代替BH接口8。软中断是一组静态定 义的下半部接口，有32个，可以在所有处理器上同时执行一即使两个类型相同也可以。tasklet 这一名称起得很糟糕，让人费解，它们是一种基于软中断实现的灵活性强、动态创建的下半部实 现机制㊂。两个不同类型的tasklet可以在不同的处理器上同时执行，但类型相同的tasklet不能同 时执行。tasklet其实是一种在性能和易用性之间寻求平衡的产物。对于大部分下半部处理来说, 用tasklet就足够了，像网络这样对性能要求非常高的情况才需要使用软中断。可是，使用软中 断需要特别小心，因为两个相同的软中断有可能同时被执行。此外，软中断还必须在编译期间就 进行静态注册。与此相反，tasklet可以通过代码进行动态注册。

有些人被这些概念彻底搞糊涂了，他们把所有的下半部都当成是软件产生的中断或软中断。 换句话说，就是他们把软中断机制和下半部统统都叫软中断。别管他们好了。软中断与BH和 tasklet并驾其名。

**e** 这里的软中断与第**4**章实现系统调用所提到的软中断（准确地说该叫它软件中断）指的是不同的槪念。一译者注 © 把**BH**转化为软中断或者**tasklet**并不是轻而易举的事情，因为**BH**是全局同步的，因此，在执行期间假定没有 其他**BH**执行。但是，这种转化最终还是在内核**2.5**中实现了。

㊂ 它们和进程没有一点关系。可以把一个**tasklet**当做一个简单易用的软中断。

在开发2.5版本的内核时，BH接口最终被弃置了，所有的BH使用者必须转而使用其他下 半部接口。此外，任务队列接口也被工作队列接口取代了。工作队列是一种简单但很有用的方 法，它们先对要推后执行的工作排队，稍后在进程上下文中执行它们。稍后的内容中我们再来探 究它们。

综上所述，在2.6这个当前版本中，内核提供了三种不同形式的下半部实现机制：软中断、 tasklets和工作队列。内核过去曾经用过的BH和任务队列接口，现在已经被湮没在记忆中了。

**内核定时器**

另外一个可以用于将工作推后执行的机制是内核定时器。不像本章到目前为止介绍到的 所有这些机制，内核定时器把操作推迟到某个确定的时间段之后执行。也就是说，尽管本章 讨论的其他机制可以把操作推后到除了现在以外的任何时间进行，但是当你必须保证在一个 确定的时间段过去以后再运行时，你应该使用内核定时器。

较之本章讨论到的这些机制，定时器还有一些其他功能。有关定时器的详细内容在第H章 中讨论。

1. 混乱的下半部概念

这些东西确实把人搅得很混乱，但它们其实只不过是一些起名的问题，让我们再来梳理一遍。

“下半部(bottom half)w是一个操作系统通用词汇，用于指代中断处理流程中推后执行的 那一部分，之所以这样命名，是因为它表示中断处理方案一半的第二部分或者下半部。在Linux 中，这个词目前确实就是这个含义。所有用于实现将工作推后执行的内核机制都被称为“下半部 机制”。一些人错误地把所有的下半部机制都叫做“软中断”，真是在自寻烦恼。

“下半部”这个词也指代Linux最早提供的那种将工作推后执行的实现机制。由于该机制也 被叫做“BH”，所以，我们就使用它的这个名称，而让“下半部”这个词仍然保持它通常的含 义。BH机制很早以前就被反对使用了，在2.5版内核中，如就被完全去除了。

当前，有三种机制可以用来实现将工作推后执行：软中断、tasklet和工作队列。tasklet通过 软中断实现，而工作队列与它们完全不同。表8.1揭示了下半部机制的演化历程。

表8.1下半部状态

|  |  |
| --- | --- |
| 下半部机制 | 状态 |
| **BH** | 在**2.5**中去除 |
| 任务队列**(Task queues)** | 在**2.5**中去除 |
| 软中断**(Softirq)** | 从**2.3**开始引入 |
| **tasklet** | 从**2.3**开始引入 |
| 工作队列**(Work queues)** | 从**2.5**开始引入 |

在搞清楚这些混乱的命名之后，让我们开始具体研究各个机制。

8.2软中断

我们的讨论从实际的下半部实现一 中断方法开始。软中断使用得比较少；而tasklet是 下半部更常用的一种形式。但是，由于tasklet是通过软中断实现的，所以我们先来研究软中断。 软中断的代码位于kemel/softirq.c文件中。

8.2.1软中断的实现

软中断是在编译期间静态分配的。它不像tasklet那样能被动态地注册或注销。软中断由 softirq\_action 结构表示，它定义在 <lmux/intemipt.h> 中:

struct softirq\_action (

void (\*action)(struct softirq\_action \*);

｝；

kemeVsoftirq.c中定义了一个包含有32个该结构体的数组。

static struct softirq\_action softir(Lvec[NR\_SOFTIRQS];

每个被注册的软中断都占据该数组的一项，因此最多可能有32个软中断。注意，这是一个 定值一注册的软中断数目的最大值没法动态改变。在当前版本的内核中，这32个项中只用到 9个。。

1. 软中断处理程序

软中断处理程序action的函数原型如下:

void softirq\_handler(struct softirq\_action \*)

当内核运行一个软中断处理程序的时候，它就会执行这个action函数，其唯一的参数为指向 相应softirq\_action结构体的指针。例如，如果my\_softirq指向softirq\_vec数组的某项，那么内 核会用如下的方式调用软中断处理程序中的函数：

my\_softirq->action(my\_softirq)；

当你看到内核把整个结构体都传递给软中断处理程序而不是仅仅传递数据值的时候，你可能 会很吃惊。这个小技巧可以保证将来在结构体中加入新的域时，无须对所有的软中断处理程序都 进行变动。如果需要，软中断处理程序可以方便地解析它的参数，从数据成员中提取数值。

一个软中断不会抢占另外一个软中断。实际上，唯一可以抢占软中断的是中断处理程序。不 过，其他的软中断(甚至是相同类型的软中断)可以在其他处理器上同时执行。

1. 执行软中断

一个注册的软中断必须在被标记后才会执行。这被称作触发软中断(raising the softirq)。通 常，中断处理程序会在返回前标记它的软中断，使其在稍后被执行。于是，在合适的时刻，该软 中断就会运行。在下列地方，待处理的软中断会被检査和执行:

-从一个硬件中断代码处返回时

•在ksoftirqd内核线程中

•在那些显式检査和执行待处理的软中断的代码中，如网络子系统中

© 大部分驱动程序都使用**tasklet**来实现它们的下半部。我们将在下面的内容中看到，**tasklet**是用软中断实现的。

不管是用什么办法唤起，软中断都要在do\_s。任irq()中执行。该函数很简单。如果有待处理 的软中断，do\_soRirq()会循环遍历每一个，调用它们的处理程序。让我们观察一下djsoftirq() 经过简化后的核心部分：

u32 pending;

pending - local softirq pendinq();

if (pending) {

struct softirq\_acti°n \*h;

/\*重设待处理的位图•/

set softirq pending(0);

h = softirq\_vec;

do (

if (pending & 1)

h->action(h);

h++;

pending »= 1; } while (pending);

以上摘录的是软中断处理的核心部分。它检査并执行所有待处理的软中断，具体要做的 包括:

1. 用局部变量pending保存local\_softirq\_pendingO宏的返回值。它是待处理的软中断的32 位位图一如果第n位被设置为1,那么第n位对应类型的软中断等待处理。
2. 现在待处理的软中断位图已经被保存，可以将实际的软中断位图清零了㊀。
3. 将指针h指向softirq^vec的第一项。
4. 如果pending的第一位被置为1,则h->action(h)被调用。
5. 指针加1,所以现在它指向softirq\_vec数组的第二项。
6. 位掩码pendiDg右移一位。这样会丢弃第一位，然后让其他各位依次向右移动一个位置。 于是，原来的第二位现在就在第一位的位置上了(依次类推)。
7. 现在指针h指向数组的第二项，pending位掩码的第二位现在也到了第一位上。重复执行 上面的步骤。
8. 一直重复下去，直到pending变为0,这表明已经没有待处理的软中断了，我们的任务 也就完成了。注意，这种检査足以保证h总指向softirq\_vec的有效项，因为pending最多只可能 设置32位，循环最多也只能执行32次。

e 实际上在执行此步操作时需要禁止本地中断。但在这个简化的例子中被省略r。如果中断不被屏蔽，在保存 位图和清除它的间隙，可能会有一个新的软中断被唤醒(它自然也就会等待处理九这可能会造成对此待处理 的位进行不应该的清0。

8.2.2使用软中断

软中断保留给系统中对时间要求最严格以及最重要的下半部使用。目前，只有两个子系统 （网络和SCSI）直接使用软中断。此外，内核定时器和tasklet都是建立在软中断上的。如果你想 加入一个新的软中断，首先应该问问自己为什么用tasklet实现不了。tasklet可以动态生成，由于 它们对加锁的要求不高，所以使用起来也很方便，而且它们的性能也非常不错。当然，对于时间 要求严格并能自己髙效地完成加锁工作的应用，软中断会是正确的选择。

1. 分配索引

在编译期间，通过在vlinux/interrupt.h＞中定义的一个枚举类型来静态地声明软中断。内核用 这些从0开始的索引来表示一种相对优先级。索引号小的软中断在索引号大的软中断之前执行。

建立一个新的软中断必须在此枚举类型中加入新的项。而加入时，你不能像在其他地方 一样，简单地把新项加到列表的末尾。相反，你必须根据希望赋予它的优先级来决定加入的位 置。习惯上，HI\_SOFTI^Q通常作为第一项，而RCU\_SOFTIRQ作为最后一项。新项可能插在 BLOCK\_SOFTIRQ 和 TASKLET\_SOFTIRQ 之间。表 8-2 列举出 了 已有的 tasklet 类型。

表8・2 tasklet类型列表

|  |  |  |
| --- | --- | --- |
| tasklet | 优先级 | 软中断描述 |
| HI\_SOFTIRQ | 0 | 优先级高的tasklets |
| TIMER SOFTIRQ | 1 | 定时器的下半部 |
| NET\_TX\_SOFTIRQ • | 2 | 发送网络数据包 |
| NET\_RX\_SOFTIRQ | 3 | 接收网络数据包 |
| BLOCK\_SOFTIRQ | 4 | BLOCK装置 |
| TASKLET\_SOFTIRQ | 5 | 正常优先权的tasklets |
| SCHED\_SOFTIRQ | 6 | 调度程度 |
| HRTIMER\_SOFTIRQ | 7 | 高分辨率定时器 |
| RCU\_SOFT1RQ | 8 | RCU锁定 |

1. 注册你的处理程序

接着，在运行时通过调用open\_softirq（）注册软中断处理程序，该函数有两个参数：软中断 的索引号和处理函数。如网络子系统，在net/coreldev.c通过以下方式注册自己的软中断：

open\_softirq（NET\_TX\_SOFTIRQ, net\_tx\_action）；

open\_softirq（NET\_RX\_SOFTIRQ, net\_rx\_action）;

软中断处理程序执行的时候，允许响应中断，但它自己不能休眠。在一个处理程序运行的时 候，当前处理器上的软中断被禁止。但其他的处理器仍可以执行别的软中断。实际上，如果同一 个软中断在它被执行的同时再次被触发了，那么另外一个处理器可以同时运行其处理程序。这意 味着任何共享数据（甚至是仅在软中断处理程序内部使用的全局变量）都需要严格的锁保护（在 后面的内容中会讨论）。这点很重要，它也是tasklet更受青睐的原因。单纯地禁止你的软中断处 理程序同时执行不是很理想。如果仅仅通过互斥的加锁方式来防止它自身的并发执行，那么使用 软中断就没有任何意义了。因此，大部分软中断处理程序，都通过采取单处理器数据（仅属于某 一个处理器的数据，因此根本不需要加锁)或其他一些技巧来避免显式地加锁，从而提供更出 色的性能。

引入软中断的主要原因是其可扩展性。如果不需要扩展到多个处理器，那么，就使用 tasklet吧。tasklet本质上也是软中断，只不过同一个处理程序的多个实例不能在多个处理器上 同时运行。

1. 触发你的软中断

通过在枚举类型的列表中添加新项以及调用open\_softirq()进行注册以后，新的软中断处理 程序就能够运行。raise\_softirqO函数可以将一个软中断设置为挂起状态，让它在下次调用do\_ softirq()函数时投入运行。举个例子，网络子系统可能会调用:

raise\_softirq(NET TX SOFTIRQ)；

这会触发NET\_TX\_SOFTIRQ软中断。它的处理程序net\_tx\_actig()就会在内核下一次执行 软中断时投入运行。该函数在触发一个软中断之前先要禁止中断，触发后再恢复原来的状态。如 果中断本来就已经被禁止了，那么可以调用另一函数raise\_softirq\_irqoff(),这会带来一些优化效 果。如:

/\*

•中断已经被禁止

\*/

raise\_softirq\_irqoff(NET\_TX\_SOFTIRQ)；

在中断处理程序中触发软中断是最常见的形式。在这种情况下，中断处理程序执行硬件设备 的相关操作，然后触发相应的软中断，最后退出。内核在执行完中断处理程序以后，马上就会调 用do\_softirq()函数。于是软中断开始执行中断处理程序留给它去完成的剩余任务。在这个例子 中，“上半部”和“下半部”名字的含义一目了然。

8.3 tasklet

tasklet是利用软中断实现的一种下半部机制。我们之前提到过，它和进程没有任何关 系。tasklet和软中断在本质上很相似，行为表现也相近，但是，它的接口更简单，锁保护也 要求较低。

选择到底是用软中断还是tasklet其实很简单：通常你应该用tasklet。就像我们在前面看到 的，软中断的使用者屈指可数。它只在那些执行频率很髙和连续性要求很高的情况下才需要使 用。而tasklet却有更广泛的用途。大多数情况下用tasklet效果都不错，而且它们还非常容易 使用。

8.3.1 tasklet **的实现**

因为tasklet是通过软中断实现的，所以它们本身也是软中断。前面讨论过了，tasklet由两 类软中断代表:HI.SOFTIRQ和TASKLET\_SOFTIRQ。这两者之间唯一的实际区别在于，HI\_ SOFTIRQ类型的软中断先于TASKLET\_SOFTIRQ类型的软中断执行。

1. tasklet结构体

tasklet由tasklet\_struct结构表示。每个结构体单独代表-个tasklet,它在<linux/interrupt.h> 中定义为：

struct

｝；

tasklet\_struct (

struct tasklet\_struct \*next； unsigned long state； atomic\_t count；

void (\*func)(unsigned long)； unsigned long data；

/\*

/\*

/\*

/\*

链表中的卜一个tasklet \*/ tasklet的状态\*/ 引用计数器\*/ tasklet处理函数\*/

给tasklet处理函数的参数\*/

结构体中的fimc成员是tasklet的处理程序（像软中断中的action 一样），data是它唯一的参数。 state 成 员 只能在 0、TASKLET\_STATE\_SCHED 和 TASKLET\_STATE\_RUN 之 间 取 值。 TASKLET\_STATE\_SCHED 表明 tasklet 已被调度，正准备投入运行，TASKLET\_STATE\_RUN 表 明该tasklet正在运行。TASKLET\_STATE\_RUN只有在多处理器的系统上才会作为一种优化来使 用，单处理器系统任何时候都清楚单个tasklet是不是正在运行（它要么就是当前正在执行的代 码，要么不是）。

count成员是tasklet的引用计数器。如果它不为0,则tasklet被禁止，不允许执行；只有当 它为0时，tasklet才被激活，并且在被设置为挂起状态时，该tasklet才能够执行。

1. 调度 tasklet

已调度的tasklet （等同于被触发的软中断）㊀存放在两个单处理器数据结构:tasklet\_vec （普 通tasklet）和tasklet\_hi\_vec （高优先级的tasklet）0这两个数据结构都是由tasklet\_struct结构体 构成的链表。链表中的每个tasklet\_struct代表一个不同的tasklet。

tasklet struct结构体构成的链表。链表中的每个tasklet\_struct代表一个不同的tasklet«

tasklet 由 tasklet\_schedule（）和 tasklet hi scheduleQ 函数进行调度，它们接受一个指向 tasklet\_ struct结构的指针作为参数。两个函数非常类似（区别在于一个使用TASKLET. SOFTIRQ而另一 个用HI\_SOFTIRQ）。在接下来的内容中我们将仔细研究怎么编写和使用tasklets。现在，让我们先 考察一下 tasklet\_scheduleO 的细节:

tasklet\_schedule（）的执行步骤：

1） 检査tesklet的状态是否为TASKLET\_STATE\_SCHED。如果是，说明tasklet已经被调度 过了㊁，函数立即返回。

2） 调用 \_tasklet\_schedule（）。

3） 保存中断状态，然后禁止本地中断。在我们热行tasklet代码时，这么做能够保证当 tasklet\_schedule（）处理这些tasklet时，处理器上的数据床会弄乱。

4） 把需要调度的tasklet加到每个处理器一个的tasklet\_vec链表或tasklet\_hi\_vec链表的表 头上去。

0 此处是命名混乱的又•个实例。为什么软中断是唤醒而tasklet是调度？谁能说得清楚？两个词实际上都表示 将此下半部设置为待执行状态后以便稍后执行。

© 有可能是一个tasklet已经被调度过但还没来得及执行，而该tasklet又被唤起了…次。一译者注

5） 唤起TASKLET\_SOFTIRQ或HI\_SOFTIRQ软中断，这样在下一次调用do\_softirq（）时就 会执行该taskleto

6） 恢复中断到原状态并返回。

在前面的内容中我们曾经提到过挂起，do\_softirq（）会尽可能早地在下一个合适的时机执行。 由于大部分tasklet和软中断都是在中断处理程序中被设置成待处理状态，所以最近一个中断返 回的时候看起来就是执行do\_softirq（）的最佳时机。因为TASKLET\_SOFTIRQ和HI\_SOFTIRQ 已经被触发了，所以do\_softirq（）会执行相应的软中断处理程序。而这两个处理程序，tasklet\_ action。和tasklet\_hi\_action（）,就是tasklet处理的核心。让我们观察它们做了什么：

1） 禁止中断（没有必要首先保存其状态，因为这里的代码总是作为软中断被调用，而且中 断总是被激活的），并为当前处理器检索tasklet\_vec或tasklet\_hig\_vec链表。

2） 将当前处理器上的该链表设置为NULL,达到清空的效果。

3） 允许响应中断。没有必要再恢复它们回原状态，因为这段程序本身就是作为软中断处理 程序被调用的，所以中断是应该被允许的。

4） 循环遍历获得链表上的每一个待处理的taskleto

5） 如果是多处理器系统，通过检査TASKLET\_STATE\_RUN来判断这个tasklet是否正在其 他处理器上运行。如果它正在运行，那么现在就不要执行，跳到下一个待处理的tasklet去（回 忆一下，同一时间里，相同类型的tasklet只能有一个执行）。

6） 如果当前这个tasklet没有执行，将其状态设置为TASKLET\_STATE\_RUN,这样别的处 理器就不会再去执行它了。

7） 检査count值是否为0,确保tasklet没有被禁止。如果tasklet被禁止了，则跳到下一个 挂起的tasklet去。

8） 我们已经清楚地知道这个tasklet没有在其他地方执行，并且被我们设置成执行状态，这 样它在其他部分就不会被执行，并且引用计数为0,现在可以执行tasklet的处理程序了。

9） tasklet 运行完毕，清除 tasklet 的 state 域的 TASKLET\_STATE\_RUN 状态标志。

10） 重复执行下一个tasklet,直至没有剩余的等待处理的tasklet。

tasklet的实现很简单，但非常巧妙。我们可以看到，所有的tasklet都通过重复运用HI\_ SOFTIRQ和TASKLET\_SOFTIRQ这两个软中断实现。当一个tasklet被调度时，内核就会唤起 这两个软中断中的一个。随后，该软中断会被特定的函数处理，执行所有已调度的tasklet。这个 函数保证同一时间里只有一个给定类别的tasklet会被执行（但其他不同类型的tasklet可以同时 执行）。所有这些复杂性都被一个简洁的接口隐藏起来了。

8.3.2 使用 tasklet

大多数情况下，为了控制一个寻常的硬件设备，tasklet机制都是实现自己的下半部的最佳选 择。tasklet可以动态创建，使用方便，执行起来也还算快。此外，尽管它们的名字使人混淆，但 能加深你的印象:那是逗人喜爱的。

1. 声明你自己的tasklet

你既可以静态地创建tasklet,也可以动态地创建它。选择哪种方式取决于你到底是有（或者 是想要)一个对tasklet的直接引用还是间接引用。如果你准备静态地创建一个tasklet (也就是有 一个它的直接引用)，使用下面＜linux/interrupt.h＞中定义的两个宏中的一个:

DECLARE\_TASKLET(name, func, data)

DECLARE\_TASKLET\_DISABLED(name, func, data)；

这两个宏都能根据给定的名称静态地创建一个tasklet\_struct结构。当该tasklet被调度以后,' 给定的函数fimc会被执行，它的参数由data给出。这两个宏之间的区别在于引用计数器的初始 值设置不同。前面一个宏把创建的tasklet的引用计数器设置为0,该tasklet处于激活状态。另一 个把引用计数器设置为1,所以该tasklet处于禁止状态。下面是一个例子：

DECLARE\_TASKLET(my\_tasklet, my\_tasklet\_handler, dev)；

这行代码其实等价于

struct tasklet\_struct my\_tasklet = { NULL, 0, ATOMIC\_\_INIT(0) , my\_tasklet\_handler, dev}；

这样就创建了一个名为my\_tasklet,处理程序为Usklet\_handler并且是已被激活的tasklet。 当处理程序被调用的时候，dev就会被传递给它。

还可以通过将一个间接引用(一个指针)赋给一个动态创建的tasklet\_struct结构的方式来初 始化一个 tasklet\_init():

tasklet\_init (t, tasklet\_handler, dev) ； /\* 动态而不是静态创建 \*/

1. 编写你自己的tasklet处理程序

tasklet处理程序必须符合规定的函数类型:

void tasklet\_handler(unsigned long data)

因为是靠软中断实现，所以tasklet不能睡眠。这意味着你不能在tosklet中使用信号量或者 其他什么阻塞式的函数。由于tasklet运行时允许响应中断，所以你必须做好预防工作(如屏蔽 中断然后获取一个锁)，如果你的tasklet和中断处理程序之间共享了某些数据的话。两个相同的 tasklet决不会同时执行，这点和软中断不同一尽管两个不同的tasklet可以在两个处理器上同 时执行。如果你的tasklet和其他的tasklet或者是软中断共享了数据，你必须进行适当地锁保护。 (参看第9章和第10章)。

1. 调度你自己的tasklet

通过调用tesklet\_schedule()函数并传递给它相应的tasklt\_struct的指针，该tesklet就会被调 度以便执行：

tasklet\_schedule (&my\_tasklet) ; /\* 把 my\_tasklet 标记为挂起 \*/

在tasklet被调度以后，只要有机会它就会尽可能早地运行。在它还没有得到运行机会之前， 如果有一个相同的tasklet又被调度了㊀，那么它仍然只会运行一次。而如果这时它已经开始运行

0 这里应该是唤起的意思，在前面讲述调度流程的内容里可以看到，调度tasklet的第一个步骤就是检査是否重 复，所以这里根本不会完成调度。一译者注

T,比如说在另外一个处理器上，那么这个新的tasklet会被重新调度并再次运行。作为一种优 化措施，一个tasklet总在调度它的处理器上执行一这是希望能更好地利用处理器的高速缓存。

你可以调用tasklet\_disable()函数来禁止某个指定的tasklet。如果该tasklet当前正在执行， 这个函数会等到它执行完毕再返回。你也可以调用tasklet\_disable\_nosyncO函数，它也用来禁 止指定的tasklet,不过它无须在返回前等待tasklet执行完毕。这么做往往不太安全，因为你无 法估计该tasklet是否仍在执行。调用tasklet\_enable()函数可以激活一个tesklet,如果希望激活 DECLARE\_TASKLET\_DISABLED()创建的tasklet,你也得调用这个函数，如：

tasklet\_disable (&my\_tasklet) ； /\* tasklet 现在被禁止♦/

/\*我们现在毫无疑问地知道tasklet不能运行•/

tasklet\_enable(&my\_tasklet) ; /\* tasklet 现在被激活♦/

你可以通过调用tasklet\_kiU()函数从挂起的队列中去掉一个taskleto该函数的参数是一个指 向某个tasklet的tasklet\_struct的长指针。在处理一个经常重新调度它自身的tasklet的时候，从 挂起的队列中移去已调度的tasklet会很有用。这个函数首先等待该tasklet执行完毕，然后再将 它移去。当然，没有什么可以阻止其他地方的代码重新调度该tasklet。由于该函数可能会引起休 眠，所以禁止在中断上下文中使用它。

1. ksoftirqd

每个处理器都有一组辅助处理软中断(和tasklet)的内核线程。当内核中出现大量软中断的 时候，这些内核进程就会辅助处理它们。因为tasklet通过用软件中断实施，下面的讨论同样适 用于软中断和taskleto简洁起见，我们将主要参考软中断。

我们前面曾经阐述过，对于软中断，内核会选择在几个特殊时机进行处理。而在中断处理 程序返回时处理是最常见的。软中断被触发的频率有时可能很高(像在进行大流量的网络通信期 间)。更不利的是，处理函数有时还会自行重复触发。也就是说，当一个软中断执行的时候，它 可以重新触发自己以便再次得到执行(事实上，网络子系统就会这么做)。如果软中断本身出现 的频率就高，再加上它们又有将自己重新设置为可执行状态的能力，那么就会导致用户空间进程 无法获得足够的处理器时间，因而处于饥饿状态。而且，单纯的对重新触发的软中断采取不立 即处理的策略，也无法让人接受。当软中断最初提出时，就是一个让人进退维谷的问题，亟待解 决，而直观的解决方案又都不理想。首先，就让我们看看两种最容易想到的直观的方案。

第-种方案是，只要还有被触发并等待处理的软中断，本次执行就要负责处理，重新触发的 软中断也在本次执行返回前被处理。这样做可以保证对内核的软中断采取即时处理的方式，关键 在于，对重新触发的软中断也会立即处理。当负载很高的时候这样做就会出问题，此时会有大量 被触发的软中断，而它们本身又会重复触发。系统可能会一直处理软中断，根本不能完成其他任 务。用户空间的任务被忽略了一一实际上，只有软中断和中断处理程序轮流执行，而系统的用户 只能等待。只有在系统永远处于低负载的情况下，这种方案才会有理想的运行效果；只要系统有 哪怕是中等程度的负载最，这种方案就无法让人满意。用户空间根本不能容忍有明显的停顿出现。

第二种方案选择不处理重新触发的软中断。在从中断返回的时候，内核和平常一样，也会检 査所有挂起的软中断并处理它们。但是，任何自行重新触发的软中断都不会马上处理，它们被放 到下一个软中断执行时去处理。而这个时机通常也就是下一次中断返回的时候，这等于是说，一 定得等一段时间，新的(或者重新触发的)软中断才能被执行。可是，在比较空闲的系统中，立 即处理软中断才是比较好的做法。很不幸，这个方案显然又是一个时好时坏的选择。尽管它能保 证用户空间不处于饥饿状态，但它却让软中断忍受饥饿的痛苦，而根本没有好好利用闲置的系统 资源。

在设计软中断时，开发者就意识到需要一些折中。最终在内核中实现的方案是不会立即处理 重新触发的软中断。而作为改进，当大量软中断出现的时候，内核会唤醒一组内核线程来处理这 些负裁。这些线程在最低的优先级上运行(nice值是19),这能避免它们跟其他重要的任务抢夺 资源。但它们最终肯定会被执行，所以，这个折中方案能够保证在软中断负担很重的时候，用户 程序不会因为得不到处理时间而处于饥饿状态。相应的，也能保证“过量”的软中断终究会得到 处理。最后，在空闲系统上，这个方案同样表现良好,.软中断处理得非常迅速(因为仅存的内核 线程肯定会马上调度)。

每个处理器都有一个这样的线程。所有线程的名字都叫做ksoftirqd/n,区别在于n,它 对应的是处理器的编号。在一个双CPU的机器上就有两个这样的线程，分别叫ksoftirqd/O和 ksoftirqd/k为了保证只要有空闲的处理器，它们就会处理软中断，所以给每个处理器都分配一 个这样的线程。一旦该线程被初始化，它就会执行类似下面这样的死循环:

for (；；) {

if (Jsoftirq pending(cpu)) schedule();

set\_current\_state(TASK\_RUNNlNG);

while (softirq pending(cpu)) {

do\_softirq();

if (need\_resched())

schedule();

}

set\_current\_state(TASK\_INTERRUPTIBLE);

)

只要有待处理的软中断(由softircL\_pending()函数负责发现)，ksoftirq就会调用do\_softirqO 去处理它们。通过重复执行这样的操作，重新触发的软中断也会被执行。如果有必要的话，每次 迭代后都会调用schedule()以便让更重要的进程得到处理机会。当所有需要执行的操作都完成以 *后,*该内核线程将自己设置为TASK\_INTERRUPTIBLE状态，唤起调度程序选择其他可执行进 程投入运行。

只要do\_softirq()函数发现已经执行过的内核线程重新触发了它自己，软中断内核线程就会 被唤醒。

8.3.3**老的**BH**机制**

尽管BH机制令人欣慰地退出了历史舞台，在2.6版内核中已经难觅踪迹了。可是，它毕竟

曾经历经了漫长的时光——从最早版本的内核就开始了。由于其余威尚存，所以仅仅不经意地提 起它是不够的，尽管在2.6版本中已经不再使用它了，但历史就是历史，应该被了解。

BH很古老，但它能揭示一些东西。所有BH都是静态定义的，最多可以有32个。由于 处理函数必须在编译时就被定义好，所以实现模块时不能直接使用BH接口。不过业已存在的 BH倒是可以利用。随着时间的推移，这种静态要求和最大为32个的数目限制最终妨碍了它们 的应用。

毎个BH处理程序都严格地按顺序执行一不允许任何两个BH处理程序同时执行，即使它 们的类型不同。这样做倒是使同步变得简单了，可是却不利于多处理器的可扩展性，也不利于大 型SMP的性能。使用BH的驱动程序很难从多个处理器上受益，特别是网络层，可以说为此饱 受困扰。

除了这些特点，BH机制和tasklet就很像了。实际上，在2.4内核中，BH就是基于tasklet 实现的。所有可能的32个BH都通过在＜linux/mterrupt.h＞中定义的常量表示。如果需要将一个 BH标志为挂起状态，可以把相应的BH号传给mark\_bh()函数。在2.4内核中，这将导致随后调 度BH tasklet,具体工作是由函数bh\_action()完成的。而在2.4内核以前，BH机制独立实现，不 依赖任何低级BH机制，这和现在的软中断很像。

由于这种形式的下半部机制存在缺点，内核开发者们希望引入任务队列机制来代替它。尽管 任务队列得到了不少使用者的认可，但它实际上并没有达成这个目的。在2.3版的内核中，引入 新的软中断和tasklet机制也就结束了对BH的使用。BH机制基于tasklet重新实现。不幸的是， 因为新接口本身降低了对执行的序列化(serialization)保障，所以从BH接口移植到tasklet或软 中断接口上操作起来非常复杂㊀。在2.5版中，这种移植最终在定时器和SCSI (最后的BH使用 者)转换到软中断机制后完成了。于是内核开发者们立即除去了 BH接口。终于解脱了，BH !

8.4工作队列

工作队列(work queue)是另外一种将工作推后执行的形式，它和我们前面讨论的所有其他 形式都不相同。工作队列可以把工作推后，交由一个内核线程去执行——这个下半部分总是会在 进程上下文中执行。这样，通过工作队列执行的代码能占尽进程上下文的所有优势。最重要的就 是工作队列允许重新调度甚至是睡眠。

通常，在工作队列和软中断/tasklet中做出选择非常容易。如果推后执行的任务需要睡眠, 那么就选择工作队列。如果推后执行的任务不需要睡眠，那么就选择软中断或tasklet。实际上, 工作队列通常可以用内核线程替换。但是由于内核开发者们非常反对创建新的内核线程(在有些 场合，使用这种冒失的方法可能会吃到苦头)，所以我们也推荐使用工作队列。当然，这种接口 也的确很容易使用。

如果你需要用一个可以重新调度的实体来执行你的下半部处理，你应该使用工作队列。它是

© 实际上，接门降低对执行的序列化保障能够提高安全性，但却难于編程。移植一个BH到tasklet,需要仔细地 斟的代码与其他tasklet同时执行是否安全。不过，当最终完成这样的移植后，性能上的提高会使这些额外工 作物有所值。

唯一能在进程上下文中运行的下半部实现机制，也只有它才可以睡眠。这意味着在你需要获得大 量的内存时，在你需要获取信号量时，在你需要执行阻塞式的I/O操作时，它都会非常有用。如 果你不需要用一个内核线程来推后执行工作，那么就考虑使用tasklet吧。

8.4.1工作队列的实现

工作队列子系统是一个用于创建内核线程的接口，通过它创建的进程负责执行由内核其他部 分排到队列里的任务。它创建的这些内核线程称作工作者线程(worker thread)o工作队列可以 让你的驱动程序创建一个专门的工作者线程来处理需要推后的工作。不过，工作队列子系统提供 了一个缺省的工作者线程来处理这些工作。因此，工作队列最基本的表现形式，就转变成了一个 把需要推后执行的任务交给特定的'通用线程的这样一种接口。

缺省的工作者线程叫做events/n,这里n是处理器的编号；每个处理器对应一个线程。例 如，单处理器的系统只有events/0这样一个线程，而双处理器的系统就会多一个events/1线程。 缺省的工作者线程会从多个地方得到被推后的工作。许多内核驱动程序都把它们的下半部交给飮 省的工作者线程去做。除非一个驱动程序或者子系统必须建立一个属于它自己的内核线程，否则 最好使用缺省线程。

不过并不存在什么东西能够阻止代码创建属于自己的工作者线程。如果你需要在工作者线程 中执行大量的处理操作，这样做或许会带来好处。处理器密集型和性能要求严格的任务会因为拥 有自己的工作者线程而获得好处。此时这么做也有助于减轻缺省线程的负担，避免工作队列中其 他需要完成的工作处于饥饿状态。

1. 表示线程的数据结构

工作者线程用workqueue struct结构表示：

/\*

\*外部可见的工作队列抽象是

\*由每个CPU的工作队列组成的数组

\*/

struct workqueue\_struct (

struct cpu\_workqueue\_struet cpu\_wq[NR\_CPUS];

struct list\_head list；

const char \*name；

int sinqlethread；

int freezeable；

int rt;

｝；

该结构内是一个由cpu\_workqueue\_struct结构组成的数组，它定义在kemel/workqueue.c中， 数组的每一项对应系统中的一个处理器。由于系统中每个处理器对应一个工作者线程，所以对 于给定的某台计算机来说，就是每个处理器，每个工作者线程对应一个这样的cpu\_workqueue\_ struct 结构体。cpu\_work queue struct 是 kemel/workqueue.c 中的核心数据结构:

struct cpu\_workqueue\_struct (

spinlock\_t lock； /•锁保护这种结构•/

struct list head worklist； /\* 工作列表 \*/

wa i t\_queue\_head\_\_t more\_work ；

struct work\_struct\*current\_struct；

struct workqueue\_struct \*wq； /\* 关联工作队列结构 \*/ task^t \*thread； /\* 关联线程 \*/

)；

注意，每个工作者线程类型关联一个自己的workqueue\_struct。在该结构体里面，给毎个线 程分配一个q)u\_workqueue\_struct,因而也就是给每个处理器分配一个，因为每个处理器都有一 个该类型的工作者线程。

1. 表示工作的数据结构

所有的工作者线程都是用普通的内核线程实现的，它们都要执行worker\_thread()函数。在 它初始化完以后，这个函数执行一个死循环并开始休眠。当有操作被插入到队列里的时候，线程 就会被唤醒，以便执行这些操作。当没有剩余的操作时，它又会继续休眠。

工作用<linux/workqueue.h>中定义的work\_struct结构体表示：

struct work\_struct {

atomic\_long\_t data;

struct list\_head entry; work\_func\_t func;

}；

这些结构体被连接成链表，在每个处理器上的每种类型的队列都对应这样一个链表。比如, 每个处理器上用于执行被推后的工作的那个通用线程就有一个这样的链表。当一个工作者线程被 唤醒时，它会执行它的链表上的所有工作。工作被执行完毕，它就将相应的work\_struct对象从 链表上移去。当链表上不再有对象的时候，它就会继续休眠。

我们可以看一下workerJhread()函数的核心流程，简化如下:

for (;;) <

prepare\_to\_wait(fccwq->n»re\_work, &wait, TASK\_INTERRUPTIBLE);

if (list\_empty(fccwq->workli8t))

schedule();

finish\_wait(acwq->more\_work, &wait); run\_workqueue(cwq);

}

该函数在死循环中完成了以下功能:

1. 线程将自己设置为休眠状态(State被设成TASKJNTERRUPTIBLE),并把自己加入到 等待队列中。
2. 如果工作链表是空的，线程调用schedule。函数进入睡眠状态。
3. 如果链表中有对象，线程不会睡眠。相反，它将自己设置成TASK\_RUNNING,脱离等 待队列。
4. 如果链表非空，调用nm\_workqueue()函数执行被推后的工作。

下一步，由nm\_workqueue()函数来实际完成推后到此的工作:

while (!liflt\_empty(&cwq->worklist)) { struct work\_struct \*work; work\_func\_t f;

void \*data;

work - list\_entry(cwq->worklist.next, struct work\_struct, entry); f ■ work->func;

list\_del\_init(cwq->worklist, next);

work\_clear\_pending(work);

f(work);

该函数循环遍历链表上每个待处理的工作，执行链表每个节点上的workqueue\_struct^中的 fimc成员函数:

1） 当链表不为空时，选取下一个节点对象。

2） 获取我们希望执行的函数fimc及其参数data。

3） 把该节点从链表上解下来，将待处理标志位pending清零。

4） 调用函数。

5） 重复执行。

1. 工作队列实现机制的总結

这些数据结构之间的关系确实让人觉得混乱，难以理清头绪。图8.1给出了示意图，把所有 这些关系放在一起进行解释。
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位于最高一层的是工作者线程。系统允许有多种类型的工作者线程存在。对于指定的一个类

©应该是work\_stnicto——译者注 型，系统的每个CPU ±都有一个该类的工作者线程。内核中有些部分可以根据需要来创建工作 者线程，而在默认情况下内核只有event这一种类型的工作者线程。每个工作者线程都由一个cpu\_ workequeue^struct结构体表示。而workqueue\_struct结构体则表示给定类型的所有工作者线程。

例如，除系统默认的通用events工作者类型之外，我自己还加入了一种falcon工作者类型。 井且使用的是一个拥有四个处理器的计算机。那么，系统中现在有四个event类型的线程(因而 也就有四个cpu\_workqueue\_struct结构体)和四个falcon类型的线程(因而会有另外四个cpu\_ workqueue struct结构体)。同时，有一个对应event类型的workqueue struct和一个对应falcon 类型的 workqueue\_structo

工作处于最底层，让我们从这里开始。你的驱动程序创建这些需要推后执行的工作㊀。它们 用work\_struct结构来表示。这个结构体中最重要的部分是一个指针，它指向一个函数，而正是 该函数负责处理需要推后执行的具体任务。工作会被提交给某个具体的工作者线程——在这种情 况下，就是特殊的falcon线程。然后这个工作者线程会被唤醒并执行这些排好的工作。

大部分驱动程序都使用的是现存的默认工作者线程。它们使用起来简单、方便。可是，在有 些要求更严格的情况下，驱动程序需要自己的工作者线程。比如说XFS文件系统就为自己创建 了两种新的工作者线程。

8.4.2使用工作队列

工作队列的使用非常简单。我们先来看一下缺省的events任务队列，然后再看看创建新的 工作者线程。

1. 创建推后的工作

首先要做的是实际创建一些需要推后完成的工作。可以通过DECLARE\_WORK在编译时静 态地建该结构体:

DECLARE\_WORK(name, void (\*func) (void \*), void \*data)；

这样就会静态地创建一个名为name,处理函数为func,参数为data的work\_struct结构体。 同样，也可以在运行时通过指针创建一个工作：

INIT\_WORK(struct work\_struct \*work, void(\*func) (void \*), void \*data)；

这会动态地初始化一个由work指向的工作，处理函数为fimc,参数为data。

1. 工作队列处理函数

工作队列处理函数的原型是:

void work\_handler(void \*data)

这个函数会由一个工作者线程执行，因此，函数会运行在进程上下文中。默认情况下，允许 响应中断，并且不持有任何锁。如果需要，函数可以睡眠。需要注意的是，尽管操作处理函数运 行在进程上下文中，但它不能访问用户空间，因为内核线程在用户空间没有相关的内存映射。通

e 这其实可以理解成用“丄作”这种接门封装我们实际需要推后的工作，以便后续的工作者线程处理。一译者注 常在发生系统调用时，内核会代表用户空间的进程运行，此时它才能访问用户空间，也只有在此 时它才会映射用户空间的内存。

在工作队列和内核其他部分之间使用锁机制就像在其他的进程上下文中使用锁机制一样方 便。这使编写处理函数变得相对容易。第9章和第10章会讨论到锁机制。

1. 对工作进行调度

现在工作已经被创建，我们可以调度它了。想要把给定工作的处理函数提交给缺省的events 工作线程，只需调用：

schedule\_work(&work):

work马上就会被调度，一旦其所在的处理器上的工作者线程被唤醒，它就会被执行。

有时候你并不希望工作马上就被执行，而是希望它经过一段延迟以后再执行。在这种情况 下，你可以调度它在指定的时间执行：

schedule\_delayed\_work(&work, delay)；

这时，&work指向的work\_struct直到delay指定的时钟节拍用完以后才会执行。在第10章 将介绍这种使用时钟节拍作为时间单位的方法。

1. 刷新操作

排入队列的工作会在工作者线程下一次被唤醒的时候执行。有时，在继续下一步工作之前, 你必须保证一些操作已经执行完毕了。这一点对模块来说就很重要，在卸载之前，它就有可能需 要调用下面的函数。而在内核的其他部分，为了防止竞争条件的出现，也可能需要确保不再有待 处理的工作。

出于以上目的，内核准备了一个用于刷新指定工作队列的函数：

void flush\_scheduled\_work (void);

函数会一直等待，直到队列中所有对象都被执行以后才返回。在等待所有待处理的工作执行 的时候，该函数会进入休眠状态，所以只能在进程上下文中使用它。

注意，该函数并不取消任何延迟执行的工作。就是说，任何通过schedule\_delayed\_work()调 度的工作，如果其延迟时间未结束，它并不会因为调用fluSh\_scheduled\_work()而被刷新掉。取 消延迟执行的工作应该调用：

int cancel\_delayed\_work(struct work\_struct \*work)；

这个函数可以取消任何与work\_struct相关的挂起工作。

5 .创建新的工作队列

如果缺省的队列不能满足你的需要，你应该创建一个新的工作队列和与之相应的工作者线 程。由于这么做会在每个处理器上都创建一个工作者线程，所以只有在你明确了必须要靠自己的 一套线程来提高性能的情况下，再创建自己的工作队列。

创建一个新的任务队列和与之相关的工作者线程，你只需调用一个简单的函数:

struct workqueue\_struct \*create\_workqueue(const char \*name)；

name参数用于该内核线程的命名。比如，缺省的events队列的创建就调用的是：

struct workqueue\_struct \*keventd\_wq ；

keventd\_\_wq = create\_workqueue ("events")；

这样就会创建所有的工作者线程(系统中的每个处理器都有一个)，并且做好所有开始处理 工作之前的准备工作。

创建一个工作的时候无须考虑工作队列的类型。在创建之后，可以调用下面列举的函数。这 些函数与schedule\_workO以及schedule\_delayed\_work()相近，唯一的区别就在于它们针对给定 的工作队列而不是缺省的events队列进行操作。

int queue\_work(stxmct workqueue\_struct \*wq, struct work\_struct \*work)

int queue\_delayed\_work(struct workqueue struct \*wqr

struct work\_struct \*work, unsigned long delay)

最后，你可以调用下面的函数刷新指定的工作队列：

flush\_workqueue(struct workqueue\_struct \*wq)；

该函数和前面讨论过的flush\_scheduled\_work()作用相同，只是它在返回前等待清空的是给 定的队列。

8.4.3**老的任务队列机制**

**像**BH接口被软中断和tasklet代替一样，由于任务队列接口存在的种种缺陷，它也被工作 队列接口取代了。像tasklet 一样，任务队列接口(内核中常常称作tq)其实也和进程没有什么 相关之处㊀。任务队列接口的使用者在2.5开发版中分为两部分，其中一部分转向了使用tasklet, 还有另外一部分继续使用任务队列接口。而目前任务队列接口剩余的部分已经演化成了工作队列 接口。由于任务队列在内核中曾经使用过一段时间，出于了解历史的目的，我们对它进行一个大 体回顾。

任务队列机制通过定义一组队列来实现其功能。每个队列都有自己的名字，比如调度程序队 列、立即队列和定时器队列。不同的队列在内核中的不同场合使用。keventd内核线程负责执行 调度程序队列的相关任务。它是整个工作队列接口的先驱。定时器队列会在系统定时器的每个时 间节拍时执行，而立即队列能够得到双倍的运行机会，以保证它能“立即”执行。当然，还有其 他一些队列。此外，你还可以动态地创建自己的新队列。

这些听起来都挺有用，但任务队列接口实际上是一团乱麻。这些队列基本上都是些随意创建 的抽象概念，散落在内核各处，就像飘散在空气中。唯有调度队列有点意义，它能用来把工作推 后到进程上下文完成。

任务队列的另一好处就是接口特别简单。如果不考虑这些队列的数量和执行时随心所欲的规

e 下半部的各种命名简直可以算得上是迷惑内核开发新手的撒手铜。老实说，这些名字简直就是靓梦! 则，它的接口确实够简单。但这也就是全部意义所在了——任务队列剩下的东西乏善可陈。

许多任务队列接口的使用者都已经转向使用其他的下半部实现机制了，大部分选择了 tasklet,只有调度程序队列的使用者在苦苦支撑。最终，keventd代码演化成了我们今天使用的工 作队列机制，而任务队列最终退出了历史舞台。

8.5下半部机制的选择

在各种不同的下半部实现机制之间做出选择是很重要的。在当前的2.6版内核中，有三种可 能的选择：软中断、tasklet和工作队列。tasklet基于软中断实现，所以两者很相近。工作队列机 制与它们完全不同，它靠内核线程实现。

从设计的角度考虑，软中断提供的执行序列化的保障最少。这就要求软中断处理函数必须格 外小心地采取一些步骤确保共享数据的安全，两个甚至更多相同类别的软中断有可能在不同的处 理器上同时执行。如果被考察的代码本身多线索化的工作就做得非常好，比如网络子系统，它完 全使用单处理器变量，那么软中断就是非常好的选择。对于时间要求严格和执行频率很高的应用 来说，它执行得也最快。

如果代码多线索化考虑得并不充分，那么选择tasklet意义更大。它的接口非常简单，而且, 由于两个同种类型的tasklet不能同时执行，所以实现起来也会简单一些otasklet是有效的软中断, 但不能并发运行。驱动程序开发者应当尽可能选择tasklet而不是软中断，当然，如果准备利用 每一处理器上的变量或者类似的情形，以确保软中断能安全地在多个处理器上并发地运行，那么 还是选择软中断。

如果你需要把任务推后到进程上下文中完成，那么在这三者中就只能选择工作队列了。如果 进程上下文并不是必须的条件（明确点说，就是如果并不需要睡眠），那么软中断和tasklet可能 更合适。工作队列造成的开销最大，因为它要牵扯到内核线程甚至是上下文切换。这并不是说工 作队列的效率低，如果每秒钟有几千次中断，就像网络子系统时常经历的那样，那么采用其他的 机制可能更合适一些。尽管如此，针对大部分情况，工作队列都能提供足够的支持。

如果讲到易于使用，工作队列就当仁不让了。使用缺省的events队列简直不费吹灰之力。 接下来是tasklet,它的接口也很简单。最后才是软中断，它必须静态创建，并且需要慎重考虑其 实现。

表8-3是对三种下半部接口的比较。

表8-3对下半部的比较

|  |  |  |
| --- | --- | --- |
| 下半部 | 上下文 | 顺序执行保障 |
| 软中断 | 中断 | 没有 |
| tasklet | 中断 | 同类型不能同时执行 |
| 工作队列 | 进程 | 没有（和进程上下文-•样被调度） |

简单地说，一般的驱动程序的编写者需要做两个选择。首先，你是不是需要一个可调度的实 体来执行需要推后完成的工作一从根本上来说，你有休眠的需要吗？要是有，工作队列就是你 的唯一选择。否则最好用tasklet。要是必须专注于性能的提高，那么就考虑软中断吧。

8.6**在下半部之间加锁**

到现在为止，我们还没讨论过锁机制，这是一个非常有趣且广泛的话题，我将在第9章和第 10章里仔细讨论它。不过，在这里还是应该对它的重要性有所了解：在使用下半部机制时，即 使是在一个单处理器的系统上，避免共享数据被同时访问也是至关重要的。记住，一个下半部实 际上可能在任何时候执行。如果你对锁机制一无所知的话，你也可以在读完第9章和第10章以 后再回过头来看这部分。

使用tasklet的一个好处在于，它自己负责执行的序列化保障：两个相同类型的tasklet 不允许同时执行，即使在不同的处理器上也不行。这意味着你无须为intra.tasklet。的同步问 题操心了。tasklet之间的同步(就是当两个不同类型的tasklet共享同一数据时)需要正确使 用锁机制。

如果进程上下文和一个下半部共享数据，在访问这些数据之前，你需要禁止下半部的处理并 得到锁的使用权。做这些是为了本地和SMP的保护并且防止死锁的出现。

如果中断上下文和一个下半部共享数据，在访问数据之前，你需要禁止中断并得到锁的使用 权。所做的这些也是为了本地和SMP的保护并且防止死锁的出现。

任何在工作队列中被共享的数据也需要使用锁机制。其中有关锁的要点和在一般内核代码中 没什么区别，因为工作队列本来就是在进程上下文中执行的。

在第9章里，我们会揭示锁的奥妙。而在第10章中，我们将讲述内核的加锁原语。这两章 会描述如何保护下半部使用的数据。

8.7**禁止下半部**

一般单纯禁止下半部的处理是不够的。为了保证共享数据的安全，更常见的做法是，先得到 一个锁然后再禁止下半部的处理。驱动程序中通常使用的都是这种方法，在第io章会详细介绍。 然而，如果你编写的是内核的核心代码，你也可能仅需要禁止下半部就可以了。

如果需要禁止所有的下半部处理(明确点说，就是所有的软中断和所有的tasklet),可以调 用local\_bh\_diasble()函数。允许下半部进行处理，可以调用local\_bh\_enable()函数。没错，这些函 数的命名也有问题；可是既然BH接口早就让位给软中断了，那么谁又会去改这些名称呢？表8V 是这些函数的一份摘要。

**表**8Y**下半部机制控制函数的清单**

|  |  |
| --- | --- |
| 函 数 | 描 述 |
| **void local bh disableO** | 禁止本地处理器的软中断和**tasklet**的处理 |
| **void local bh enableQ** | 激活本地处理器的软中断和**tasklet**的处理 |

这些函数有可能被嵌套使用一最后被调用的iocaLbh\_enableO最终激活下半部。比如，第 一次调用1 ocal\_bh\_disable。，则本地软中断处理被禁止；如果local\_bh\_disable()被调用三次，则

©这个词语是我造的.一译者注 本地处理仍然被禁止：只有当第四次调用local\_bh\_eiiable()时，软中断处理才被重新激活。

函数通过preempt\_coimt (很有意思，还是这个计数器，内核抢占的时候用的也是它)为每 个进程维护一个计数器㊀。当计数器变为0时，下半部才能够被处理。因为下半部的处理已经被 禁止，所以local\_bh\_eiiableO还需要检査所有现存的待处理的下半部并执行它们。

这些函数与硬件体系结构相关，它们位于<asm/softirq.h>中，通常由一些复杂的宏实现。下 面是为那些好奇的人准备了 C语言的近似描述：

/•

\*通过增加preempt\_count禁止本地下半部

\*/

void local\_bh\_disable(void)

{

struct thread\_info \*t = current\_thread\_info();

t->preempt\_count += SOFTIRQ\_OFFSET；

}

/\*

\*滅少preempt\_count如果该返回值为0,将导致自动激活下半部

•

\*抜行挂起的下半部

7 A

void local\_bh\_enable(void)

( —

struct thread\_info \*t = current\_thread\_info()；

t->preempt\_count -= SOFTIRQ\_OFFSET；

/\* .

• preempt\_count是否为0,另外是否有挂起的下半部，如果都满足，则执行待执

•行的下半部

\*/

if (unlikely(!t->preempt\_count && softirq\_pending(smp processor id()))) do\_softirq();

)

这些函数并不能禁止工作队列的执行。因为工作队列是在进程上下文中运行的，不会涉及 异步执行的问题，所以也就没有必要禁止它们执行。由于软中断和tasklet是异步发生的(就是 说，在中断处理返回的时候)，所以，内核代码必须禁止它们。另一方面，对于工作队列来说， 它保护共享数据所做的工作和其他任何进程上下文中所做的都差不多。第9章和第10章将揭 示其中的细节。

8.8小结

在本章中，我们涵盖了用于延迟Linux内核工作的三种机制：软中断、tasklet和工作队列。 我们考察了其设计和实现，讨论了如何把这些机制应用到代码中，也调侃了易于混淆的命名。为 了完整起见，我们也考察了曾经的下半部机制:BH和任务队列一这些用在以前的Linux内核 版本中。

**0** 实际上，中断和下半部子系统都用到了这个计数器.其实，在**Linux**中，每个任务都有的单个计数器代表了 任务的原子性.在类似调试**sleeping-while-atomic**之类的错误时，这种做法已被证明是非常有效的.

因为下半部中相当程度地用到了同步和并发，所以本章谈了很多相关的话题。我们甚 至围绕本章还讨论了禁止下半部的问题，这是由并发保护引起的，这一话题到此只是刚刚 引入。第9章将从理论上讨论内核同步和并发，为理解这一问题的本质打下基础。第10章 将讨论我们心爱的内核为解决这一问题所提供的具体接口。以这两章为基石，你的梦想就 得以实现。

第⑨章 内核同步介绍

在使用共享内存的应用程序中，程序员必须特别留意保护共享资源，防止共享资源并发访 问。内核也不例外。共享资源之所以要防止并发访问，是因为如果多个执行线程㊀同时访问和操 作数据，就有可能发生各线程之间相互覆葢共享数据的情况，造成被访问数据处于不一致状态。 并发访问共享数据是造成系统不稳定的一类隐患，而且这种错误一般难以跟踪和调试一所以首 先应该认识到这个问题的重要性。

要做到对共享资源的恰当保护往往很困难。多年之前，在Linux还未支持对称多处理器的 时候，避免并发访问数据的方法相对来说比较简单。在单一处理器的时候，只有在中断发生的时 候，或在内核代码明确地请求重新调度、执行另一个任务的时候，数据才可能被并发访问。因 此早期内核开发工作相比如今要简单许多！

但当年的太平日子一去不复返了，从2.0版开始，内核就开始支持对称多处理器了，而且从 那以后对它的支持不断地加强和完善。支持多处理器意味着内核代码可以同时运行在两个或更多 的处理器上。因此，如果不加保护，运行在两个不同处理器上的内核代码完全可能在同一时刻里 并发访问共享数据。随着2.6版内核的出现，Linux内核已发展成抢占式内核，这意味着(当然, 还是指不加保护的情况下)调度程序可以在任何时刻抢占正在运行的内核代码，重新调度其他的 进程执行。现在，内核代码中有不少部分都能够同步执行，而它们都必须妥善地保护起来。

本章我们先提纲挈领式地讨论操作系统内核中的并发和同步问题，第10章我们将详细介绍 Linux内核为解决同步问题和防止产生竞争条件而提供的机制及接口。

9.1临界区和竞争条件

所谓临界区(也称为临界段)就是访问和操作共享数据的代码段。多个执行线程并发访问 同一个资源通常是不安全的，为了避免在临界区中并发访问，编程者(也就是你)必须保证这 些代码原子地执行一也就是说，操作在执行结束前不可被打断，就如同整个临界区是一个 不可分割的指令一样。如果两个执行线程有可能处于同一个临界区中同时执行，那么这就是 程序包含的一个bug。如果这种情况确实发生了，我们就称它是竞争条件(race conditions),这 样命名是因为这里会存在线程竞争。这种情况出现的机会往往非常小一就是因为竞争引起 的错误非常不易重现，所以调试这种错误才会非常困难。避免并发和防止竞争条件称为同步 (synchronization ) o

**0** 术语执行线程**(thread execution)**指任何正在执行的代码实例，比如，一个在内核执行的进程、一个中断处理 程序或一个内核线程。在本章中将执行线程简称为线程，记住，这个术语指代的是任何正在执行的代码。

9.1.1为什么我们需要保护

为了认清同步的必要性，我们首先要明白临界区无处不在。作为第一个例子，让我们考察一 个现实世界的情况：ATM (自动柜员机，或叫自动提款机)。'

自动提款机所进行的主要操作就是从个人银行账户取钱。某人走到机器前，插入ATM卡， 输入密码作为验证，选择取款，输入金额，敲确认，取出钱，然后发信息通知本人。

当用户要求取某一特定的金额后，提款机需要确保在其账户上的确有那么多钱。如果有，取 款机就要从现有的总额中扣除取款额。实现这一描述的代码如下:

int total = get\_total\_from\_account () ； /\* 账户上的总额 \*/

int withdrawal = get\_withdrawal\_amount () ； /\* 用户要求的取款额 \*/

/\*检査用户账户上是否有足够的金额\*/

if (total v withdrawal) {

error("You do not have that much money1”)

return -1；

}

/\*好啦，用户有足够的金额，从总额中扣除取款额\*/

total -= withdrawal；

update\_total\_funds(total);

/\*把钱给用户\*/

spit\_out\_money (withdrawal)；

现在让我们假定在用户账户上的另一个扣款操作同时发生。看看扣款是如何同时发生的:假 定用户的配偶在另一台ATM上开始另外的取款；而这和上述扣款同时进一或者以电子形式 从账户转出资金，或者是银行从账户上扣除某一费用(因为现在的银行总是这么干)，或者是其 他任何形式的扣款。

正在取款的两个系统都会执行我们刚刚看到的类似的代码:首先检査扣款是否可能，然后 计算新的总额，最后进行实际的扣款。现在让我们虚拟一些数字。假定第一次从ATM扣款额是 $100,第二次扣除银行申请费$1 —因为客户走入了银行。假定客户在银行总共有$105。显 然，如果账户不出现赤字，这两个操作中有一个就无法完成。

你可能希望发生的顺序是这样的：收费事务先发生。$10小于$105,因此，从105中减去 10得到新的总额95,这$10就装在银行的口袋里。之后，ATM取款发生，但未取到，因为$95 小于$100。

在竞争的环境下，实际生活可能更有趣。假定两个事务几乎同时开始。两个事务都验证是否 有足够的金额存在：$105既大于$100,也大于$10,所以，两个条件都满足。于是，取款过程 从$105减去$100,剩余$5。收费事务也如法炮制，从$105减去$10,剩余$95。此刻，收费事 务也更新新的总额，结果得到$95。这可是余额呀！

显而易见，金融机构必须确保类似情况决不发生。他们必须在某些操作期间对账户加锁，确 保每个事务相对其他任何事务的操作是原子性的。这样的事务必须完整地发生，要么干脆不发 生，但是决不能打断。

9.1.2**单个变■**

现在，让我们看一个特殊计算的例子。考虑一个非常简单的共享资源:一个全局整型变景和 一个简单的临界区，其中的操作仅仅是将整型变量的值増加1。

i++;

该操作可以转化成类似于下面动作的机器指令序列：

得到当前变量i的值并且拷贝到一个寄存器中

将寄存器中的值加1

把i的新值写回到内存中

现在假定有两个执行线程同时进入这个临界区，如果i的初始值是7,那么，我们所期望的

结果应该像下面这样(每一行代表一个时间单元)：

**线程**1 **线程**2

获得i(7) 一

增加 i(7->8) 一

写回i(8)

获得i(8)

— 增加 i(8->9)

写回i(9)

正如所期望的，7被两个线程分别加1变为9。但是，实际的执行序列却可能如下：

**线程**1 **线程**2

获得1(7) 获得i(7)

増加 i(7->8) -

一 增加 i(7->8)

写回i(8) —

* 写回i(8)

如果两个执行线程都在变量i值增加前读取它的初值，进而又分别增加变量i的值，最后再 保存该值，那么变量i的值就变成了 8,而变量i的值本该是9的。这是最简单的临界区例子， 幸好对于这种简单竞争条件的解决方法也同样简单——我们仅仅需要将这些指令作为一个不可分 割的整体来执行就万事大吉了。多数处理器都提供了指令来原子地读变量、増加变量，然后再写 回变最，使用这样的指令就能解决一些问题。使用这个原子指令唯一可能的结果是:

**线程**1 **线程**2

増加 i(7->8) —

* 増加 i(8->9)

或者是相反:

**线程**1 **线程**2

一 增加 i(7->8)

増加 i(8->9) —

两个原子操作交错执行根本就不可能发生，因为处理器会从物理上确保这种不可能。使用 这样的指令会缓解这种问题，内核也提供了一组实现这些原子操作的接口，我们将在第10章 讨论它们。

9.2加锁

现在我们来讨论一个更为复杂的竞争条件，相应的解决方法也更为复杂。假设需要处理一 个队列上的所有请求。我们假定该队列是通过链表得以实现，链表中的每个结点就代表一个请 求。有两个函数可以用来操作此队列：一个函数将新请求添加到队列尾部，另一个函数从队列头 删除请求，然后处理它。内核各个部分都会调用这两个函数，所以内核会不断地在队列中加入请 求，从队列中删除和处理请求。对请求队列的操作无疑要用到多条指令。如果一个线程试图读取 队列，而这时正好另一个线程正在处理该队列，那么读取线程就会发现队列此刻正处于不一致状 态。很明显，如果允许并发访问队列，就会产生危害。当共享资源是一个复杂的数据结构时，竞 争条件往往会使该数据结构遭到破坏。

表面上看，这种情况好像没有一个好的方法来解决，一个处理器读取队列的时候，我们怎么 能禁止另一个处理器更新队列呢？虽然有些体系结构提供了简单的原子指令，实现算术运算和比 较之类的原子操作，但让体系结构提供专门的指令，对像上例中那样的不定长度的临界区进行保 护，就强人所难了。我们需要一种方法确保一次有且只有一个线程对数据结构进行操作，或者当 另一个线程在对临界区标记时，就禁止（或者说锁定）其他访问。

锁提供的就是这种机制：它就如同一把门锁，门后的房间可想象成一个临界区。在一个指定 时间内，房间里只能有一个执行线程存在，当一个线程进入房间后，它会锁住身后的房门；当它 结束对共享数据的操作后，就会走出房间，打开门锁。如果另一个线程在房门上锁时来了，那么 它就必须等待房间内的线程出来并打开门锁后，才能进入房间。这样，线程持有锁，而锁保护了 数据。

前面例子中讲到的请求队列，可以使用一个单独的锁进行保护。每当有一个新请求要加入队 列，线程会首先占住锁，然后就可以安全地将请求加入到队列中，结束操作后再释放该锁；同样 当一个线程想从请求队列中删除一个请求时，也需要先占住锁，然后才能从队列中读取和删除请 求，而且在完成操作后也必须释放锁。任何要访问队列的其他线程也类似，必须占住锁后才能进 行操作。因为在一个时刻只能有一个线程持有锁，所以在一个时刻只有一个线程可以操作队列。 如果一个线程正在更新队列时，另一个线程出现了，则第二个线程必须等待第一个线程释放锁, 它才能继续进行。由此可见锁机制可以防止并发执行，并且保护队列不受竞争条件的影响。

任何要访问队列的代码首先都需要占住相应的锁，这样该锁就能阻止来自其他执行线程的并 发访问:

|  |  |
| --- | --- |
| **线程**1 | **线程**2 |
| 试图锁定队列 | 试图锁定队列 |
| 成功:获得锁 | 失败：等待… |
| 访问队列… | 等待… |
| 为队列解除锁 | 等待… |
| • •• | 成功：获得锁 访问队列… 为队列解除锁 |

请注意锁的使用是自愿的、非强制的，它完全属于一种编程者自选的编程手段。没有什么可 以强制编程者在操作我们虚构的队列时必须使用锁。当然，如果不这么做，无疑会造成竞争条件 而破坏队列。

锁有多种多样的形式，而且加锁的粒度范围也各不相同一Linux自身实现了几种不同的 锁机制。各种锁机制之间的区别主要在于：当锁已经被其他线程持有，因而不可用时的行为表 现 些锁被争用时会简单地执行忙等待㊀，而另外一些锁会使当前任务睡眠直到锁可用为

止。第10章我们将讨论Linux中不同锁之间的行为差别及它们的接口。

机灵的读者此时会尖叫起来，锁根本解决不了什么问题，它只不过是把临界区缩小到加锁和 开锁之间（也许更小）的代码，但是仍然有潜在的竞争！所幸，锁是采用原子操作实现的，而原 子操作不存在竞争。单一指令可以验证它的关键部分是否抓住，如果没有的话，就抓住它。其实 现是与具体的体系结构密切相关的，但是，几乎所有的处理器都实现了测试和设置指令，这一指 令测试整数的值，如果其值为0,就设置一新值。0意味着开锁。在流行的x86体系结构中，锁 的实现也不例外，它使用了称为compare和exchange的类似指令。

9.2.1造成并发执行的原因

用户空间之所以需要同步，是因为用户程序会被调度程序抢占和重新调度。由于用户进程可 能在任何时刻被抢占，而调度程序完全可能选择另一个高优先级的进程到处理器上执行，所以就 会使得一个程序正处于临界区时，被非自愿地抢占了。如果新调度的进程随后也进入同一个临界 区（比如说，这两个进程要操作共享的内存，或者向同一个文件描述符中写入），前后两个进程 相互之间就会产生竞争。另外，因为信号处理是异步发生的，所以，即使是单线程的多个进程共 享文伸，或者在一个程序内部处理信号，也有可能产生竞争条件。这种类型的并发操作一里 其实两者并不真是同时发生的，但它们相互交叉进行，所以也可称作伪并发执行。

如果你有一台支持对称多处理器的机器，那么两个进程就可以真正地在临界区中同时执行 了，这种类型称为真并发。虽然真并发和伪并发的原因和含义不同，但它们都同样会造成竞争条 件，而且也需要同样的保护。

内核中有类似可能造成并发执行的原因。它们是：

•中断一中断几乎可以在任何时刻异步发生，也就可能随时打断当前正在执行的代码。

•软中断和tasklet—内核能在任何时刻唤醒或调度软中断和tasklet,打断当前正在执行 的代码。

•内核抢占——因为内核具有抢占性，所以内核中的任务可能会被另一任务抢占。

•睡眠及与用户空间的同步——在内核执行的进程可能会睡眠，这就会唤醒调度程序，从而 导致调度一个新的用户进程执行。

•对称多处理一两个或多个处理器可以同时执行代码。

对内核开发者来说，必须理解上述这些并发执行的原因，并且为它们事先做足准备工作。如 果在一段内核代码操作某资源的时候系统产生了一个中断，而且该中断的处理程序还要访问这一 资源，这就是一个bug：类似地，如果一段内核代码在访问一个共享资源期间可以被抢占，这也 是一个bug；还有，如果内核代码在临界区里睡眠，那简直就是鼓掌欢迎竞争条件的到来。最后

e 也就是说，反复处于一个循环中，不断检测锁状态，等待锁变为可用.

还要注意，两个处理器绝对不能同时访问同一共享数据。当我们清楚什么样的数据需要保护时, 提供锁来保护系统稳定也就不难做到了。然而，真正困难的就是发现上述的潜在并发执行的可 能，并有意识地采取某些措施来防止并发执行。

我们要重申这点，因为它实在是很重要。其实，真正用锁来保护共享资源并不困难，尤其 是在设计代码的早期就这么做了，事情就更简单了。辨认出真正需要共享的数据和相应的临界 区，才是真正有挑战性的地方。要记住，最开始设计代码的时候就要考虑加入锁，而不是事后 才想到。如果代码已经写好了，再在其中找到需要上锁的部分并向其中追加锁，是非常困难的， 结果也往往不尽如人意。所以，避免这种亡羊补牢的做法是：在编写代码的开始阶段就要设计恰 当的锁。

在中断处理程序中能避免并发访问的安全代码称作中断安全代码（inteirupt・saR）,在对称多 处理的机器中能避免并发访问的安全代码称为SMP安全代码（SMP.safe），在内核抢占时能避免 并发访问的安全代码称为抢占安全代码㊀（preempt-safe ）。在第10章会重点讲述为了提供同步 和避免所有上述竞争条件，内核所使用的实际方法。

9.2.2 了解要保护些什么

找出哪些数据需要保护是关键所在。由于任何可能被并发访问的代码都几乎无例外地需 要保护，所以寻找哪些代码不需要保护反而相对更容易些，我们也就从这里入手。执行线程的 局部数据仅仅被它本身访问，显然不需要保护，比如，局部自动变量（还有动态分配的数据结 构，其地址仅存放在堆栈中）不需要任何形式的锁，因为它们独立存在于执行线程的栈中。类 似的，如果数据只会被特定的进程访问，那么也不需要加锁（因为进程一次只在一个处理器上 执行）。

到底什么数据需要加锁呢？大多数内核数据结构都需要加锁！有一条很好的经验可以帮助我 们判断:如果有其他执行线程可以访问这些数据，那么就给这些数据加上某种形式的锁；如果任 何其他什么东西都能看到它，那么就要锁住它。记住:要给数据而不是给代码加锁。

「配置选项：SMP与UP

因为Linux内核可在编译时配置，所以你可以针对指定机器进行内核裁剪。更重要的 是，CONFIG\_SMP配置选项控制内核是否支持SMP。许多加锁问题在单处理器上是不存在 」的，因而当CONFIG\_SMP没被设置时，不必要的代码就不会被编入针对单处理器的内核映像 /中。这样做可以使单处理器机器避免使用自旋锁带来的开销。同样的技巧也适用于CONFIG\_ J' PREEMPT （允许内核抢占的配置选项）。这种设计真的很优越一内核只用维护一些简洁 H的基础资源，各种各样的锁机制当需要时可随时被编译进内核使用。在不同的体系结构上， § CONFIG\_SMP和CONFIG\_PREEMPT设置不同，实际编译时包含的锁就不同。

§ 在代码中，要为大多数糟糕的情况提供适当的保护，例如具有内核抢占的SMP,并且要 I考虑到所有的情况。

e 你将看到，除了一些意外情况外，smp安全其实也意味着抢占安全。

在编写内核代码时，你要问自己下面这些问题：

•这个数据是不是全局的？除了当前线程外，其他线程能不能访问它？

•这个数据会不会在进程上下文和中断上下文中共享？它是不是要在两个不同的中断处理程 序中共享？

•进程在访问数据时可不可能被抢占？被调度的新程序会不会访问同一数据？

•当前进程是不是会睡眠（阻塞）在某些资源上，如果是，它会让共享数据处于何种状态？

-怎样防止数据失控？

•如果这个函数又在另一个处理器上被调度将会发生什么呢？

•如何确保代码远离并发威胁呢？

简而言之，几乎访问所有的内核全局变量和共享数据都需要某种形式的同步方法，具体加锁 方法将在第10章进行讨论。

9.3死锁

死锁的产生需要一定条件:要有一个或多个执行线程和一个或多个资源，每个线程都在等待 其中的一个资源，但所有的资源都已经被占用了。所有线程都在相互等待，但它们永远不会释放 已经占有的资源。于是任何线程都无法继续，这便意味着死锁的发生。

一个很好的死锁例子是四路交通堵塞问题。如果每一个停止的车都决心等待其他的车开动后 自己再启动，那么就没有任何一辆车能启动，于是就造成了交通死锁的发生。

最简单的死锁例子是自死锁㊀：如果一个执行线程试图去获得一个自己已经持有的锁，它将 不得不等待锁被释放，但因为它正在忙着等待这个锁，所以自己永远也不会有机会释放锁，最终 结果就是死锁：

获得锁

再次试图获得锁

等待锁重新可用

同样道理，考虑有n个线程和n个锁，如果每个线程都持有一把其他进程需要得到的锁，那 么所有的线程都将阻塞地等待它们希望得到的锁重新可用。最常见的例子是有两个线程和两把 锁，它们通常被叫做ABBA死锁。

|  |  |
| --- | --- |
| **线程**1  获得锁**A** 试图获得锁**B** 等待锁**B** | **线程**2  获得锁**B** 试图获得锁**A**  等待锁**A** |

每个线程都在等待其他线程持有的锁，但是绝没有一个线程会释放它们一开始就持有的锁, 所以没有任何锁会在释放后被其他线程使用。

© 有些内核提供递归锁来防止自死锁现象，递归锁可以被-个执行线程多次请求。幸好**Linux**没有提供这样的 递归锁。不用递归锁通常被认为最一件好事，虽然递归锁缓和了自死锁问题，但它们很容易使加锁逻辑变得 杂乱无章。

预防死锁的发生非常重要，虽然很难证明代码不会发生死锁，但是可以写出避免死锁的代 码，一些简单的规则对避免死锁大有帮助：

•按顺序加锁。使用嵌套的锁时必须保证以相同的顺序获取锁，这样可以阻止致命拥抱类型 的死锁。最好能记录下锁的顺序，以便其他人也能照此顺序使用。

•防止发生饥饿。试问，这个代码的执行是否一定会结束？如果“张”不发生？ “王”要一 直等待下去吗？

•不要重复请求同一个锁。

•设计应力求简单一越复杂的加锁方案越有可能造成死锁。

最值得强调的是第一点，它最为重要。如果有两个或多个锁曾在同一时间里被请求，那么 以后其他函数请求它们也必须按照前次的加锁顺序进行。假设有cat、dog和fbx这几个锁来保 护某同名的多个数据结构，同时假设有一个函数对这三个锁保护的数据结构进行操作——可能在 它们之间进行拷贝。不管哪种情况，这些数据结构都需要保护才能被安全访问。如果有一个函数 以cat、dog,然后是fox的顺序获得了锁，那么其他任何函数都必须以同样的顺序来获得这些锁 （或是它们的子集）。如果其他函数首先获得锁fbx,然后获得锁dog （因为锁dog总是应该先于 锁fbx被获得），就有发生死锁的可能（所以是个bug）。为更直观地说明，下面给出一个造成死 锁的例子:

|  |  |
| --- | --- |
| **线程**1 | **线程**2 |
| 获得锁cat | 获得锁fox |
| 获得锁dog | 试图获得锁dog |
| 试图获得锁fox | 等待锁dog |
| 等待锁fox |  |

线程1在等待锁fox,而该锁此刻被线程2持有：同样线程2正在等待锁dog,而该锁此刻 又被线程1持有。任何一方都不会放弃自己已持有的锁，于是双方都会永远地等待下去一也就 是死锁。但是，只要线程都按照相同的顺序去获取这些锁，就可以避免上述的死锁情况。

只要嵌套地使用多个锁，就必须按照相同的顺序去获取它们。在代码中使用锁的地方，对锁 的获取顺序加上注释是个良好的习惯。下面的例子就做得很不错:

/\*

• cat\_lock—用于保护访问cat数据结构的锁，总是要在获得锁dog前先获得

•/

尽管释放锁的顺序和死锁是无关的，但最好还是以获得锁的相反顺序来释放锁。

防止死锁很重要，所以Linux内核提供了一些简单易用的调试工具，可以在运行时检测死 锁，我们将在第10章讨论它们。

9.4争用和扩展性

锁的争用（lock contention）,或简称争用，是指当锁正在被占用时，有其他线程试图获得该 锁。说一个锁处于高度争用状态，就是指有多个其他线程在等待获得该锁。由于锁的作用是使程 序以串行方式对资源进行访问，所以使用锁无疑会降低系统的性能。被高度争用（频繁被持有, 或者长时间持有一两者都有就更糟糕)的锁会成为系统的瓶颈，严重降低系统性能。即使是这 样，相比于被几个相互抢夺共享资源的线程撕成碎片，搞得内核崩溃，还是这种同步保护来得更 好一点。当然，如果有办法能解决高度争用问题，就更好不过了。

扩展性(scalability)是对系统可扩展程度的一个量度。对于操作系统，我们在谈及可扩展 性时就会和大量进程、大量处理器或是大量内存等联系起来。其实任何可以被计量的计算机组件 都可以涉及可扩展性。理想情况下，处理器的数量加倍应该会使系统处理性能翻倍。而实际上， 这是不可能达到的。

自从2.0版内核引入多处理支持后，Linux对集群处理器的可扩展性大大提高了。在Linux 刚加入对多处理器支持的时候，一个时刻只能有一个任务在内核中执行；在2.2版本中，当加 锁机制发展到细粒度(fine.grained)加锁后，便取消了这种限制，而在2.4和后续版本中，内 核加锁的粒度变得越来越精细。如今，在Linux 2.6版内核中，内核加的锁是非常细的粒度，可 扩展性也很好。

加锁粒度用来描述加锁保护的数据规模。一个过粗的锁保护大块数据——比如，一个子系统 用到的所有的数据结构；相反，一个过于精细的锁保护很小的一块数据一比如，一个大数据结 构中的一个元素。在实际使用中，绝大多数锁的加锁范围都处于上述两种极端之间，保护的既不 是一个完整的子系统也不是一个独立元素，而可能是一个单独的数据结构。许多锁的设计在开始 阶段都很粗，但是当锁的争用问题变得严重时，设计就向更加精细的加锁方向进化。

在第4章中讨论过的运行队列，就是一个锁从粗到精细化的实例。在2.4版和更早的内核 中，调度程序有一个单独的调度队列(回忆一下，调度队列是一个由可调度进程组成的链表)， 在2.6版内核系列的早期版本中，0(1)调度程序为每个处理器単独配备一个运行队列，每个队列 拥有自己的锁，于是加锁由一个全局锁精化到了每个处理器拥有各自的锁。这是一种重要的优化， 因为运行队列锁在大型机器上被争着用，本质上就是要在调度程序中每次都把整个调度进程下放 到单个处理器E执行。在2.6版内核系列的新近版本中，CFS调度器进一步提升了锁的可扩展性。

一般来说，提高可扩展性是件好事，因为它可以提髙Linux在更大型的、处理能力更强大的 系统上的性能。但是一味地“提高”可扩展性，却会导致Limix在小型SMP和UP机器上的性 能降低，这是因为小型机器可能用不到特别精细的锁，锁得过细只会增加复杂度，并加大开销。 考虑一个链表，最初的加锁方案可能就是用一个锁来保护链表，后来发现，在拥有集群处理器机 器上，当各个处理器需要频繁访问该链表的时候，只用单独一个锁却成了扩展性的瓶颈。为解决 这个瓶颈，我们将原来加锁的整个链表变成为链表中的每一个结点都加入自己的锁，这样一来， 如果要对结点进行读写，必须先得到这个结点对应的锁。将加锁粒度变细后，多处理器访问同一 ,个结点时，只会争用一个锁。可是这时锁的争用仍然没有完全避免，那么，能不能为毎个结点中 的每个元素都提供一个锁呢？(答案是：不能。)严格地讲，即使这么细的锁可以在大规模SMP 机器上执行得很好，但它在双处理器机器上的表现又会怎样呢？如果在双处理器机器锁争用表现 得并不明显，那么多余的锁会加大系统开销，造成很大的浪费。

不管怎么说，可扩展性都是很重要的，需要慎重考虑。关键在于，在设计锁的开始阶段就应 该考虑到要保证良好的扩展性。因为即使在小型机器上，如果对重要资源锁得太粗，也很容易造 成系统性能瓶颈。锁加得过粗或过细，差别往往只在一线之间。当锁争用严重时，加锁太粗会降

低可扩展性；而锁争用不明显时，加锁过细会加大系统开销，带来浪费，这两种情况都会造成系 统性能下降。但要记住:设计初期加锁方案应该力求简单，仅当需要时再进一步细化加锁方案。 精値在于力求简单。

9.5小结

要编写SMP安全代码，不能等到编码完成后才考虑如何加锁。恰当的同步（也就是加锁） （既要满足不死锁、可扩展，而且还要清晰、简洁）需要从头到尾，在整个编码过程中不断考虑 与完善。无论你在编写哪种内核代码，是新的系统调用也好，还是重写驱动程序也好，首先应该 考虑的就是保护数据不被并发访问，记住，加锁你的代码。

第10章将讨论如何为SMP、内核抢占和其他各种情况提供充分的同步保护，确保数据在任 何机器和配置中的安全。

了解了同步、并发和加锁的基本原理之后，让我们现在潜心钻研Linux内核提供的实际工 具，以确保你的代码有竞争力但免于死锁。

第⑩章

内核同步方法

第9章讨论了竞争条件为何会产生以及怎么去解决。幸运的是，Linux内核提供了一组相当 完备的同步方法，这些方法使得内核开发者们能编写出高效而又自由竞争的代码。本章讨论的就 是这些方法，包括它们的接口、行为和用途。

10.1原子操作

我们首先介绍同步方法中的原子操作，因为它是其他同步方法的基石。原子操作可以保证 指令以原子的方式执行——执行过程不被打断。众所周知，原子原本指的是不可分割的微粒，所 以原子操作也就是不能够被分割的指令。例如，第9章曾提到过的原子方式的加操作，它通过把 读取和增加变量的行为包含在一个单步中执行，从而防止了竞争的发生保证了操作结果总是一致 的。一起来回忆一下这个整数递加过程中遇到的竞争吧：

|  |  |
| --- | --- |
| **线程**1 | **线程**2 |
| 获得i(T) | 获得i(7) |
| 増加 i(7->8) |  |
| — | 增加 i (8->9) |
| 写回i(8) | — |
|  | 写回i (8) |

使用原尊作，竞争不会发生 实上柯从而，计算过程无疑会是下疝一：

|  |  |
| --- | --- |
| **线程**1 | **线程**2 |
| 获得、増加和存储i (7 -> 8) | *获得、*増加和存储i (8 -> 9) |
| 或者是 |  |
| **线程**1 | **线程**2 |
| 获得、増加和存储i (8 -> 9) | 获得、增加和存储i (7 -> 8) |

最后得到的9,毫无疑问是正确结果。两个原子操作绝对不可能并发地访问同一个变量，这 样加操作也就绝不可能引起竞争。

内核提供了两组原子操作接口 组针对整数进行操作，另一组针对单独的位进行操作。 在Linux支持的所有体系结构上都实现了这两组接口。大多数体系结构会提供支持原子操作的简 单算术指令。而有些体系结构确实缺少简单的原子操作指令，但是也为单步执行提供了锁内存总 线的指令，这就确保了其他改变内存的操作不能同时发生。

10.1.1**原子整数操作**

针对整数的原子操作只能对atomic\_t类型的数据进行处理。在这里之所以引入了一个特殊 数据类型，而没有直接使用C语言的int类型，主要是出于两个原因：首先，让原子函数只接收 atomic\_t类型的操作数，可以确保原子操作只与这种特殊类型数据一起使用。同时，这也保证了 该类型的数据不会被传递给任何非原子函数。实际上，对一个数据一会儿要采用原子操作，一会 儿又不用原子操作了，这又能有什么好处？其次，使用atomic\*类型确保编译器不对（不能说完 美地完成了任务但不乏自知之明）相应的值进行访问优化一这点使得原子操作最终接收到正确 的内存地址，而不只是一个别名。最后，在不同体系结构上实现原子操作的时候，使用atomic\* 可以屏蔽其间的差异。Atomicj类型定义在文件＜linux/types.h＞中:

typedef struct ( volatile int counter； } atomic t;
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32 位 atomic」

图10・1 SPARC上的32位atomicj的布局

位 **31**

使用原子整型操作需要的声明都在＜asm/atomic.h＞文件中。有些体系结构会提供一些 只能在该体系结构上使用的额外原子操作方法，但所有的体系结构都能保证内核使用到的 所有操作的最小集。在写内核代码时，可以肯定，这个最小操作集在所有体系结构上都已 实现了。

定义一个atomic\*类型的数据方法很平常，你还可以在定义时给它设定初值：

atomic\_t v；

/•定义v \*/

/•定义U并把它初始化为。•/

atomic t u = ATOMIC INIT(O)；

操作也都非常简单:

atomic\_set (&v,4) ; /\* v = 4 (原子地)\*/ atomic\_add(2, &v) ; /\*v = v + 2 = 6 (原子地)\*/

atomic inc (&v) ； /\* v = v + 1 =7 (原子地)•/

如果需要将atomic\_t转换成int型，可以使用atomic\_read()来完成:

printk ("%d\n" ratomic\_read(&v)) ； /\* 会打印"7"\*/

原子整数操作最常见的用途就是实现计数器。使用复杂的锁机制来保护一个单纯的计数器显 然杀鸡用了宰牛刀，所以，开发者最好使用atomicJncO和atomic\_dec()这两个相对来说轻便一 点的操作。

还可以用原子整数操作原子地执行一个操作并检査结果。一个常见的例子就是原子地减操作 和检査。

int atomic\_dec\_and\_test (ato(nic\_t \*v)

这个函数将给定的原子变量减1,如果结果为0,就返回真；否则返回假。表10・1列出了所 有的标准原子整数操作(所有体系结构都包含这些操作)。某种特定的体系结构上实现的所有操 作可以在文件＜asm/atomic.h＞中找到。

S10-1原子整数操作列表

|  |  |
| --- | --- |
| 原子整数操作 | 描 述 |
| ATOMIC\_INIT(int i) | 在声明一个atomic\_t变量时，将它初始化为i |
| int atomic\_read(atomic\_t ,v) | 原子地读取整数变量v |
| void atomic\_set(atomic t \*v, int i) | 原子地设置V值为i |
| void atomic\_add(int i,atomic\_t \*v) | 原子地给v加i |
| void atomic\_sub(int i,atomic\* \*v) | 原子地从v减i |
| void atomic\_inc(atomic\_t \*v) | 原子地给v加1 |
| void atomic\_dec(atomic\_t \*v) | 原子地从v减1 |
| , int atomic\_sub\_and\_test(int i»atomic\_t \*v) | 原子地从v减i,如果结果等于0,返回真；否则返回假 |
| int atomic\_add\_negative(iiit i,atomic\_t \*v) | 原子-地给v加i,如果结果是负数，返回真；否则返回假 |
| int atomic\_add\_retum(int i, atomic\_t \*v) | 原子地给V加i,且返回结果 |
| int atomic\_sub\_retum(int i, atomict \*v) | 原子地从v狀i,且返回结果 |
| int atomic\_inc\_return(int i, atomic\_t \*v) | 原子地给v加1,且返回结果 |
| int atomic\_dec\_retum(int i, atomic\_t，v) | 原子地从v减1,且返回结果 |
| int atomic\_dec\_and\_test(atomic\_t \*v) | 原子地从v破1,如果结果等于0,返回真；否則返回假 |
| int atomic\_inc\_and\_test(atomic\_t \*v) | 原子地给v加1,如果结果等于0,返回其；否則返回假 |

原子操作通常是内联函数，往往是通过内嵌汇编指令来实现的。如果某个函数本来就是原 子的，那么它往往会被定义成一个宏。例如，在大部分体系结构上，读取一个字本身就是一种原 子操作，也就是说，在对一个字进行写入操作期间不可能完成对该字的读取。这样，把atomic\_ read()定义成一个宏，只须返回atomic\_t类型的整数值就可以了。

/\*\*

* ato<nic\_read - read atomic variable
* 8v: pointer of type atomic\_t

■

* Atomically reads the value of @v.

*•/*

static inline int atomic\_read(const atomic\* \*v)

{

return v->counter;

}

**原子性与顺序性的比较**

关于原子读取的上述讨论引发了原子性与顺序性之间差异的讨论。正如所讨论的，一个 勺字长的读取总是原子地发生，绝不可能对同一个字交错地进行写；读总是返回一个完整的字， 这或者发生在写操作之前，或者之后，绝不可能发生在写的过程中。例如，如果一个整数初 始化为42,然后又置为365,那么读取这个整数肯定会返回42或者365,而绝不会是二者的 ?混合。这就是我们所谓的原子性。

也许代码比这有更多的要求。或许要求读必须在待定的写之前发生——这种需求其实不 属于原子性要求，而是顺序要求。原子性确保指令执行期间不被打断，要么全部执行完，要 么根本不执行。另一方面，顺序性确保即使两条或多条指令出现在独立的执行线程中，甚至 独立的处理器上，它们本该的执行顺序却依然要保持。

在本小节讨论的原子操作只保证原子性。顺序性通过屏障(barrier)指令来实施，这将在 本章的后面讨论。

在编写代码的时候，能使用原子操作时，就尽量不要使用复杂的加锁机制。对多数体系结构 来讲，原子操作与更复杂的同步方法相比较，给系统带来的开销小，对高速缓存行(cache.line) 的影响也小。但是，对于那些有高性能要求的代码，对多种同步方法进行测试比较，不失为一种 明智的做法。

10.1.2 64**位原子操作**

随着64位体系结构越来越普及，内核开发者确实在考虑原子变量除32位atomicj类型外, 也应引入64位的atomic64\_t。因为移植性原因，atomic\*变量大小无法在体系结构之间改变。所 以，atomic\*类型即便在64位体系结构下也是32位的，若要使用64位的原子变量，则要使用 atomic64\_t类型一其功能和其32位的兄弟无异，使用方法完全相同，不同的只有整型变量大小 从32位变成了 64位。几乎所有的经典32位原子操作都有64位的实现，它们被冠以atomic64前 缀，而32位实现冠以atomic前缀。表W2,是所有标准原子操作列表；有些体系结构实现的方法 更多，但是没有移植性。与atomic\*—•样，atomic64\_t类型其实是对长整型的一个简单封装类。

typedef struct (

volatile long counter；

} atomic64\_t；

表10-2原子整型操作

|  |  |
| --- | --- |
| 原子整数操作 | 描 述 |
| **ATOMIC64\_INIT(long i)** | 在声明-个**atomic\***变量时，将它初始化为**i** |
| **long atomic64\_read(atomic64\_t \*v)** | 原子地读取整数变量**v** |
| **void atomic64\_set(atomic64\_t \*v, int i)** | 原子地设置**v**值为**i** |
| **void atomic64\_add(int i,atomic64\_t \*v)** | 原子地给**v**加**i** |
| **void atomic64\_sub(int i,atomic64\_t \*v)** | 原子地从**v**减**i** |
| **void atomic64\_inc(atomic64\_t \*v)** | 原子地给**v**加**1** |
| **void atomic64\_dec(atomic64\_t \*v)** | 原子地从**v**减**1** |
| **int atomic64\_sub\_and\_test(int i,atomic64\_t \*v)** | 原子地从**v**减**i,**如果结果等于**0,**返回真；否则返回假 |
| **int atomic64\_add\_negative(int i,atomic64\_t \*v)** | 原子地给**v**加**i,**如果结果是负数，返回真：否则返回假 |
| **long atomic64\_add\_return(int i, atomic64\_t \*v)** | 原子地给**v**加**i,** 口返回结果 |
| **long atomic64\_sub\_retum(int i, atomic64\_t \*v)** | 原了地从**v**减**i, H**返回结果 |
| **long atomic64\_inc\_retum(int i, atomic64\_t \*v)** | 原子地给**v**加**i,**且返回结果 |
| **long atomic64\_dec\_retum(int i, atomic64\_t \*v)** | 原子地从**V**减**i,**且返回结果 |
| **int atomic64\_dec\_and\_test(atoniic64\_t \*v)** | 原子地从**v**减**i,**如果结果等于**0,**返回真；否则返回假 |
| **int atomic64\_inc\_and\_test(atomic64\_t \*v)** | 原子地给**v**加**i,**如果结果等于**0,**返回其；否則返回假 |

所有64位体系结构都提供了 atomic64\_t类型，以及一组对应的算数操作方法。但是多数 32位体系机构不支持atomic64\_t类型一一不过，x86.32是一个众所周知的例外。为了便于在 Linux支持的各种体系结构之间移植代码，开发者应该使用32位的atomic\*类型。把64位的 atomic64\_t类型留给那些特殊体系结构和需要64位的代码吧。

10.1.3原子位操作

除了原子整数操作外，内核也提供了一组针对位这一级数据进行操作的函数。没什么好奇怪 的，它们是与体系结构相关的操作，定义在文件vasm/bitops.h＞中。

令人感到奇怪的是位操作函数是对普通的内存地址进行操作的。它的参数是一个指针和一 个位号，第0位是给定地址的最低有效位。在32位机上，第31位是给定地址的最高有效位而 第32位是下一个字的最低有效位。虽然使用原子位操作在多数情况下是对一个字长的内存进 行访问，因而位号应该位于0〜31 （在64位机器中是0〜63）,但是，对位号的范围并没有 限制。

由于原子位操作是对普通的指针进行的操作，所以不像原子整型对应atomic\*,这里没有 特殊的数据类型。相反，只要指针指向了任何你希望的数据，你就可以对它进行操作。来看一 个例子：

unsigned long word = 0；

set\_bit(0,&word) ； /\*第0位被设置(原子地)\*/

set\_bit(l,&word)； /\*第1位被设置(原子地)\*/

printk("%ul\n", word) ； /•打印 3\*/

clear bit (1, &word) ； /\* 清空第 1 位\*/

change\_bit(0,&word) ; /\*翻转第0位的值，这里它被清空•/

/•原子地设置第。位并且返回设置前的值(0) •/ if (test\_and\_set\_bit (0, &word) (

**7\***永送不另真\*/

/\*下面的语句是合法的；你可以把原子位指令与一般的**C**语句混在一起\*/ **word « 7；**

在表10-3中给出了标准原子位操作列表。

表10・3原子位操作的列表

|  |  |
| --- | --- |
| 原子位操作 | 描 述 |
| **void set bit(int nr,void \*addr)** | 原子地设置**addr**所指对象的第**nr**位 |
| **void clear bit(int nr,void \*addr)** | 原子地清空**addr**所指对象的第**nr**位 |
| **void change bit(mt nr,void \*addr)** | 原子地翻转**addr**所指对象的第**nr**位 |
| **int test\_and\_set\_bit(int nr,void \*addr)** | 原子地设置**addr**所指对象的第**nr**位， 并返回原先的值 |
| **int test\_and\_clear \_bit(int nr,void \*addr)** | 原子地清空**addr**所指对象的第**nr**位， 并返回原先的值 |
| **int test\_and\_change\_bit(int nr,void \*addr)** | 原子地翻转**addr**所指对象的第**nr**位， 并返回原先的值 |
| **int test bit(mt nr,void •addr)** | 原子地返回**addr**所指对象的第**nr**位 |

为方便起见，内核还提供了一组与上述操作对应的非原子位函数。非原子位函数与原子位函 数的操作完全相同，但是，前者不保证原子性，且其名字前缀多两个下划线。例如，与test\_bitO 对应的非原子形式是\_test\_bitOo如果你不需要原子性操作(比如说，你已经用锁保护了自己的 数据)，那么这些非原子的位函数相比原子的位函数可能会执行得更快些。

|非原子位操作到底是什么？

!

乍一看，非原子位操作没有任何意义。因为仅仅涉及一个位，所以不存在发生矛盾的可

能。只要其中的一个操作成功，还会有什么事？的确，顺序性可能是重要的，但我们在此正谈 论原子性。到了最后，如果这一位有了任一条指令所设置的值，我们应当友好地离开，对吗？ 让我们跳回到原子性看看到底意味着什么。原子性意味着，或者指令完整地成功执行完， 项不被打断，或者根本不执行。所以，如果你连续执行两个原子位操作，你会希望两个操作都 I成功。在操作都完成后，位的值应该是第二个操作所赋予的。但是，在最后一个操作发生前 的某个时间点，位的值应该维持第一个操作所赋予的。换句话说，真正的原子操作需要的 是——所有中间结果都正确无误。

例如，假定给出两个原子位操作：先对某位置位，然后清0。如果没有原子操作，那么， ］这一位可能的确清0 了，但是也可能根本没有置位。置位操作可能与清除操作同时发生，但 没有成功。清除操作可能成功了，这一位如愿呈现为清0。但是，有了原子操作，置位会真正 |发生，可能有那么一刻，读操作显示所置的位，然后清除操作才执行，该位变为0 了。

这种行为可能是重要的，尤其当顺序性开始起作用的时候，或者当操作硬件寄存器的 时候。

内核还提供了两个例程用来从指定的地址开始捜索第一个被设置（或未被设置）的位。

int find\_first\_bit（unsigned long \*addr,unsigned int size）

int find\_first\_zero\_bit （unsigned long \*addr, unsigned int size）

这两个函数中第一个参数是一个指针，第二个参数是要捜索的总位数，返回值分别是第一个 被设置的（或没被设置的）位的位号。如果你的捜索范围仅限于一个字，使用\_備（）和也（）这两 个函数更好，它们只需要给定一个要搜索的地址做参数。

与原子整数操作不同，代码一般无法选择是否使用位操作，它们是唯一的、具有可移植性 的设置特定位方法，需要选择的是使用原子位操作还是非原子位操作。如果你的代码本身已经 避免了竞争条件，你可以使用非原子位操作，通常这样执行得更快，当然，这还要取决于具体 的体系结构。

10.2自旋锁

如果每个临界区都能像增加变量这样简单就好了，可惜现实总是残酷的。现实世界里，临 界区甚至可以跨越多个函数。举个例子，我们经常会碰到这种情况：先得从一个数据结构中移出 数据，对其进行格式转换和解析，最后再把它加入到另一个数据结构中。整个执行过程必须是原 子的，在数据被更新完毕前，不能有其他代码读取这些数据。显然，简单的原子操作对此无能为 力，这就需要使用更为复杂的同步方法一锁来提供保护。

Linux内核中最常见的锁是自旋頰（spin lock）。自旋锁最多只能被一个可执行线程持有。如 果一个执行线程试图获得一个被已经持有（即所谓的争用）的自旋锁，那么该线程就会一直进行 忙循环一旋转一等待锁重新可用。要是锁未被争用，请求锁的执行线程便能立刻得到它，继续执 行。在任意时间，自旋锁都可以防止多于一个的执行线程同时进入临界区。同一个锁可以用在多 个位置，例如，对于给定数据的所有访问都可以得到保护和同步。

再回到第9章门和锁的例子，自旋锁相当于坐在门外等待同伴从里面出来，并把钥匙交给 你。如果你到了门口，发现里面没有人，就可以抓到钥匙进入房间。如果你到了门口发现里面正 好有人，就必须在门外等待钥匙，不断地检査房间是否为空。当房间为空时，你就可以抓到钥匙 进入。正是因为有了钥匙（相当于自旋锁），才允许一次只有一个人（相当于执行线程）进入房 间（相当于临界区）。

一个被争用的自旋锁使得请求它的线程在等待锁重新可用时自旋（特别浪费处理器时间）, 这种行为是自旋锁的要点。所以自旋锁不应该被长时间持有。事实上，这点正是使用自旋锁的初 衷：在短期间内进行轻量级加锁。还可以采取另外的方式来处理对锁的争用：让请求线程睡眠， 直到锁重新可用时再唤醒它。这样处理器就不必循环等待，可以去执行其他代码。这也会带来一 定的开销——这里有两次明显的上下文切换，被阻塞的线程要换出和换入，与实现自旋锁的少数 几行代码相比，上下文切换当然有较多的代码。因此，持有自旋锁的时间最好小于完成两次上下 文切换的耗时。当然我们大多数人都不会无聊到去测量上下文切换的耗时，所以我们让持有自旋 锁的时间应尽可能的短就可以了㊀。在下面内容中我们将讨论信号量，信号量便提供了上述第二 种锁机制，它使得在发生争用时，等待的线程能投入睡眠，而不是旋转。

10.2.1**自旋锁方法**

自旋锁的实现和体系结构密切相关，代码往往通过汇编实现。这些与体系结构相关的代码定 义在文件＜asm/spinlock.h＞中，实际需要用到的接口定义在文件＜linux/spinlock.h＞中。自旋锁的 基本使用形式如下：

DEFINE\_SPINLOCK(mr\_lock)；

spin\_lock(&mr\_lock)；

/\*临第区..•\*「

spin\_unlock(&mr\_lock)；

因为白旋锁在同一时刻至多被一个执行线程持有，所以一个时刻只能有一个线程位于临界区 内，这就为多处理器机器提供了防止并发访问所需的保护机制。注意在单处理器机器上，编译的 时候并不会加入自旋锁。它仅仅被当做一个设置内核抢占机制是否被启用的开关。如果禁止内核 抢占，那么在编译时自旋锁会被完全剔除出内核。

**警告：自旋锁是不可递归的!**

Linux内核实现的自旋锁是不可递归的，这点不同于自旋锁在其他操作系统中的实现。所

以如果你试图得到一个你正持有的锁，你必须自旋，等待你自己释放这个锁。但你处于自旋

忙等待中，所以你永远没有机会释放锁，于是你被自己锁死了。千万小心自旋锁!

自旋锁可以使用在中断处理程序中(此处不能使用信号量，因为它们会导致睡眠)。在中断 处理程序中使用自旋锁时，一定要在获取锁之前，首先禁止本地中断(在当前处理器上的中断请 求)，否则，中断处理程序就会打断正持有锁的内核代码，有可能会试图去争用这个已经被持有 的自旋锁。这样一来，中断处理程序就会自旋，等待该锁重新可用，但是锁的持有者在这个中断 处理程序执行完毕前不可能运行。这正是我们在前面的内容中提到的双重请求死锁。注意，需要 关闭的只是当前处理器上的中断。如果中断发生在不同的处理器上，即使中断处理程序在同一锁 上自旋，也不会妨碍锁的持有者(在不同处理器上)最终释放锁。

内核提供的禁止中断同时请求锁的接口，使用起来很方便，方法如下。

DEFINE\_SPINLOCK(mr\_lock)；

unsigned long flags；

spin\_lock\_irqsave (&mr\_lock, flags)；

/•临异区.「.•/

e 在现在的抢占式内核中，这点尤为重要.锁的持有时间等价于系统的调度等待时间.

spin\_unlock\_irqrestore (&mr\_lock, flags)；

函数spmJockJrqsaveQ保存中断的当前状态，并禁止本地中断，然后再去获取指定的锁。 反过来spm\_unlock\_irqrestore()对指定的锁解锁，然后让中断恢复到加锁前的状态。所以即使中 断最初是被禁止的，代码也不会错误地激活它们，相反，会继续让它们禁止。注意，Hags变量 看起来像是由数值传递的，这是因为这些锁函数有些部分是通过宏的方式实现的。

在单处理器系统上，虽然在编译时抛弃掉了锁机制，但在上面例子中仍需要关闭中断，以禁 止中断处理程序访问共享数据。加锁和解锁分别可以禁止和允许内核抢占。

锁什么？

使用锁的时候一定要对症下药，要有针对性。要知道需要保护的是数据而不是代码。尽 &管本章的例子讲的都是保护临界区的重要性，但是真正保护的其实是临界区中的数据，而不 *I*是代码。

大原则：针对代码加锁会使得程序难以理解，并且容易引发竞争条件，正确的做法应该 |是对数据而不是代码加锁。

既然不是对代码加锁，那就一定要用特定的锁来保护自己的共享数据。例如，“struct foo 由loo Jock加锁”。无论你何时需要访问共享数据，一定要先保证数据是安全的。而保证数据 了安全往往就意味着在对数据进行操作前，首先占用恰当的锁，完成操作后再释放它。

如果你能确定中断在加锁前是激活的，那就不需要在解锁后恢复中断以前的状态了。你可以 无条件地在解锁时激活中断。这时，使用spin\_lock\_irq()和spin\_unlockjrq()会更好一些。

DEFINE\_SPINLOCK(mr\_lock);

spin\_lock\_irq(&mr\_lock);

/\*关键节\*/

spin\_unlock\_irq(&mr\_lock);

由于内核变得庞大而复杂，因此，在内核的执行路线上，你很难搞清楚中断在当前调用点上 到底是不是处于激活状态。也正因为如此，我们并不提倡使用spinJockJrqO方法。如果你一定 要使用它，那你应该确定中断原来就处于激活状态，否则当其他人期望中断处于未激活状态时却 发现处于激活状态，可能会非常不开心。

**|调试自旋锁**

配置选项CONFIG\_DEBUG\_SPINLOCK为使用自旋锁的代码加入了许多调试检测手段。 \*例如，激活了该选项，内核就会检査是否使用了未初始化的锁，是否在还没加锁的时候就要对 锁执行开锁操作。在测试代码时，总是应该激活这个选项。如果需要进一步全程调试锁，还应 £ 该打开 CONFIG\_DEBUG\_LOCK\_ALLOC 选项。

10.2.2**其他针对自旋锁的操作**

你可以使用spinjock\_init0方法来初始化动态创建的自旋锁(此时你只有一个指向 spinlockj类型的指针，没有它的实体)。

spin\_tiy\_lockO试图获得某个特定的自旋锁，如果该锁已经被争用，那么该方法会立刻返回 一个非0值，而不会自旋等待锁被释放；如果成功地获得了这个自旋锁，该函数返回0。同理, spin\_is\_locked()方法用于检査特定的锁当前是否已被占用，如果已被占用，返回非0值；否则返 回0。该方法只做判断，并不实际占用㊀。

表10V给出了标准的自旋锁操作的完整列表。

表10』自旋锁方法列表

|  |  |
| --- | --- |
| 方 法 | 描 述 |
| **spin lock0** | 获取指定的自旋锁 |
| **spin lock irq()** | 禁止本地中断并获取指定的锁 |
| **spin lock irqsaveQ** | 保存本地中断的当前状态，禁止本地中断，并获取指定的锁 |
| **spin unlock()** | 释放指定的锁 |
| **spin\_unlock\_irqO** | 释放指定的锁，并激活本地中断 |
| **spin\_unlock\_irqrestore()** | 释放指定的锁，并让本地中断恢复到以前状态 |
| **spin\_lock\_initO** | 动态初始化指定的**spinlockj** |
| **spin tryiockO** | 试图获取指定的锁，如果未获取，则返回非**0** |
| **spin is locked()** | 如果指定的锁当前正在被获取，则返回非**0,**否则返回**0** |

10.2.3**自旋锁和下半部**

在第8章中曾经提到，在与下半部配合使用时，必须小心地使用锁机制。函数spin\_lock\_bhO用 于获取指定锁，同时它会禁止所有下半部的执行。相应的spin\_unlock\_bhO函数执行相反的操作。

由于下半部可以抢占进程上下文中的代码，所以当下半部和进程上下文共享数据时，必须对 进程上下文中的共享数据进行保护，所以需要加锁的同时还要禁止下半部执行。同样，由于中断 处理程序可以抢占下半部，所以如果中断处理程序和下半部共享数据，那么就必须在获取恰当的 锁的同时还要禁止中断。

回忆一下，同类的tasklet不可能同时运行，所以对于同类tasklet中的共享数据不需要保护。 但是当数据被两个不同种类的tasklet共享时，就需要在访问下半部中的数据前先获得一个普通 的自旋锁。这里不需要禁止下半部，因为在同一个处理器上绝不会有tasklet相互强占的情况。

对于软中断，无论是否同种类型，如果数据被软中断共享，那么它必须得到锁的保护。这是 因为，即使是同种类型的两个软中断也可以同时运行在一个系统的多个处理器上。但是，同一处 理器上的一个软中断绝不会抢占另一个软中断，因此，根本没必要禁止下半部。

10.3读-写自旋锁

有时，锁的用途可以明确地分为读取和写入两个场景。例如，对一个链表可能既要更新又要

e 这两个方法往往让代码变得令人费解，一般来说用不着经常检査自旋锁一的代码本身应该要么直接请求占用 锁，要么应该在占用锁之后才能被调用。不过.它们还是有些合理用途，所以f 内核也就提供了这样的接口。 检索。当更新(写入)链表时，不能有其他代码并发地写链表或从链表中读取数据，写操作要求 完全互斥。另一方面，当对其检索(读取)链表时，只要其他程序不对链表进行写操作就行了。 只要没有写操作，多个并发的读操作都是安全的。任务链表的存取模式(在第3章中讨论过)就 非常类似于这种情况，它就是通过读-写自旋锁获得保护的。.

当对某个数据结构的操作可以像这样被划分为读/写或者消费者/生产者两种类别时，类 似读/写锁这样的机制就很有帮助了。为此，Linux内核提供了专门的读-写自旋锁。这种自 旋锁为读和写分别提供了不同的锁。一个或多个读任务可以并发地持有读者锁；相反，用于写 的锁最多只能被一个写任务持有，而且此时不能有并发的读操作。有时把读/写锁叫做共享/ 排斥锁，或者并发/排斥锁，因为这种锁以共享(对读者而言)和排斥(对写者而言)的形式 获得使用。

读/写自旋锁的使用方法类似于普通自旋锁，它们通过下面的方法初始化:

DEFINE\_RWLOCK(mr\_rwlock);

然后，在读者的代码分支中使用如下函数:

read\_lock(&mr\_rwlock)；

&弟区(只读?•••\*/

read\_unlock(&mr\_rwlock)；

最后，在写者的代码分支中使用如下函数：

write\_lock(&mr\_rwlock)；

/•临更区(读写厂••\*/

write\_unlock(&mr\_rwlock);

通常情况下，读锁和写锁会位于完全分割开的代码分支中，如上例所示。

注意，不能把一个读锁“升级”为写锁。比如考虑下面这段代码：

read\_lock(&mr\_rwlock)；

write\_lock(&mr\_rwlock);

执行上述两个函数将会带来死锁，因为写锁会不断自旋，等待所有的读者释放锁，其中也 包括它自己。所以当确实需要写操作时，要在一开始就请求写锁。如果写和读不能清晰地分开的 话，那么使用一般的自旋锁就行了，不要使用读一写自旋锁。

多个读者可以安全地获得同一个读锁，事实上，即使一个线程递归地获得同一读锁也是安 全的。这个特性使得读-写自旋锁真正成为一种有用并且常用的优化手段。如果在中断处理程 序中只有读操作而没有写操作，那么，就可以混合使用“中断禁止”锁，使用readjock。而不 是read\_lock\_irqsave()对读进行保护。不过，你还是需要用write\_lock\_irqsaveO禁止有写操作的 中断，否则，中断里的读操作就有可能锁死在写锁上㊀。表10・5列出了针对读一写言旋锁的所 有操作。

e 假如读者正在进行操作，包含写操作的中断发生“由于读锁还没有全部被释放，所以写操作会自旋，而读 操作只能在包含写操作的中断返回后才能继续，释放读锁，此时死锁就发生了。一译者注

表1G5读一写自旋锁方法列表

|  |  |
| --- | --- |
| 方 法 | 描 述 |
| **read lock0** | 获得指定的读锁 |
| **read lock irqO** | 禁止本地中断并获得指定读锁 |
| **read lock irqsave()** | 存储本地中断的当前状态，禁止本地中断并获得指定读锁 |
| **readunlockO** | 释放指定的读锁 |
| **read\_unlock\_irqO** | 释放指定的读锁井激活本地中断 |
| **read unlock irqrestoreO** | 释放指定的读锁并将本地中断恢复到指定的前状态 |
| **write\_lockO** | 获得指定的写锁 |
| **write lock irqO** | 禁止本地中断并获得指定写锁 |
| **write lock irqsaveO** | 存储本地中断的当前状态，禁止本地中断并获得指定写锁 |
| **write\_unlockO** | 释放指定的写锁 |
| **write\_imlock\_irqO** | 样放指定的写锁井激活本地中断 |
| **write unlock irqrestoreO** | 释放指定的写锁并将本地中断恢复到指定的前状态 |
| **writetrylockO** | 试图获得指定的写销；如果写锁不可用，返回非。值 |
| **rwlock initO** | 初始化指定的**nvlock t** |

在使用Limix读-写自旋锁时，最后要考虑的一点是这种锁机制照顾读比照顾写要多一点。 当读锁被持有时，写操作为了互斥访问只能等待，但是，读者却可以继续成功地作占用锁。而自 旋等待的写者在所有读者释放锁之前是无法获得锁的。所以，大最读者必定会使挂起的写者处于 饥饿状态，在你自己设计锁时一定要记住这一点一有些时候这种行为是有益的，有时则会带来 灾难。

自旋锁提供了一种快速简单的锁实现方法。如果加锁时间不长并且代码不会睡眠（比如中 断处理程序），利用自旋锁是最佳选择。如果加锁时间可能很长或者代码在持有锁时有可能睡眠, 那么最好使用信号量来完成加锁功能。

10.4信号量

Linux中的信号量是一种睡眠锁。如果有一个任务试图获得一个不可用（已经被占用）的信 号量时，信号量会将其推进一个等待队列，然后让其睡眠。这时处理器能重获自由，从而去执行 其他代码。当持有的信号最可用（被释放）后，处于等待队列中的那个任务将被唤醒，并获得该 信号量。

让我们再一次回到门和钥匙的例子。当某个人到了门前，他抓取钥匙，然后进入房间。最大 的差异在于当另一个人到了门前，但无法得到钥匙时会发生什么情况。在这种情况下，这家伙不 是在徘徊等待，而是把自己的名字写在一个列表中，然后打盹去了。当里面的人离开房间时，就 在门口査看一下列表。如果列表上有名字，他就对第一个名字仔细检査，并在胸部给他一拳，叫 醒他，让他进入房间。在这种方式中，钥匙（相当于信号量）继续确保一次只有一个人（相当于 执行线程）进入房间（相当于临界区）。这就比自旋锁提供了更好的处理器利用率，因为没有把 时间花费在忙等待上，但是，信号量比自旋锁有更大的开销。生活总是一分为二的。

我们可以从信号量的睡眠特性得出一些有意思的结论:

•由于争用信号量的进程在等待锁重新变为可用时会睡眠，所以信号量适用于锁会被长时间 持有的情况。

•相反，锁被短时间持有时，使用信号量就不太适宜了。因为睡眠、维护等待队列以及唤醒 所花费的开销可能比锁被占用的全部时间还要长。

•由于执行线程在锁被争用时会睡眠，所以只能在进程上下文中才能获取信号量锁，因为在 中断上下文中是不能进行调度的。

•你可以在持有信号量时去睡眠（当然你也可能并不需要睡眠），因为当其他进程试图获得同 一信号量时不会因此而死锁（因为该进程也只是去睡眠而已，而你最终会继续执行的）。

•在你占用信号量的同时不能占用自旋锁。因为在你等待信号量时可能会睡眠，而在持有自 旋锁时是不允许睡眠的。

以上这些结论阐明了信号量和自旋锁在使用上的差异。在使用信号量的大多数时候，你的 选择余地并不大。往往在需要和用户空间同步时，你的代码会需要睡眠，此时使用信号量是唯一 的选择。由于不受睡眠的限制，使用信号量通常来说更加容易一些。如果需要在自旋锁和信号最 中做选择，应该根据锁被持有的时间长短做判断。理想情况当然是所有的锁定操作都应该越短越 好。但如果你用的是信号量，那么锁定的时间长一点也能够接受。另外，信号量不同于自旋锁， 它不会禁止内核抢占，所以持有信号量的代码可以被抢占。这意味着信号量不会对调度的等待时 间带来负面影响。

10.4.1**计数信号量和二值信号量**

最后要讨论的是信号量的一个有用特性，它可以同时允许任意数量的锁持有者，而自旋锁在 一个时刻最多允许一个任务持有它。信号量同时允许的持有者数量可以在声明信号量时指定。这 个值称为使用者数量（usage count）或简单地叫数量（count）。通常情况下，信号量和自旋锁一 样，在一个时刻仅允许有一个锁持有者。这时计数等于1,这样的信号量被称为二值信号量（因 为它或者由一个任务持有，或者根本没有任务持有它）或者称为互斥信号量（因为它强制进行互 斥）。另一方面，初始化时也可以把数量设置为大于1的非0值。这种情况，信号量被称为计数 信号量（counting semaphone）,它允许在一个时刻至多有count个锁持有者。计数信号量不能用 来进行强制互斥，因为它允许多个执行线程同时访问临界区。相反，这种信号量用来对特定代玛 加以限制，内核中使用它的机会不多。在使用信号量时，基本上用到的都是互斥信号量（计数等 于1的信号量）。

信号量在1968年由EdsgerWybe Dijkstra0提出，此后它逐渐成为一种常用的锁机制。信号 最支持两个原子操作P（）和V（）,这两个名字来自荷兰语Proberen和Vershogen。前者叫做测试 操作（字面意思是探査），后者叫做增加操作。后来的系统把两种操作分别叫做down。和up（）.

**© Dijkstra**博士 **（1930-2002）**是计算机科学史上最为成功的科学家之一，他在操作系统设计、算法理论和信号 最概念的创建等诸多领域做出了卓越的贡献。他生于荷兰的鹿特丹，曾在克萨斯大学任教**15**年。不过他恐怕 对**Linux**中间夹杂的大屈**GOTO**厝句不太满意。

Linux也遵从这种叫法。down()操作通过对信号量计数减1来请求获得一个信号量。如果结果是 0或大于0,获得信号量锁，任务就可以进入临界区。如果结果是负数，任务会被放入等待队列， 处理器执行其他任务。该函数如同一个动词，降低(down) 一个信号量就等于获取该信号量。 相反，当临界区中的操作完成后，叩()操作用来释放信号量，该操作也被称作是提升(upping) 信号量，因为它会增加信号量的计数值。如果在该信号量上的等待队列不为空，那么处于队列中 等待的任务在被唤醒的同时会获得该信号量。

10.4.2创建和初始化信号量

信号量的实现是与体系结构相关的，具体实现定义在文件＜asm/semaphore.h＞中。struct semaphore类型用来表示信号量。可以通过以下方式静态地声明信号量——其中name是信号量 变量名，count是信号量的使用数最：

struct semaphore name；

sema\_init(&name, count);

创建更为普通的互斥信号量可以使用以下快捷方式，不用说，name仍然是互斥信号最的 变量名：

static DECLARE\_MUTEX(name);

更常见的情况是，信号量作为一个大数据结构的一部分动态创建。此时，只有指向该动态创 建的信号量的间接指针，可以使用如下函数来对它进行初始化:

sema\_init(sem,count) •

sem是指针，count是信号量的使用者数量。

与前面类似，初始化一个动态创建的互斥信号量时使用如下函数：

init\_MUTEX (sem);

我不明白为什么“mutex”在init\_MUTEX()中是大写，或者为什么“init”在这个函数名中 放在前面，而在sema\_init()中放在后面。不知道在你读第8章时，有没有被这些不一致的命名方 法打闷呢。

10.4.3使用信号量

函数down\_interruptible()试图获取指定的信号量，如果信号量不可用，它将把调用进程置成 TASK, INTERRUPTIBLE状态一进入睡眠。回忆第3章的内容，这种进程状态意味着任务可 以被信号唤醒，一般来说这是件好事。如果进程在等待获取信号量的时候接收到了信号，那么 该进程就会被唤醒，而函数down\_interruptible。会返回.EINTR。另外一个函数down。会让进 程在TASK\_UNINTERRUPTIBLE状态下睡眠。你应该不希望这种情况发生，因为这样一来， 进程在等待信号量的时候就不再响应信号了。因此，使用down\_interruptible()比使用down() 更为普遍(也更正确)。也许你会觉得这两个函数名字起得有点不恰当，的确，这些命名并不 很理想。

使用down\_trylock()函数，你可以尝试以堵塞方式来获取指定的信号量。在信号量已被占用 时，它立刻返回非0值；否则，它返回0,而且让你成功持有信号量锁。

要释放指定的信号最，需要调用up()函数。例如：

/\*定义并声明一个信号量，名字为mr\_sem,用于信号量计数\*/

static DECLARE\_MUTEX(mr\_sem);

/\*试图获取信号量...\*/

if (down\_interruptible(&mr\_sem))

/•信号被接收，信号量还未获取•/

}

/\*临界区...\*/

/\*释放给定的信号最\*/

up (&mr\_sem)；

表10・6给出了针对信号量的方法的完整列表。

表10.6信号量方法列表

|  |  |
| --- | --- |
| 方 法 | 描 述 |
| sema\_init(stnict semaphore \*,int) | 以指定的计数值初始化动态创建的信号最 |
| init MUTEX(struct semaphore •) | 以计数值1初始化动态创建的信号覚 |
| init\_MUTEX\_LOCKED(struct semaphore •) | 以计数值0初始化动态创建的信号量 (初始为加锁状态) |
| down\_interruptible(struct semaphore •) | 以试图获得指定的信号最，如果信号量 已被争用，则进入可中断睡眠状态 |
| down(struct semaphore \*) | 以试图获得指定的信号最，如果信号畳 已被争用，则进入不可中断睡眠状态 |
| down\_trylock(struct semaphore \*) | 以试图获得指定的信号量，如果信号量 已被争用，则立刻返回非0值 |
| up(struct semaphore •) | 以释放指定的信号量，如果睡眠队列不空， 则唤醒其中一个任务 |

**10.5**读一写信号量

与自旋锁一样，信号量也有区分读-写访问的可能。与读-写自旋锁和普通自旋锁之间的 关系差不多，读-写信号量也要比普通信号量更具优势。

读-写信号量在内核中是由rw\_semaphore结构表示的，定义在文件＜linux/rwsem.h＞中。 通过以下语句可以创建静态声明的读-写信号量：

static DECLARE\_RWSEM(name)；

其中name是新信号量名。

动态创建的读一写信号量可以通过以下函数初始化：

init\_rwsem(struct rw\_semaphore \*sem) /

所有的读-写信号量都是互斥信号量——也就是说，它们的引用计数等于1,虽然它们只对 写者互斥，不对读者。只要没有写者，并发持有读锁的读者数不限。相反，只有唯一的写者(在 没有读者时)可以获得写锁。所有读-写锁的睡眠都不会被信号打断，所以它只有一个版本的 down。操作。例如：

static DECLARE\_RWSEM(mr\_rwsem);

/\*试图获取信号量用于读... \*/

down\_read (&mr\_rwsem)；

/•临界区(只读)..•\*/

/\*释放信号景•/

up\_read(&mr\_rwsem)；

/\* …\*/

/\*试图获取信号量用于写..• \*/

down\_write (&mr\_rwsem)；

*/\*临界区*(读和写)...\*/

/•释放信号虫\*/

up\_write (&mr\_\_sem)；

与标准信号量一样，读-写信号量也提供了 down\_read\_trylock()和down\_write\_trylockO方 法。这两个方法都需要一个指向读-写信号量的指针作为参数。如果成功获得了信号量锁，它 们返回非0值；如果信号量锁被争用，则返回0。要小心(不知道为什么要这样)这与普通信号 量的情形完全相反。

读-写信号量相比读-写自旋锁多一种特有的操作:downgrade\_write()o这个函数可以动 态地将获取的写锁转换为读锁。

读-写信号量和读-写自旋锁一样，除非代码中的读和写可以明白无误地分割开来，否则 最好不使用它。再强调一次，读-写机制使用是有条件的，只有在你的代码可以自然地界定出 读-写时才有价值。

10.6互斥体

直到最近，内核中唯一允许睡眠的锁是信号最•多数用户使用信号量只使用计数1,说白了 是把其作为一个互斥的排他锁使用一好比允许睡眠的自旋锁。不幸的是，信号量用途更通用， 没多少使用限制。这点使得信号量适合用于那些较复杂的、未明情况下的互斥访问，比如内核于 用户空间复杂的交互行为。但这也意味着简单的锁定而使用信号量并不方便，并且信号量也缺乏 强制的规则来行使任何形式的自动调试，即便受限的调试也不可能。为了找到一个更简单睡眠 锁，内核开发者们引入了互斥体(mutex)。确实，这个名字容易和我们的习惯称呼混淆。所以这 里我们澄清一下，“互斥体(mutex)”这个称谓所指的是任何可以睡眠的强制互斥锁，比如使用 计数是1的信号量。但在最新的Linux内核中，“互斥体(mutex)”这个称谓现在也用于一种实 现互斥的特定睡眠锁。也就是说，互斥体是一种互斥信号。

mutex在内核中对应数据结构mutex,其行为和使用计数为1的信号量类似，但操作接口更 简单，实现也更高效，而且使用限制更强。静态地定义mutex,你需要做：

DEFINE\_MUTEX(name);

动态初始化mutex,你需要做:

mutex\_init(&mutex)；

对互斥锁锁定和解锁并不难：

mutex\_lock(Smutex)；

/\*临算区\*/

mutex\_unlock(&mutex)；

看到了吧，它就是一个简化版的信号量，因为不再需要管理任何使用计数。

表10-7是基本的mutex操作列表。

表10・7 Mutex方法

|  |  |
| --- | --- |
| 方 法 | .描 述 |
| **mutex\_lock(struct mutex \*)** | 为指定的**mutex**上锁，如果锁不可用则睡眠 |
| **mutex unlock(struct mutex \*)** | 为指定的**mutex**解锁 |
| **mutex\_trylock(struct mutex \*)** | 试图获取指定的**mutex,**如果成功则返回**1** ；否则锁被获取，返回值是**0** |
| **mutex is locked (struct mutex \*)** | 如果锁已被争用，则返回**1**；否则返回**0** |

mutex的简洁性和高效性源自于相比使用信号量更多的受限性。它不同于信号最，因为 mutex仅仅实现了 Dijkstra设计初衷中的最基本的行为。因此mutex的使用场景相对而言更严格、 更定向了。

•任何时刻中只有一个任务可以持有mutex,也就是说，mutex的使用计数永远是1。

•给mutex上锁者必须负责给其再解锁——你不能在一个上下文中锁定一个mutex,而在另 一个上下文中给它解锁。这个限制使得mutex不适合内核同用户空间复杂的同步场景。最 常使用的方式是：在同一上下文中上锁和解锁。

•递归地上锁和解锁是不允许的。也就是说，你不能递归地持有同一个锁，同样你也不能再 去解锁一个已经被解开的mutex.

•当持有一个mutex时，进程不可以退出。

• mutex不能在中断或者下半部中使用，即使使用mutex\_trylockO也不行。

•mutex只能通过官方API管理：它只能使用上节中描述的方法初始化，不可被拷贝、手动 初始化或者重复初始化。

也许mutex结构最有用的特色是：通过一个特殊的调试模式，内核可以采用编程方式检査 和警告任何践踏其约束法则的不老实行为。当打开内核配置选项CONFIG\_DEBUG\_MUTEXES 后，就会有多种检测来确保这些(还有别的一些)约束得以遵守。这些调试手段无疑能帮助你和

其他mutex使用者们都能以规范式的、简单化的使用模式对其使用。

10.6.1**信号■和互斥体**

互斥体和信号量很相似，内核中两者共存会令人混淆。所幸，它们的标准使用方式都有简单 的规范：除非nrntex的某个约束妨碍你使用，否则相比信号量要优先使用mutex。当你写新代码 时，只有碰到特殊场合(一般是很底层代码)才会需要使用信号量。因此建议首选mutex。如果 发现不能满足其约束条件，且没有其他别的选择时，再考虑选择信号量。

10.6.2**自旋锁和互斥体**

了解何时使用自旋锁，何时使用互斥体(或信号量)对编写优良代码很重要，但是多数情况 下，并不需要太多的考虑，因为在中断上下文中只能使用自旋锁，而在任务睡眠时只能使用互斥 体。表10-8回顾了一下各种锁的需求情况。

表10-8使用什么：自旋锁与信号最的比较

|  |  |
| --- | --- |
| 需求 | 建议的加锁方法 |
| 低开销加锁 | 优先使用自旋锁 |
| 短期锁定 | 优先使用自旋锁 |
| 长期加锁 | 优先使用互斥体 |
| 中断上下文中加锁 | 使用自旋锁 |
| 持有锁需要睡眠 | 使用互斥体 |

10.7完成变量

如果在内核中一个任务需要发出信号通知另一任务发生了某个特定事件，利用完成变量 (completion variable)是使两个任务得以同步的简单方法。如果一个任务要执行一些工作时，另 一个任务就会在完成变量上等待。当这个任务完成工作后，会使用完成变量去唤醒在等待的任 务。这听起来很像一个信号量，的确如此一思想是一样的。事实上，完成变量仅仅提供了代替 信号量的一个简单的解决方法。例如，当子进程执行或者退出时，vfork()系统调用使用完成变量 唤醒父进程。

完成变量由结构completion表示，定义在＜linux/completion.h＞中。通过以下宏静态地创建 完成变量并初始化它:

DECLARE\_COMPLETION(mr\_comp);

通过init\_completion()动态创建并初始化完成变量。

在一个指定的完成变量上，需要等待的任务调用wait\_for\_completion()来等待特定事件。当 特定事件发生后，产生事件的任务调用complete。来发送信号唤醒正在等待的任务。表10・9列 出了完成变量的方法。

表169完成变量方法

|  |  |
| --- | --- |
| 方 法 | 描 述 |
| **init\_completion(struct completion •)** | 初始化指定的动态创建的完成变量 |
| **wait fbr completion(struct completion \*)** | 等待指定的完成变量接收信号 |
| **complete(struct completion •)** | 发信号唤醒任何等待任务 |

使用完成变量的例子可以参考kemel/sched.c和kemel/fbrk.c。完成变量的通常用法是， 将完成变量作为数据结构中的一项动态创建，而完成数据结构初始化工作的内核代码将调用 wait\_for\_completion()进行等待。初始化完成后，初始化函数调用completion()唤醒在等待的 内核任务。

10.8 BLK：大内核锁

欢迎来到内核的原始混沌时期。BKL (大内核锁)是一个全局自旋锁，使用它主要是为了方 便实现从Linux最初的SMP过渡到细粒度加锁机制。我们下面来介绍BKL的一些有趣的特性:

•持有BKL的任务仍然可以睡眠。因为当任务无法被调度时，所加锁会自动被丢弃；当任 务被调度时，锁又会被重新获得。当然，这并不是说，当任务持有BKL时，睡眠是安全 的，仅仅是可以这样做，因为睡眠不会造成任务死锁。

•BKL是一种递归锁。一个进程可以多次请求一个锁，井不会像自旋锁那样产生死锁现象。

•BKL只可以用在进程上下文中。和自旋锁不同，你不能在中断上下文中申请BLK。

•新的用户不允许使用BLK。随着内核版本的不断前进，越来越少的驱动和子系统再依赖于 BLK To

这些特性有助于2.0版本的内核向2.2版本过渡。在SMP支持被引入到2.0版本时，内核中 一个时刻上只能有一个任务运行(当然，经过长期发展，现在内核已经被很好地线程化了)。2.2 版本的目标是允许多处理器在内核中并发执行程序。引入BKL是为了使到细粒度加锁机制的过 渡更容易些，虽然当时BKL对内核过渡很有帮助，但是目前它已成为内核可扩展性的障碍了。

在内核中不鼓励使用BKL。事实上，新代码中不再使用BKL,但是这种锁仍然在部分内核 代码中得到沿用，所以我们仍然需要理解BKL以及它的接口。除了前面提到的以外，BKL的使 用方式和自旋锁类似。函数lock\_kemel()请求锁，unlock\_kemel()释放锁。一个执行线程可以递 归的请求锁，但是，释放锁时也必须调用同样次数的unlock\_kemel()操作，在最后一个解锁操作 完成后，锁才会被释放。函数kemel」ocked()检测锁当前是否被持有，如果被持有，返回一个非 0值，否则返回0。这些接口被声明在文件＜linux/smp\_lock.h＞中，简单的用法如下：

lock\_kernel()；

/ \*臨界区，对所有其他的BLK用户进行同步……

•注意，你可以安全地在此睡眠，锁会悄无声息地被释放

•当你的任务被重新调度时，锁又会被悄无声息地获取

•这意味着你不会处于死锁状态，但是，如果你需要锁保护这里的数据

\*你还是不需要睡眠 \*/

unlock kernel()；

BKL在被持有时同样会禁止内核抢占。在单一处理器内核中，BKL并不执行实际的加锁操 作。表10・10列出了所有BKL函数。

表**10-10 BKL**函数列表

|  |  |
| --- | --- |
| 函 数 | 描 述 |
| **lock kemelO** | 获得**BKL** |
| **unlock\_kcmelO** | 释放**BKL** |
| **kemel lockedO** | 如果锁被持有返回非。值，否则返回**0 (UP**总是返回非**0)** |

对于BKL最主要的问题是确定BKL锁保护的到底是什么。多数情况下，BKL更像是保护 代码(如“它保护对fbo()函数的调用者进行同步”)而不保护数据(如“保护结构fbo”)。这个 问题给利用自旋锁取代BKL造成了很大困难，因为难以判断BKL到底锁的是什么，更难的是， 发现所有使用BKL的用户之间的关系。

10.9顺序锁

顺序锁，通常简称seq锁，是在2.6版本内核中才引入的-•种新型锁。这种锁提供了一种很 简单的机制，用于读写共享数据。实现这种锁主要依靠一个序列计数器。当有疑义的数据被写入 时，会得到一个锁，并且序列值会增加。在读取数据之前和之后，序列号都被读取。如果读取的 序列号值相同，说明在读操作进行的过程中没有被写操作打断过。此外，如果读取的值是偶数, 那么就表明写操作没有发生(要明白因为锁的初值是0,所以写锁会使值成奇数，释放的时候变 成偶数)。

定义一个seq锁：

seqlock\_t mr\_seq\_lock = DEFINE\_SEQLOCK(mr\_seq\_lock)；

然后，写锁的方法如下：

write\_seqlock(&mr\_seq\_lock)；

/•写成被获取..•\*/-

write\_sequnlock(&mr seqlock)；

这和普通自旋锁类似。不同的情况发生在读时，并且与自旋锁有很大不同：

unsigned long seq；

do(

seq = read\_seqbegin(&mr\_seq\_lock)；

/•读这里的城毎...\*/

}while (read\_seqretry (&mr\_seq\_lock, seq))*；*

在多个读者和少数写者共享一把锁的时候，seq锁有助于提供一种非常轻量级和具有可扩展 性的外观。但是seq锁对写者更有利。只要没有其他写者，写锁总是能够被成功获得。读者不 会影响写锁，这点和读-写自旋锁及信号量一样。另外，挂起的写者会不断地使得读操作循环 (前一个例子)，直到不再有任何写者持有锁为止。

Seq锁在你遇到如下需求时将是最理想的选择：

•你的数据存在很多读者。

•你的数据写者很少。

•虽然写者很少，但是你希望写优先于读，而且不允许读者让写者饥饿。

•你的数据很简单，如简单结构，甚至是简单的整型一在某些场合，你是不能使用原子 量的。

使用seq锁中最有说服力的是jiffieso该变量存储了 Linux机器启动到当前的时间(参见第 H\*o Jiffies是使用一个64位的变量，记录了自系统启动以来的时钟节拍累加数。对于那些能 自动读取全部64位jiffies\_64变量的机器来说，需要用getjiffies\_64()方法完成，而该方法的实 现就是用了 seq锁：

u64 get\_jiffies\_64(void)

(

unsigned long seq;

u64 ret; 、

do (

seq = read\_seqbegin(fixtime\_lock);

ret = jiffies\_64;

} while (read\_seqretry(&xtime\_lock, seq));

return ret;

}

定时器中断会更新jjffies的值，此刻，也需要使用seq锁变量：

write\_seqlock(&xtime\_lock)；

j iffies\_64 += 1 ；

write\_sequnlock(txtime\_lock)；

若要进一步了解jiffies和内核时间管理，请看第11章和内核源码树中的kemel/timer.c与 kemel/time/tick-common.c 文件。

10-10禁止抢占

由于内核是抢占性的，内核中的进程在任何时刻都可能停下来以便另一个具有更高优先权 的进程运行。这意味着一个任务与被抢占的任务可能会在同一个临界区内运行。为了避免这种情 况，内核抢占代码使用自旋锁作为非抢占区域的标记。如果一个自旋锁被持有，内核便不能进行 抢占。因为内核抢占和SMP面对相同的并发问题，并且内核已经是SMP安全的(SMP-safe), 所以，这种简单的变化使得内核也是抢占安全的(preempt.safe)。

或许这就是我们希望的。实际中，某些情况并不需要自旋锁，但是仍然需要关闭内核抢占。 最频繁出现的情况就是每个处理器上的数据。如果数据对每个处理器是唯一的，那么，这样的数 据可能就不需要使用锁来保护，因为数据只能被一个处理器访问。如果自旋锁没有被持有，内核 又是抢占式的，那么一个新调度的任务就可能访问同一个变量，如下所示：

任务A对何个处理器中未被销保护的变量foo进行操作

任务A被抢占

任务**B**被调度

任务**B**操作变量**foo**

任务**B**完成

任务**A**被调度

任务**A**继续操作变量**f**。。

这样，即使这是一个单处理器计算机，变最foo也会被多个进程以伪并发的方式访问。通 常，这个变最会请求得到一个自旋锁(防止多处理器机器上的真并发)。但是如果这是每个处理 器上独立的变量，可能就不需要锁。

为了解决这个问题，可以通过preempt\_disable0禁止内核抢占。这是一个可以嵌套调用 的函数，可以调用任意次。每次调用都必须有一个相应的preempt\_enable()调用。当最后一次 preempt\_enable()被调用后，内核抢占才重新启用。例如：

preempt\_disable()； /•抢占饋止...•/ preempt\_enable()；

抢占计数存放着被持有锁的数量和preempt\_disable()的调用次数，如果计数是0,那么内核 可以进行抢占；如果为1或更大的值，那么，内核就不会进行抢占。这个计数非常有用——它是 一种对原子操作和睡眠很有效的调试方法。函数preempt\_count()返回这个值。表10・11列出了内 核抢占相关的函数。

表**10・11**内核抢占的相关函数

|  |  |
| --- | --- |
| 函 数 | 描 述 |
| **preemptdisableO** | 増加抢占计数值，从而禁止内核抢占 |
| **preempt\_enable()** | 减少抢占计数，并当该值降为**0**时检査和执行被挂起的 需调度的任务 |
| **preempt cnable no resched0** | 激活内核抢占但不再检査任何被挂起的需调度任务 |
| **preemptcountO** | 返回抢占计数 |

为了用更简洁的方法解决每个处理器上的数据访问问题，可以通过get\_cpu()获得处理器编 号(假定是用这种编号来对每个处理器的数据进行索引的)。这个函数在返回当前处理器号前首 先会关闭内核抢占。

int cpu ；

/\*禁止内核抢占，并将**CPU**设置为当前处理器•/

cpu= get\_cpu()；

/•对每个丞理器的数据进行操作•-.\*/

/\*再给予内核抢占性**，“CPU”**可改变故它不再有效•/

put\_cup()；

10.11顺序和屏障

当处理多处理器之间或硬件设备之间的同步问题时，有时需要在你的程序代码中以指定的顺 序发出读内存(读入)和写内存(存储)指令。在和硬件交互时，时常需要确保一个给定的读操 作发生在其他读或写操作之前。另外，在多处理器上，可能需要按写数据的顺序读数据(通常确 保后来以同样的顺序进行读取)。但是编译器和处理器为了提高效率，可能对读和写重新排序㊀， 这样无疑使问题复杂化了。幸好，所有可能重新排序和写的处理器提供了机器指令来确保顺序要 求。同样也可以指示编译器不要对给定点周围的指令序列进行重新排序。这些确保顺序的指令称 作屏障(barriers )o

基本上，在某些处理器上存在以下代码：

a=l；

b=2；

有可能会在a中存放新值之前就在b中存放新值。

编译器和处理器都看不出a和b之间的关系。编译器会在编译时按这种顺序编译，这种顺序 会是静态的，编译的目标代码就只把a放在b之前。但是，处理器会重新动态排序，因为处理器 在执行指令期间，会在取指令和分派时，把表面上看似无关的指令按自认为最好的顺序排列。大 多数情况下，这样的排序是最佳的，因为a和b之间没有明显的关系。尽管有些时候程序员知道 什么是最好的顺序。

尽管前面的例子可能被重新排序，但是处理器和编译器绝不会对下面的代码重新排序：

a = 1;

b ■ a；

此处a和b均为全局变量，因为a与b之间有明确的数据依赖关系。

但是不管是编译器还是处理器都不知道其他上下文中的相关代码。偶然情况下，有必要让 写操作被其他代码识别，也让所期望的指定顺序之外的代码识别。这种情况常常发生在硬件设备 上，但是在多处理器机器上也很常见。

rmb()方法提供了一个“读”内存屏障，它确保跨越rmb()的载入动作不会发生重排序。也 就是说，在rmbO之前的载入操作不会被重新排在该调用之后，同理，在rmb()之后的载入操作 不会被重新排在该调用之前。

wmb()方法提供了一个“写”内存屏障，这个函数的功能和rmb()类似，区别仅仅是它是针 对存储而非载入——它确保跨越屏障的存储不发生重排序。

mb()方法既提供了读屏障也提供了写屏障。载入和存储动作都不会跨越屏障重新排序。这 是因为一条单独的指令(通常和rmb()使用同一个指令)既可以提供载入屏障，也可以提供存储 屏障。

read\_barrier\_depends()是nnb。的变种，它提供了一个读屏障，但是仅仅是针对后续读操作 所依靠的那些载入。因为屏障后的读操作依赖于屏障前的读操作，因此，该屏障确保屏障前的 读操作在屏障后的读操作之前完成。明白了吗？基本上说，该函数设置一个读屏障，如rmb(), 但是只针对特定的读——也就是那些相互依赖的读操作。在有些体系结构上，read\_barrier\_ depends。比nnb()执行得快，因为它仅仅是个空操作，实际并不需要。

© 虽然**Intel x86**处理器不会对写进行重新排序，也就是说，它不进行打乱顺序的存储，但是其他处理器会这么做。

看看使用了 mb()和rmb()的一个例子，其中a的初始值是1, b的初始值是2。

**线程**1 **线程**2

a = 3; —

mb()； —

b = 4 ； c = b ；

* rmb();
* d = a；

如果不使用内存屏障，在某些处理器上，C可能接收了 b的新值，而d接收了 a原来的值。 比如c可能等于4 (正是我们希望的)，然而d可能等于1 (不是我们希望的)。使用mb()能确保 a和b按照预定的顺序写入，而rmb()确保c和d按照预定的顺序读取。

这种重排序的发生是因为现代处理器为了优化其传送管道(pipeline),打乱了分派 和提交指令的顺序。如果上例中读入a、b时的顺序被打乱的话，又会发生什么情况呢？ rmb()或wmb()函数相当于指令，它们告诉处理器在继续执行前提交所有尚未处理的载入 或存储指令。

看一个类似的例子，但是其中一个线程用read\_barrier\_depends()代替了 rmb()。例子中a的 初始值是1, b是2, p是&b。

**线程**1 **线程**2

a = 3 ； 一

mb(); —

P = &a； pp = p；

* read\_barrier\_depends()；

一 b = \*pp；

再一次声明，如果没有内存屏障，有可能在pp被设置成P前，b就被设置为ppTo由于载 A\*PP依靠载入P，所以read.barrier.depends()提供了一个有效的屏障。虽然使用rmb()同样有 效，但是因为读是数据相关的，所以我们使用read\_barrier\_depends0可能更快。注意，不管在哪 种情况下，左边的线程都需要mb()操作来确保预定的载入或存储顺序。

宏 smp\_rmb()、smp\_wmb0、smp\_mb()和 smp\_read\_barrier\_depends()提供了\_个有用的优化。 在SMP内核中它们被定义成常用的内存屏障，而在单处理机内核中，它们被定义成编译器的屏 障。对于SMP系统，在有顺序限定要求时，可以使用SMP的变种。

barrier()方法可以防止编译器跨屏障对载入或存储操作进行优化。编译器不会重新组 织存储或载入操作，而防止改变C代码的效果和现有数据的依赖关系。但是，它不知道在当 前上下文之外会发生什么事。例如，编译器不可能知道有中断发生，这个中断有可能在读取 正在被写入的数据。这时就要求存储操作发生在读取操作前。前面讨论的内存屏障可以完成 编译器屏障的功能，但是编译器屏障要比内存屏障轻最(它实际上是轻快的)得多。实际上， 编译器屏障几乎是空闲的，因为它只防止编译器可能重排指令。

表10-12给出了内核中所有体系结构提供的完整的内存和编译器屏障方法。

\*10-12内存和编译器屏障方法

|  |  |
| --- | --- |
| 屏 障 | 描 述 |
| **rmb()** | 阻止跨越屏障的裁入动作发生重排序 |
| **read barrier dependsO** | 阻止跨越屏障的具有数据依赖关系的载入动作重排序 |
| **wmbO** | 阻止跨越屏障的存储动作发生重排序 |
| **mbO** | 阻止跨越屏障的载入和存储动作重新排序 |
| **smp rmb()** | 在**SMP**上提供**rmbO**功能，在**UP**上提供**barrierQ**功能 |
| **smp\_read\_bairier\_dependsO** | 在**SMP**上提供**read barrier depcndsO**功能，在**UP**上提供**barrierO**功能 |
| **smp wmbO** | 在**SMP**上提供**wmbO**功能.，在**UP**上提供**barrierO**功能 |
| **smp mbO** | 在**SMP**上提供**mb（）**功能，在**UP**上提供**barrierQ**功能 |
| **barrierQ** | 阻止编译器跨屏障对载入或存储操作进行优化 |

注意，对于不同体系结构，屏障的实际效果差别很大。例如，如果一个体系结构不执行打 乱存储（如Intel x86芯片就不会），那么wmb（）就什么也不做。但应该为最坏的情况（即排序 能力最弱的处理器）使用恰当的内存屏蔽，这样代码才能在编译时执行针对体系结构的优化。

10.12小结

本章应用了第9章的概念和原理，这使得你能理解Linux内核用于同步和并发的具体方法。 我们一开始先讲述了最简单的确保同步的方法——原子操作，然后考察了自旋锁，这是内核中最 普通的锁，它提供了轻量级单独持有者的锁，即争用时忙等。我们接着还讨论了信号量（这是一 种睡眠锁）以及更通用的衍生锁——mutex。至于专用的加锁原语像完成变最、seq锁，只是稍稍 提及。我们取笑BLK,考察了禁止抢占，并理解了屏障，它曾难以驾驭。

以第9章和第10章的同步方法为基础，就可以编写避免竞争条件、确保正确同步，而且能 在多处理器上安全运行的内核代码了。

定时器和时间管理

时间管理在内核中占有非常重要的地位。相对于事件驱动6而言，内核中有大量的函数都是 基于时间驱动的。其中有些函数是周期执行的，像对调度程序中的运行队列进行平衡调整或对屏 幕进行刷新这样的函数，都需要定期执行，比如说，每秒执行100次；而另外一些函数，比如需 要推后执行的磁盘I/O操作等，则需要等待一个相对时间后才运行——比如说，内核会在500ms 后再执行某个任务。除了上述两种函数需要内核提供时间外，内核还必须管理系统的运行时间以 及当前日期和时间。

请注意相对时间和绝对时间之间的差别。如果某个事件在5s后被调度执行，那么系统所需 要的不是绝对时间，而是相对时间(比如，相对现在起5s后)；相反，如果要求管理当前日期和 当前时间，则内核不但要计算流逝的时间而且还要计算绝对时间。所以这两种时间槪念对内核时 间管理来说都至关重要。

另外，还请注意周期性产生的事件与内核调度程序推迟到某个确定点执行的事件之间的差 别。周期性产生的事件——比如每10ms一次——都是由系统定时器驱动的。系统定时器是一种 可编程硬件芯片，它能以固定频率产生中断。该中断就是所谓的定时器中断，它所对应的中断处 理程序负责更新系统时间，也负责执行需要周期性运行的任务。系统定时器和时钟中断处理程序 是Limix系统内核管理机制中的中枢，本章将着重讨论它们。

本章关注的另外一个焦点是动态定时器 种用来推迟执行程序的工具。比如说，如果软 驱马达在一定时间内都未活动，那么软盘驱动程序会使用动态定时器关闭软驱马达。内核可以动 态创建或撤销动态定时器。本章将介绍动态定时器在内核中的实现，同时给出在内核代码中可供 使用的定时器接口。

11-1内核中的时间概念

时间概念对计算机来说有些模糊，事实上内核必须在硬件的帮助下才能计算和管理时间。 硬件为内核提供了一个系统定时器用以计算流逝的时间，该时钟在内核中可看成是一个电子时 间资源，比如数字时钟或处理器频率等。系统定时器以某种频率自行触发(经常被称为击中 (hitting)或射中(popping))时钟中断，该频率可以通过编程预定，称作节拍率(tick rate)。当 时钟中断发生时，内核就通过一种特殊的中断处理程序对其进行处理。

因为预编的节拍率对内核来说是可知的，所以内核知道连续两次时钟中断的间隔时间。这

**G**更准确地讲，时间驱动事件也属于事件驱动的一种一时间的流逝本身就是一种事件。然而，由于时间驱动 的頻率非常高，且对内核而言至关蒐要，因此，本章中我们仅仅分析时间驱动事件。

个间隔时间就称为节拍（tick）,它等于节拍率分之一（1/ （tick rate））秒。正如你箫看到的，内 核就是靠这种已知的时钟中断间隔来计算墙上时间和系统运行时间的。墙上时间（也就是实际时 间）对用户空间的应用程序来说是最重要的。内核通过控制时钟中断维护实际时间，另外内核也 为用户空间提供了一组系统调用以获取实际日期和实际时间。系统运行时间（自系统启动开始所 经的时间）对用户空间和内核都很有用，因为许多程序都必须清楚流逝的时间。通过两次（现在 和以后）读取运行时间再计算它们的差，就可以得到相对的流逝的时间了。

•时钟中断对于管理操作系统尤为重要，大量内核函数的生命周期都离不开流逝的时间的控 制。下面给出一些利用时间中断周期执行的工作:

•更新系统运行时间。

•更新实际时间。 .

•在smp系统上，均衡调度程序中各处理器上的运行队列。如果运行队列负载不均衡的话, 尽量使它们均衡（在第4章中讨论过）。

•检査当前进程是否用尽了自己的时间片。如果用尽，就重新进行调度（在第4章中讨论过）。 •运行超时的动态定时器。

•更新资源消耗和处理器时间的统计值。

这其中有些工作在每次的时钟中断处理程序中都要被处理一也就是说，这些工作随时钟的 频率反复运行。另一些也是周期性地执行，但只需要每n次时钟中断运行一次，也就是说，这些 函数在累计了一定数量的时钟节拍数时才被执行。在“定时器中断处理程序”这一小节中，我们 将详细讨论时钟中断处理程序。

11.2节拍率:HZ

系统定时器频率（节拍率）是通过静态预处理定义的，也就是HZ （赫兹），在系统启动时 按照HZ值对硬件进行设置。体系结构不同，HZ的值也不同，实际上，对于某些体系结构来说, 甚至是机器不同，它的值都会不一样。

内核在＜asm/param.h＞文件中定义了这个值。节拍率有一个HZ频率，一个周期为1/HZ 秒。例如，x86体系结构中，系统定时器频率默认值为100。因此，x86上时钟中断的频率就为 100HZ,也就是说在i386处理上的每秒钟时钟中断100次（百分之一秒，即每10ms产生一次）。 但其他体系结构的节拍率为250和1000,分别对应4ms和1ms。表11-1给出了各种体系结构与 各自对应节拍率的完整列表。

编写内核代码时，不要认为HZ值是一个固定不变的值。这不是一个常见的错误，因为大多 数体系结构的节拍率都是可调的。但是在过去，只有Alpha一种机型的节拍率不等于100,所以 很多本该使用HZ的地方，都错误地在代码中直接硬编码（hardcode）成100这个值。稍后，我 们会给出内核代码中使用HZ的例子。

正如我们所看到的，时钟中断能处理许多内核任务，所以它对内核来说极为重要。事实上, 内核中的全部时间概念都来源于周期运行的系统时钟。所以选择一个合适的频率，就如同在人际 交往中建立和谐关系一样，必须取得各方面的折中。

表**11-1**时钟中断频率

|  |  |
| --- | --- |
| 体系结构 | 频率**/HZ** |
| **Alpha** | **1024** |
| **Arm** | **100** |
| **avr32** | **100** |
| **Blackfin** | **100** |
| **Cris** | **100** |
| **h8300** | **100** |
| **ia64** | **1 024** |
| **m32r** | **100** |
| **m68k** | **100** |
| **m68knommu** | **50, 100** 或 **1000** |
| **Microblaze** | **100** |
| **Mips** | **100** |
| **mnl0300** | **100** |
| **parisc** | **100** |
| **powerpc** | **100** |
| **Score** | **100** |
| **s390** | **100** |
| **Sh** | **100** |
| **spare** | **100** |
| **Um** | **100** |
| **x86** | **100** |

11.2.1理想的HZ值

自Linux问世以来，i386体系结构中时钟中断频率就设定为100HZ,但是在2.5开发版内核 中，中断频率被提高到1000HZ.当然，是否应该提高频率（如同其他绝大多数事情一样）是饱 受争议的。由于内核中众多子系统都必须依赖时钟中断工作，所以改变中断频率必然会对整个系 统造成很大的冲击。但是，任何事情总是有两面性的，我们接下来就来分析系统定时器使用高频 率与使用低频率各有哪些优劣。

提高节拍率意味着时钟中断产生得更加频繁，所以中断处理程序也会更频繁地执行。如此一 来会给整个系统带来如下好处:

•更高的时钟中断解析度（resolution）可提高时间驱动事件的解析度。

•提高了时间驱动事件的准确度（accuracy）。

提高节拍率等同于提高中断解析度。比如HZ=100的时钟的执行粒度为10ms,即系统中的 周期事件最快为每10ms运行一次，而不可能有更高的精度㊀，但是当HZ=1000时，解析度就为

**0** 这里所说的是计算机意义上的精度，而不是科学意义上的精度。科学意义上的精度是统计反复性的量度，*在* 计算机领域内，精度是表示一个值的有效位的个数。

1ms—精细了 10倍。虽然内核可以提供频度为1ms的时钟，但是并没有证据显示对系统中所 有程序而言，频率为1000Hz的时钟率相比频率为100Hz的时钟都更合适。

另外，提高解析度的同时也提高了准确度。假定内核在某个随机时刻触发定时器，而它可能 在任何时间超时，但由于只有在时钟中断到来时才可能执行它，所以平均误差大约为半个时钟中 断周期。比如说，如果时钟周期为HZ=100,那么事件平均在设定时刻的+/-5ms内发生，所以 平均误差为5ms。如果HZ=1000,那么平均误差可降低到0.5ms—准确度提高了 10倍。

11.2.2高HZ的优势

更高的时钟中断频度和更高的准确度又会带来如下优点：

•内核定时■器能够以更髙的频度和更高的准确度（它带来了大量的好处，下一条便是其中之 一）运行。

•依赖定时值执行的系统调用，比如poll。和select（）,能够以更高的精度运行。

•对诸如资源消耗和系统运行时间等的测量会有更精细的解析度。

•提高进程抢占的准确度。

对poll。和select（）超时精度的提高会给系统性能带来极大的好处。提高精度可以大幅度提 高系统性能。频繁使用上述两种系统调用的应用程序，往往在等待时钟中断上浪费大量的时间， 而事实上，定时值可能早就超时了。回忆一下，平均误差（也就是，可能浪费的时间）可是时钟 中断周期的一半。

更高的准确率也使进程抢占更准确，同时还会加快调度响应时间。第4章中提到过，时钟中 断处理程序负责减少当前进程的时间片计数。当时间片计数跌到0时，而又设置了 need\*esched 标志的话，内核便立刻重新运行调度程序。假定有一个正在运行的进程，它的时间片只剩下2ms 了，此时调度程序又要求抢占该进程，然后去运行另一个新进程；然而，该抢占行为不会在下一 个时钟中断到来前发生，也就是说，在这2ms内不可能进行抢占。实际上，对于频率为100HZ 的时钟来说，最坏要在10ms后，当下一个时钟中断到来时才能进行抢占，所以新进程也就可能 要比要求的晚10ms才能执行。当然，进程之间也是平等的，因为所有的进程都是一视同仁的待 遇，调度起来都不是很准一关键不在于此。问题在于由于耽误了抢占，所以对于类似于填充 音频缓冲区这样有严格时间要求的任务来说，结果是无法接受的。如果将节拍率提高到1000HZ,在 最坏情况下，也能将调度延误时间降低到1ms,而在平均情况下，只能降到0.5ms左右。

11.2.3高HZ的劣势

现在该谈谈另一面了，提高节拍率会产生副作用。事实上，把节拍率提高到1000HZ （甚至 更高）会带来一个大问题：节拍率越髙，意味着时钟中断频率越高，也就意味着系统负担越重。 因为处理器必须花时间来执行时钟中断处理程序，所以节拍率越高，中断处理程序占用的处理器 的时间越多。这样不怛减少了处理器处理其他工作的时间，而且还会更频繁地打乱处理器高速缓 存并增加耗电。负载造成的影响值得进一步探讨。将时钟频率从100HZ提高到1000HZ必然会 使时钟中断的负载增加10倍。可是增加前的系统负载又是多少呢？最后的结论是：至少在现代 计算机系统上，时钟频率为1000HZ不会导致难以接受的负担，并且不会对系统性能造成较大的

影响。尽管如此，在2.6版内核中还是允许在编译内核时选定不同的HZ值㊀。

片无节拍的os?

也许你疑惑操作系统是否一定要有固定时钟。尽管40年来，几乎所有的通用操作系统 ，-都使用与本章所描述的系统类似的时钟中断，但Linux内核支持“无节拍操作”这样的选项。 :当编译内核时设置了 CONFIG\_HZ配置选项，系统就根据这个选项动态调度时钟中断。并不 是每隔固定的时间间隔（比如1ms）触发时钟中断，而是按需动态调度和重新设置。如果下 I 一个时钟频率设置为3ms,就每3ms触发一次时钟中断。之后，如果50ms内都无事可做，内 核以50ms重新调度时钟中断。

减少开销总是受欢迎的，但是实质性受益还是省电，特别是在系统空闲时。在基于节拍 "的标准系统中，即使在系统空闲期间，内核也需要为时钟中断提供服务。对于无节拍的系统 而言，空闲档期不会被不必要的时钟中断所打断，于是减少了系统的能耗。且不论空闲期是 200ms还是200秒，随着时间的推移，所省的电是实实在在的。

11.3 jiffies

全局变量jiffies用来记录自系统启动以来产生的节拍的总数。启动时，内核将该变量初始化 为0,此后，每次时钟中断处理程序就会增加该变量的值。因为一秒内时钟中断的次数等于HZ, 所以jiffies-秒内增加的值也就为HZ。系统运行时间以秒为单位计算，就等于jiffies/HZo实际 出现的情况可能稍微复杂些：内核给jiffies赋一个特殊的初值，引起这个变量不断地溢出，由此 捕捉bug。当找到实际的jiffies值后，就首先把这个“偏差”减去。

? Jiffy的语源

术语jiffy起源是未知的。据说这个短语起源于18世纪的英国。最初，jifiy所指含义不明 |确，但简单地表示时间周期。

$ 在科学应用中，jiffy表示各种时间间隔，通常指10ms。在物理中，jiffy有时表示光传播

堂某一特定距离（大抵1英尺，或者1厘米，或者跨越1个核子）所花的时间。

在计算机工程中，jiffy常常是两次连续的时钟周期之间的时间。在电机工程中，jiff?是 >完成一次AC （交流电）周期的时间。在美国，这是1/60秒。

在操作系统中，尤其是Unix中，jiffy是两次连续的时钟节拍之间的时间。历史上，这是 10mso但是，我们在本章已经看到，jiffy在Linux中已经有所变化。

jiffies 定义于文件 <linux/jiffies.h> 中:

extern unsigned long volatile jiffies；

在13.4节我们会看到它的实际定义，它看起来有点特殊。现在我们先来看一些用到jiffies 的内核代码。下面表达式将以秒为单位的时间转化为jiffies :

**e** 不过，因为体系结构和**NTP**相关问题，**HZ**的值并不是随便确定的，在**x86**上**，100**、**500**和**1000**都是有 效的值。

(seconds \* HZ)

相反，下面表达式将jiffies转换为以秒为单位的时间：

(jiffies/HZ)

比较而言，内核中将秒转换为jiffies用得多一些，比如代码经常需要设置一些将来的时间：

unsigned long time\_stamp = jiffies； /\* 现在•/

unsigned long next\_tick = jiffies+1； /\* 从现在开始 1 个节拍\*/

unsigned long later = jiffies+5\*HZ; /\* 从现在开始 5秒\*/

unsigned long fraction = jiffies + HZ / 10； /\* 从现在开始 1/1。秒 \*/

把时钟转化为秒经常会用在内核和用户空间进行交互的时候，而内核本身很少用到绝对时间。 注意，jiffies类型为无符号长整型(unsigned long),用其他任何类型存放它都不正确。

113.1 jiffies的内部表示

jiffies变量总是无符号长整数(unsigned long),因此，在32位体系结构上是32位，在64位体 系结构上是64位。32位的jiffies变景，在时钟频率为100HZ的情况下，497天后会溢出。如果频率 为1000HZ, 49.7天后就会溢出。而如果使用64位的jiffies变量，任何人都别指望会看到它溢出。

由于性能与历史的原因，主要还考虑到与现有内核代码的兼容性，内核开发者希望jiffie依 然为unsigned longo有一些巧妙的思想和少数神奇的链接程序扭转了这一局面。

前面已经看到，jiffies定义为unsigned long :

extern unsigned long volatile jiffies；

第二个变量也定义在＜linux/jiffies.h＞中：

extern u64 jiffies\_64；

ld(l)脚本用于连接主内核映像(在x86上位于arch/x86/kemel/vmlinux.lds.S ),然后用 jiffies\_64变量的初值覆盖jifiies变量:

jiffies = jiffies\_64;

因此，jiffies取整个64 {ijiffies\_64变量的低32位。代码可以完全像以前一样继续访问jiffies。 因为大多数代码只不过使用jififies存放流失的时间，因此，也就只关心低32位。不过，时间管理 代码使用整个64位，以此来避免整个64位的溢出。图呈现了 jiffies和jiffies\_64的划分。
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图11・1 jiffies和jiffies\_64的划分

访问jiffies的代码仅会读取jiffies\_64的低32位。通过getjiffies\_64()函数，就可以读取整 个64位数值㊀。但是这种需求很少，多数代码仍然只要能通过jiffies变量读取低32位就够了。

在64位体系结构上，jiffies\_64和jiffies指的是同一个变量，代码既可以直接读取ji伍es也 可以调用getjiffies\_64()函数，它们的作用相同。

11.3.2 jiffies 的回绕

和任何C整型一样，当ji伍es变量的值超过它的最大存放范围后就会发生溢出。对于32位 无符号长整型，最大取值为2”-1。所以在溢出前，定时器节拍计数最大为4294967295。如果节 拍计数达到了最大值后还要继续增加的话，它的值会回绕(wraparound)到0。

请看下面一个回绕的例子:

unsigned long timeout = jiffies + HZ/2； /\* 0.5 秒后超时 \*/

/\*执行一些任务. . . •/

/\*然后査看是否花的时间过长\*/

if (timeout＞j iffies) (

/\*没有超时，很好...\*/ )else (

/\*超时了，发生错误..•\*/

上面这一小段代码是希望设置一个准确的超时时间一本例中从现在开始计时，时间为半 秒。然后再去处理一些工作，比如探测硬件然后等待它的响应。如果处理这些工作的时间超过了 设定的超时时间，代码就要做相应的出错处理。

这里有很多种发生溢出的可能，我们只分析其中之一：考虑如果在设置完timeout变量后, jiSes重新回绕为0将会发生什么？此时，第一个判断会返回假，因为尽管实际上用去的时间可 能比timeout值要大，但是由于溢出后回绕为0,所以jiffies这时肯定会小于timeout的值。jiffies 本该是个非常大的数值一大于timeout,但是因为超过了它的最大值，所以反而变成了一个很 小的值一也许仅仅只有几个节拍计数。由于发生了回绕，所以if判断语句的结果刚好相反。

幸好，内核提供了四个宏来帮助比较节拍计数，它们能正确地处理节拍计数回绕情况。这 些宏定义在文件＜linux/jiffies.h＞中，这里列出的宏是简化版：

#define time\_af ter (unknown, known) ((long) (known)-

(long)(unknown)<0)

(long)(known)<0)

-(long)(known)>=0)

-(long)(unknown)>=0)

#define time\_bef ore (unknown, known) ( (long) (unknown)

#define time\_after\_eq(unknown, known) ((long) (unknown) #define time\_bef ore\_eq (unknown, known) ((long) (known)

其中unkown参数通常是jiffies, known参数是需要对比的值。

宏time\_after(unknown,known),当时间unknown超过指定的known时，返回真，否则返回 假；宏time\_befbre(unknown Jmown),当时间unknow没超过指定的know时，返回真，否则返回 假。后面两个宏作用和前面两个宏一样，只有当两个参数相等时，它们才返回真。

0 因为32位体系结构不能原子地一次访问64位变量中的两个32位数值。在读取jiffies时，特殊的函数利用 xtimejock锁对jiffies变量进行锁定。

所以前面的例子可以改造成时钟一回绕一安全(timer-wraparound-safe)的版本，形式 如下:

unsigned long timeout = jiffies + HZ/2 ; /\* 0.5 秒后超时\*/

/\*■••\*/

if (time\_before (jiffies, timeout)) (

7\*没有超时，很好

*}else {*

/\*超时了，发生错误...\*/

}

如果你对这些宏能避免因为回绕而产生的错误感到好奇的话，你可以试一试对这两个参数取 不同的值。然后，设定一个参数回绕到0值，看看会发生什么。

11.3.3用户空间和HZ

在2.6版以前的内核中，如果改变内核中HZ的值，会给用户空间中某些程序造成异常结 果。这是因为内核是以节拍数/秒的形式给用户空间导出这个值的，在这个接口稳定了很长一段 时间后，应用程序便逐渐依赖于这个特定的HZ值了。所以如果在内核中更改了 HZ的定义值, 就打破了用户空间的常量关系一用户空间并不知道新的HZ值。所以用户空间可能认为系统运 行时间已经是20个小时了，但实际上系统仅仅启动了两个小时。

要想避免上面的错误，内核必须更改所有导出的jiffies值。因而内核定义了 USER\_HZ来代 表用户空间看到的HZ值。在x86体系结构上，由于HZ值原来一直是100,所以USER\_HZ值就 定义为100。内核可以使用函数jiffies\_to\_clock\_tO (定义于kerneVtime.c中)将一个由HZ表示 的节拍计数转换成一个由USER\_HZ表示的节拍计数。所采用的表达式取决于USER\_HZ和HZ 是否互为整数倍，而且USER\_HZ是否小于等于HZ。如果这两个条件都满足，对大多数系统来 说通常也能够满足，则表达式相当简单：

return x / (HZ / USER\_HZ);

如果不是整数倍关系，那么该宏就得用到更为复杂的算法了。

最后还要说明，内核使用函数jiffies\_64\_to\_clock\_t0将64位的jiffies值的单位从HZ转换为 USER\_HZo

在需要把以节拍数/秒为单位的值导出到用户空间时，需要使用上面这几个函数。比如：

unsigned long start :

unsigned long total\_time；

start = jiffies；

/\*执行一些任务

total\_time = jiffies - start;

printk(MThat took %lu ticks\n",jiffies\_to\_clock\_t(total\_time))；

用户空间期望HZ=USER\_HZ,但是如果它们不相等，则由宏完成转换，这样的结果自然是 皆大欢喜。说实话，上面的例子看起来是挺简单的，如果以秒为单位而不是以节拍为单位，输出 信息会执行得好一些。比如像下面这样：

printk（"That took %lu seconds \n",total\_time/HZ）；

11.4硬时钟和定时器

体系结构提供了两种设备进行计时 种是我们前面讨论过的系统定时器；另一种是实时

时钟。虽然在不同机器上这两种时钟的实现并不相同，但是它们有着相同的作用和设计思路。

11.4.1实时时钟

实时时钟（RTC）是用来持久存放系统时间的设备，即便系统关闭后，它也可以靠主板上 的微型电池提供的电力保持系统的计时。在PC体系结构中，RTC和CMOS集成在一起，而且 RTC的运行和BIOS的保存设置都是通过同一个电池供电的。

当系统启动时，内核通过读取RTC来初始化墙上时间，该时间存放在xtime变景中。虽然 内核通常不会在系统启动后再读取xtime变最，但是有些体系结构（比如x86）会周期性地将当 前时间值存回RTC中。尽管如此，实时时钟最主要的作用仍是在启动时初始化xtime变量。

11.4.2系统定时器

系统定时器是内核定时机制中最为重要的角色。尽管不同体系结构中的定时器实现不尽 相同，但是系统定时器的根本思想并没有区别一提供一种周期性触发中断机制。有些体系结 构是通过对电子晶振进行分频来实现系统定时器，还有些体系结构则提供了一个衰减测量器 （decrementer）——衰减测量器设置一个初始值，该值以固定频率递减，当减到零时，触发一个 中断。无论哪种情况，其效果都一样。

在x86体系结构中，主要采用可编程中断时钟（PIT）。PIT在PC机器中普遍存在，而且从 DOS时代，就开始以它作为时钟中断源了。内核在启动时对PIT进行编程初始化，使其能够以 HZ/秒的频率产生时钟中断（中断O）。虽然PIT设备很简单，功能也有限，但它却足以满足我 们的需要。x86体系结构中的其他的时钟资源还包括本地APIC时钟和时间戡计数（TSC）等。

11.5时钟中断处理程序

现在我们已经理解了 HZ、jiffies等概念以及系统定时器的功能。下面将分析时钟中断处理 程序是如何实现的。时钟中断处理程序可以划分为两个部分:体系结构相关部分和体系结构无 关部分。

与体系结构相关的例程作为系统定时器的中断处理程序而注册到内核中，以便在产生 时钟中断时，它能够相应地运行。虽然处理程序的具体工作依赖于特定的体系结构，但是绝大多 数处理程序最低限度也都要执行如下工作：

•获得xtimejock锁，以便对访问jiffies\_64和墙上时间xtime进行保护。

•需要时应答或重新设置系统时钟。

•周期性地使用墙上时间更新实时时钟。

-调用体系结构无关的时钟例程:tick\_periodicOo

中断服务程序主要通过调用与体系结构无关的例程，tick\_periodic（）执行下面更多的工作:

•给jiffies\_64变量增加1 (这个操作即使是在32位体系结构上也是安全的，因为前面已经 获得了 xtime\_lock 锁)。

•更新资源消耗的统计值，比如当前进程所消耗的系统时间和用户时间。

•执行已经到期的动态定时器(11.6节将讨论)。

•执行第4章曾讨论的sheduler\_tick()函数。

•更新墙上时间，该时间存放在xtime变量中。

•计算平均负载值。

因为上述工作分别都由单独的函数负责完成，所以tickjx^riodicO例程的代码看起来非常简单。

static void tick\_periodic(int cpu)

(

if (tick\_do\_timer\_cpu == cpu) {

write\_seqlock(&xtime\_lock);

/\*记录下一个节拍事件\*/

tick\_next\_period = ktime\_add(tick\_next\_period, tick\_period)；

do\_timer(1)； write\_sequnlock(&xtime\_lock)；

)

update\_process\_times (user\_\_mode (get\_irq\_regs ())); profile\_\_tick (CPU\_PROFILINg7 ;

}

很多重要的操作都在do\_timerO和update\_processJimesO函数中进行。前者承担着对jiffies\_64 的实际增加操作：

void do\_timer(unsigned long ticks)

(

j iffies\_64 += ticks ；

upda t e\_wa1l\_t ime();

calc\_global\_load()；

}

函数update\_wall\_time(),顾名思义，根据所流逝的时间更新墙上的时钟，而calc\_globaL load()更新系统的平均负载统计值。当do\_timer()最终返回时，调用update\_process„times()更新 所耗费的各种节拍数。注意，通过user\_tick区别是花费在用户空间还是内核空间。

void update process times(int user\_tick)

{

struct task\_struct \*p = current；

int cpu = smp\_processor\_id()；

/\*注意：也必须对这个时钟i虬的上下文说明一下原因\*/

account\_process\_tick(p, user\_tick);

run\_local\_tinters ();

rcu\_check\_callbacks(cpu, user\_tick)；

printk\_tick();

scheduler\_tick()；

run\_posix\_cpu\_\_timers (p)；

回想一下tick\_periodic(), user\_tick的值是通过査看系统寄存器来设置的:

update\_process\_times (user\_\_mode (qet irq regs ()))；

account\_process\_tick()函数对进程的时间进行实质性更新：

void account jprocess\_tick(struct task\_struct \*p, int user\_tick)

(

cputime\_t onejiffy\_scaled = cputiroe\_to\_scaled(cputime\_one\_jiffy); struct rq \*rq = this\_rq();

if (user\_tick) account\_user\_\_time(p, cputime\_one\_jiffy, one\_jiffy\_scaled);

else if ((p I- rq-＞idle) || (irq\_count() !- HARDIRQOFFSET))

account\_system\_time(p, HARDIRQ\_OFFSET, cputime\_one\_jiffy, one\_jiffy\_scaled);

else

account\_idle\_time(cputime\_one\_jiffy);

}

也许你已经发现了，这样做意味着内核对进程进行时间计数时，是根据中断发生时处理器所 处的模式进行分类统计的，它把上一个节拍全部算给了进程。但是事实上进程在上一个节拍期间 可能多次进入和退出内核模式，而且在上一个节拍期间，该进程也不一定是唯一一个运行进程。 很不幸，这种粒度的进程统计方式是传统的Unix所具有的，现在还没有更加精密的统计算法的 支持，内核现在只能做到这个程度。这也是内核应该采用更髙频率的另一个原因。

接下来的nm\_lock\_timers()函数标记了一个软中断(请参考第8章)去处理所有到期的定时 器，在11.6节中将具体讨论定时器。

最后，scheduler\_tick()函数负责减少当前运行进程的时间片计数值并且在需要时设置need\_ resched标志。在SMP机器中，该函数还要负责平衡每个处理器上的运行队列，这点在第4章曾 讨论过。

tick\_periodic()函数执行完毕后返回与体系结构相关的中断处理程序，继续执行后面的工作， 释放xtimejock锁，然后退出。

以上全部工作每1/HZ秒都要发生一次，也就是说在x86机器上时钟中断处理程序每秒执行 100次或者1000次。

11.6实际时间

当前实际时间(墙上时间)定义在文件kemel/time/timekeeping.c中：

struct timespec xtime；

timespec数据结构定义在文件＜linux/time.h＞中，形式如下:

struct timespec{

\_kernel\_time\_t tv\_sec； /\* 秒\*/

long tv\_nsec； /\* ns \*/

)；

xtime.tv\_sec以秒为单位，存放着自1970年1月1日(UTC)以来经过的时间，1970年1 月1日被称为纪元，多数Unix系统的墙上时间都是基于该纪元而言的。xtime.v\_nsec记录自上一 秒开始经过的ns数。

读写xtime变量需要使用xtimejock锁，该锁不是普通自旋锁而是一个seqlock锁，在第10 章中曾讨论过seqlock锁。

更新xtime首先要申请一个seqlock锁:

**write\_seqlock(&xtime\_lock)；**

/\* 更新**xtime... •/**

**write\_sequnlock(&xtime\_lock);**

读取 xtime 时也要使用 read seqbeginO 和 read\_seqretry()函数:

**unsigned long seq;**

**unsigned long lost; seq \* read\_seqbegin(ixtime\_lock);**

**usee = tiuer->get\_offset(); lost = jiffies - wall\_jiffies; if (lost)**

**usee += lost \* (1000000 /HZ); sec = xtine.tv\_sec;**

**usee += (xtime.tv\_nsec /** *1000);*

**} while (read\_seqretry(fcxtiaelock, seq));**

该循环不断重复，直到读者确认读取数据时没有写操作介入。如果发现循环期间有时钟中断 处理程序更新xtime,那么read\_seqretry()函数就返回无效序列号，继续循环等待。

从用户空间取得墙上时间的主要接口是gettimeofday(),在内核中对应系统调用为sys\_ gettimeofdayO，定义于 kemel/time.c :

**aamlinkage long sys\_gettiineofday(struct timeval \*tvr struct timezone \*tz) (**

**if (likely(tv)) (**

**struct tineval ktv; do\_gettiaeofday(fcktv);**

**if (copy\_to\_user(tv, fcktv, sizeof(ktv))) return -EFAULT;**

**if (unlikely(tz)) {**

**if (copy\_to\_user(tz, 4sys\_tz, sizeof(sys\_tz))) return -EFAULT;**

**return 0;**

如果用户提供的tv参数非空，那么与体系结构相关的do\_gettimeofdayO函数将被调用。该 函数执行的就是上面提到的循环读取xtime的操作。如果也参数为空，该函数将把系统时区 (存放在sys\_tz中)返回用户。如果在给用户空间拷贝墙上时间或时区时发生错误，该函数返 回-EFAULT :如果成功，则返回0。

虽然内核也实现了 time。。系统调用，但是gettimeofday()几乎完全取代了它。另外C库函 数也提供了一些墙上时间相关的库调用，比如ftime()和ctime()。

另外，系统调用settimeofday()来设置当前时间，它需要具有CAP\_SYS\_TIME权能。

除了更新xtime时间以外，内核不会像用户空间程序那样频繁使用xtime。但也有需要注意 的特殊情况，那就是在文件系统的实现代码中存放访问时间戳(创建、存取、修改等)时需要使 用 xtime o

11.7定时器

定时器(有时也称为动态定时器或内核定时器)是管理内核流逝的时间的基础。内核经常需 要推后执行某些代码，比如以前章节提到的下半部机制就是为了将工作放到以后执行。但不幸的 是，之后这个概念很含糊，下半部的本意并非是放到以后的某个时间去执行任务，而仅仅是不在 当前时间执行就可以了。我们所需要的是一种工具，能够使工作在指定时间点上执行——不长不 短，正好在希望的时间点上。内核定时器正是解决这个问题的理想工具。

定时器的使用很简单。你只需要执行，些初始化工作，设置一个超时时间，指定超时发生后 执行的函数，然后激活定时器就可以了。指定的函数将在定时器到期时自动执行。注意定时器并 不周期运行，它在超时后就自行撤销，这也正是这种定时器被称为动态定时器©的一个原因：动 态定时器不断地创建和撤销，而且它的运行次数也不受限制。定时器在内核中应用得非常普遍。

11.7.1使用定时器

定时器由结构timerjist表示，定义在文件＜linux/timer.h＞中。

struct timer\_list (

struct list\_head entry； /\* 定时器链表的入口 \*/

unsigned long expires； /\* 以 jiffies 为单位的定H寸值•/

void (\*function) (unsigned long) ； /\* 定时器处理函数 \*/

unsigned long data； /\*传给处理函数的长整型参数\*/

struct tvec\_t\_base\_s \*base； /\*定时器内部值，用户不要使用•/

｝；

幸运的是，使用定时器并不需要深入了解该数据结构。事实上，过深地陷入该结构，反而 会使你的代码不能保证对可能发生的变化提供支持。内核提供了一组与定时器相关的接口用来简 化管理定时器的操作。所有这些接口都声明在文件＜linux/timer.h＞中，大多数接口在文件kernel/ timer.c中获得实现。

© 但在某些体系结构中，并没有实现sys\_time(),而是用C库中的gettimeofday()函数模拟它。

@ 另一个原因是(2.3版本前)内核也存在静态定时器。这种定时器在编译时创建，而不是实时创建。由于朦态 定时器存在缺陷，已经被淘汰了。

创建定时器时需要先定义它:

struct timer\_list my\_timer；

接着需要通过一个辅助函数来初始化定时器数据结构的内部值，初始化必须在使用其他定时 器管理函数对定时器进行操作前完成。

init\_timer(&my\_timer)；

现在你可以填充结构中需要的值了:

my\_timer. expires = j iffies + delay； my\_timer.data - 0；

/\*定时器超时时的节拍数\*/

/\*给定时器处理函数传入。值\*/

/\*定时器超时时调用的函数\*/

my\_timer.function = my\_funct ion；

my\_timer.cXpires表示超时时间，它是以节拍为单位的绝对计数值。如果当前jiffies计数等 于或大于my\_timer.expires,那么my\_timer.fiinction指向的处理函数就会开始执行，另外该函数 还要使用长整型参数my\_timer.datao所以正如我们从timerjist结构看到的形式，处理函数必须 符合下面的函数原型：

void my\_timer\_function(unsigned long data)；

data参数使你可以利用同一个处理函数注册多个定时器，只需通过该参数就能区别对待它 们。如果你不需要这个参数，就可以简单地传递0 (或任何其他值)给处理函数。

最后，你必须激活定时器：

add\_timer(&my\_timer);

大功告成，定时器可以工作了！但请注意定时值的重要性。当前节拍计数等于或大于指定的 超时时，内核就开始执行定时器处理函数。虽然内核可以保证不会在超时时间到期前运行定时器 处理函数，但是有可能延误定时器的执行。一般来说，定时器都在超时后马上就会执行，但是也 有可能推迟到下一次时钟节拍时才能运行，所以不能用定时器来实现任何硬实时任务。

有时可能需要更改已经激活的定时器超时时间，所以内核通过函数mod\_timer0来实现该功 能，该函数可以改变指定的定时器超时时间：

mod\_timer (&my\_timer, jiffies+new\_delay) ； /\* 新的定时值 \*/

mod\_timer()函数也可操作那些已经初始化，但还没有被激活的定时器，如果定时器未被激 活，mod\_timer()会激活它。如果调用时定时器未被激活，该函数返回0 ；否则返回1。但不论哪 种情况，一旦从mod\_timer()函数返回，定时器都将被激活而且设置了新的定时值。

如果需要在定时器超时前停止定时器，可以使用del\_timer()函数:

del\_timer (&my\_timer)；

被激活或未被激活的定时器都可以使用该函数，如果定时器还未被激活，该函数返回0；否 则返回1。注意，不需要为已经超时的定时器调用该函数，因为它们会自动删除。’

当删除定时器时，必须注意一个潜在的竞争条件。当del\_timer()返回后，可以保证的只是： 定时器不会再被激活(也就是，将来不会执行)，但是在多处理器机器上定时器中断可能已经在

其他处理器上运行了，所以删除定时器时需要等待可能在其他处理器上运行的定时器处理程序都 退出，这时就要使用del\_timer\_sync()函数执行删除工作：

del\_\_timer—sync (&my\_timer)；

和del\_timer()函数不同，del\_timer\_sync()函数不能在中断上下文中使用。

11.7.2**定时器竞争条件**

因为定时器与当前执行代码是异步的，因此就有可能存在潜在的竞争条件。所以，首先，绝 不能用如下所示的代码替代mod\_timer()函数，来改变定时器的超时时间。这样的代码在多处理 器机器上是不安全的：

del\_timer (my\_timer)

my\_timer- >expires = jiffies + new\_delay；

add\_timer (my\_\_timer)；

其次，一般情况下应该使用del\_timer\_sync()函数取代del\_timer()函数，因为无法确定在删 除定时器时，它是否正在其他处理器上运行。为了防止这种情况的发生，应该调用deljimer\_ sync()函数，而不是del\_timer()函数。否则，对定时器执行删除操作后，代码会继续执行，但它 有可能会去操作在其他处理器上运行的定时器正在使用的资源，因而造成并发访问，所以请优先 使用删除定时器的同步方法。

最后，因为内核异步执行中断处理程序，所以应该重点保护定时器中断处理程序中的共享数 据。定时器数据的保护问题曾在第8章和第9章讨论过。

11.7.3**实现定时器**

内核在时钟中断发生后执行定时器，定时器作为软中断在下半部上下文中执行。具体 来说，时钟中断处理程序会执行update\_process\_times()函数，该函数随即调用run\_local\_ timers()函数：

void run\_\_local\_timers (void)

(

hrtin»er\_run\_queues (); raise\_softirq(TIMER\_SOFTIRQ) ； /\* 抜行定时器软中断 \*/ softlockup\_tick()；

}

run\_timer\_softirqO函数处理软中断TIMER\_SOFTIRQ,从而在当前处理器上运行所有的 (如果有的话)超时定时器。

虽然所有定时器都以链表形式存放在一起，但是让内核经常为了寻找超时定时器而遍历整个 链表是不明智的。同样，将链表以超时时间进行排序也是很不明智的做法，因为这样一来在链表 中插入和删除定时器都会很费时。为了提高搜索效率，内核将定时器按它们的超时时间划分为五 组。当定时器超时时间接近时，定时器将随组一起下移。采用分组定时器的方法可以在执行软中 断的多数情况下，确保内核尽可能减少捜索超时定时器所带来的负担。因此定时器管理代码是非 常高效的。

11-8延迟执行

内核代码(尤其是驱动程序)除了使用定时器或下半部机制以外，还需要其他方法来推迟执行任 务。这种推迟通常发生在等待硬件完成某些工作时，而且等待的时间往往非常短，比如，重新设置网 卡的以太模式需要花费2ms,所以在设定网卡速度后，驱动程序必须至少等待2ms才朝续运行。

内核提供了许多延迟方法处理各种延迟要求。不同的方法有不同的处理特点，有些是在延迟 任务时挂起处理器，防止处理器执行任何实际工作；另一些不会挂起处理器，所以也不能确保被 延迟的代码能够在指定的延迟时间㊀运行。

11.8.1忙等待

最简单的延迟方法(虽然通常也是最不理想的办法)是忙等待(或者说忙循环)。但要注意 该方法仅仅在想要延迟的时间是节拍的整数倍，或者精确率要求不高时才可以使用。

忙循环实现起来很简单——在循环中不断旋转直到希望的时钟节拍数耗尽，比如:

unsigned long timeout = jiffies+10； /\* 10 个节拍\*/

while (time\_bef ore (jiffies, timeout))

*f*

鶴环不断执行，直到jiffies大于delay为止，总共的循环时间为10个节拍。在HZ值等于 1000的x86体系结构上，耗时为10mse类似地：

unsigned long delay = jiffies + 2\*HZ； /\* 2 秒\*/

while(time\_before(jiffies.delay))

程序要循环等待2XHZ个时钟节拍，也就是说无论时钟节拍率如何，都将等待2s。

对于系统的其他部分，忙循环方法算不上一个好办法。因为当代码等待时，处理器只能在原地 旋转等待一它不会去处理其他任何任务！事实上，你几乎不会用到这种低效率的办法，这里介绍 它仅仅因为它是最简单最直接的延迟方法。当然你也可能在那些蹩脚的代码中发现它的身影。

更好的方法应该是在代码等待时，允许内核重新调度执行其他任务:

unsigned long delay = j iffies +5\*HZ；

while (time\_bef ore (jiffies, delay))

cond\_resched()；

c<md\_reschedO函数将调度一个新程序投入运行，但它只有在设置完need\_resched标志后才能生 效。换句话说，该方法有效的条件是系统中存在更重要的任务需要运行。注意，因为该方法需要调 用调度程序，所以它不能在中断上下文中使用一只能在进程上下文中使用。事实上，所有延迟方 法在进程上下文中使用得很好，因为中断处理程序都应该尽可能快地执行(忙循环与这种目标绝对 是背道而驰)。另外，延迟执行不管在哪种情况下，都不应该在持有锁时或禁止中断时发生。

**0** 事实上，没有方法能保证实际的延迟刚好等于指定的延迟时间，虽然可以非常接近，但是最精确的情况也只 能达到接近，多数情况都要长于指定时间。

C语言的推崇者可能会问：什么能保证前面的循环已经执行了。C编译器通常只将变量装 载一次。一般情况下不能保证循环中的ji伍es变最在每次循环中被读取时都重新被载入。但是我 们要求jiffies在每次循环时都必须重新装载，因为在后台jiffies值会随时钟中断的发生而不断增 加。为了解决这个问题，＜Iinux/jiffies.h＞中jiffies变量被标记为关键字volatileo关键字volatile 指示编译器在每次访问变量时都重新从主内存中获得，而不是通过寄存器中的变量别名来访问, 从而确保前面的循环能按预期的方式执行。

11.8.2短延迟

有时内核代码（通常也是驱动程序）不但需要很短暂的延迟（比时钟节拍还短），而且还要 求延迟的时间很精确。这种情况多发生在和硬件同步时，也就是说需要短暂等待某个动作的完成 （等待时间往往小于1ms）,所以不可能使用像前面例子中那种基于ji伍es的延迟方法。对于频率 为100HZ的时钟中断，它的节拍间隔甚至会超过10ms !即使频率为1000HZ的时钟中断，节拍 间隔也只能到1ms,所以我们必须寻找其他方法满足更短、更精确的延迟要求。

幸运的是，内核提供了三个可以处理ms、ns和ms级别的延迟函数，它们定义在文件 ＜linux/delay.h ＞和＜asm/delay.h＞中,可以看到它们并不使用jiffies :

void udelay（unsigned long usees）

void ndelay（unsigned long nsecs）

void mdelay（unsigned long msecs）

前一个函数利用忙循环将任务延迟指定的ms数后运行，后者延迟指定的ms数。众所周知, Is等于1000ms,等于1000000use这个函数用起来很简单:

udelay （150） ； /\* 延迟 150 卩 s\*/

udelayO函数依靠执行数次循环达到延迟效果，而mdelay。函数又是通过udelayO函数实 现的。因为内核知道处理器在1秒内能执行多少次循环（请看副栏中的BogoMIPS内容），所以 udelayO函数仅仅需要根据指定的延迟时间在1秒中占的比例，就能决定需要进行多少次循环即 可达到要求的推迟时间。

|我的BogoMIPS比你的大

BogoMIPS值总是让人觉得糊涂，也让人觉得有意思。其实，计算BogoMIPS并不是为 | 了表现你的机器性能，它主要被udelay。函数和mdelay。函数使用。它的名字取自bogus （也 \*就是伪的）和MIPS （每秒处理百万条指令）。大家都熟悉下面这样的系统启动信息（摘自一 *I*个装配主频为2.4GHZ的7300系列Intel Xeon处理器的机器启动信息）： ? Detected 2400.131 MHz processor.

*等*Calibrating delay loop ... 4799.56 BogoMIPS

BogoMIPS值记录处理器在给定时间内忙循环执行的次数。其实,BogoMIPS记录处理器在 空闲时速度有多快。该值存放在变量loopS-perJiffV中，可以从文件/proc/cpuinfb中读到它。延 迟循环函数使用loops\_peijiffy值来计算（相当准确）为提供精确延迟而需要进行多少次循环。

内核在启动时利用calibrate\_delay（）计算loops\_per iffy值，该函数在文件init/main.c中。

udelay()函数应当只在小延迟中调用，因为在快速机器上的大延迟可能导致溢出。通常，超 过1ms的范围不要使用udelayO进行延迟。对于较长的延迟，mdelay()工作良好。像其他忙等而 延迟执行的方案，除非绝对必要，这两个函数(尤其是mdelay(),因为用于长的延迟)都不应当 使用。记住，持锁忙等或禁止中断是一种粗鲁的做法，因为系统响应时间和性能都会大受影响。 不过，如果你需要精确的延迟，这些调用是最好的办法。这些忙等函数主要用在延迟小的地方， 通常在卩s范围内。

11.8.3 schedule\_\_timeout()

更理想的延迟执行方法是使用scheduleJimeout()函数，该方法会让需要延迟执行的任务睡 眠到指定的延迟时间耗尽后再重新运行。但该方法也不能保证睡眠时间正好等于指定的延迟时 间，只能尽量使睡眠时间接近指定的延迟时间。当指定的时间到期后，内核唤醒被延迟的任务并 将其重新放回运行队列，用法如下：

/\*将任务设置为诃中断睡眠状态•/

set\_current\_state(TASK\_INTERRUPTIBLE)；

/\*小睡一会儿，“s”秒后唤醒\*/

schedule\_timeout(s\*HZ)；

唯一的参数是延迟的相对时间，单位为jifiies,上例中将相应的任务推入可中断睡眠队 列，睡眠s秒。因为任务处于可中断状态，所以如果任务收到信号将被唤醒。如果睡眠任务不 想接收信号，可以将任务状态设置为TASK\_UNINTERRUPTIBLE,然后睡眠。注意，在调用 sechedule\_timeout()函数前必须首先将任务设置成上面两种状态之一，否则任务不会睡眠。

注意，由于schedule\_timeout()函数需要调用调度程序，所以调用它的代码必须保证能够睡 眠(请参考第8章和第9章)。简而言之，调用代码必须处于进程上下文中，并且不能持有锁。

1. schedule\_timeout()的实现

schedule\_timeout()函数的用法相当简单、直接。其实，它是内核定时器的一个简单应用。 请看下面的代码:

signed long schedule\_timeout(signed long timeout)

(

timer\_t timer;

unsigned long expire;

switch (timeout)

{

case MAX\_SCHEDULE\_TIMEOUT:

schedule!);

goto out;

default:

if (timeout < 0)

printk(KERN\_ERR \*\*schedule\_timeout: wrong timeout " "value Ilx from %p\n\*r timeout, builtin\_return\_addresa(0));

current->state = TASK\_\_RUNNING; goto out;

expire » timeout + jiffies; init\_timer (&timer);

timer.expires ® expire;

timer.data ■ (unsigned long) current; tixaer. function ■ process\_tineout; add\_tiner( fct inter);

schedule。；

del\_t imer\_sync(fitimer);

timeout = expire - jiffies;

out:

return timeout < 0 ? 0 : timeout;

该函数用原始的名字timer创建了一个定时器timer :然后设置它的超时时间timeout ；设 置超时执行函数process\_timeout():接着激活定时器而且调用schedule。。因为任务被标识为 TASK\_ INTERRUPTIBLE或TASK\_UNINTERRUPT1BLE,所以调度程序不会再选择该任务投入 运行，而会选择其他新任务运行。

当定时器超时时，process\_timeout()函数会被调用:

void process\_timeout(unsigned long data)

wake\_up\_process((task\_t \*)data)；

该函数将任务设置为TASK\_RUNNING状态，然后将其放入运行队列。

当任务重新被调度时，将返回代码进入睡眠前的位置继续执行(正好在调用scheduleO后)。 如果任务提前被唤醒(比如收到信号)，那么定时器被撤销,process\_timeoutO函数返回剩余的时间。

在switch()括号中的代码是为处理特殊情况而写的，正常情况不会用到它们。MAX\_ SCHEDULE\_TIMEOUT是用来检査任务是否无限期地睡眠，如果那样的话，函数不会为它设置 定时器(因为睡眠时间没有期限)，而这时调度程序会立刻被调用。如果你需要无限期地让任务 睡眠，最好使用其他方法唤醒任务。

2.设置超时时间，在等待队列上睡眠

第4章我们已经看到进程上下文中的代码为了等待特定事件发生，可以将自己放入等待队 列，然后调用调度程序去执行新任务。一旦事件发生后，内核调用wake\_up()函数唤醒在睡眠队 列上的任务，使其重新投入运行。

有时，等待队列上的某个任务可能既在等待一个特定事件到来，又在等待一个特定时间 到期——就看谁来得更快。这种情况下，代码可以简单地使用schedule\_timeout()函数代替 scheduleO函数，这样一来，当希望的指定时间到期，任务都会被唤醒。当然，代码需要检査被 唤醒的原因(有可能是被事件唤醒，也有可能是因为延迟的时间到期，还可能是因为接收到了信 号)，然后执行相应的操作。

11.9小结

在本章中，我们考察了时间的概念，并知道了墙上时钟与计算机的正常运行时间如何管理。 我们对比了相对时间和绝对时间以及绝对事件与周期事件。我们还涵盖了诸如时钟中断、时钟节 拍、HZ以及jiffies等概念。

我们考察了定时器的实现，了解了如何把这些用到自己的内核代码中。本章最后，我们浏览 了开发者用于延迟的其他方法。

你写的大多数内核代码都需要对时间及其走过的时间有一些理解。而最大的可能是，只要你 编写驱动程序，就需要处理内核定时器。与其让时间悄悄溜走，还不如阅读本章。

第⑫章 内存管理

在内核里分配内存可不像在其他地方分配内存那么容易。造成这种局面的因素很多。从根本 上讲，是因为内核本身不能像用户空间那样奢侈地使用内存。内核与用户空间不同，它不具备这 种能力，它不支持简单便捷的内存分配方式。比如，内核一般不能睡眠。此外，处理内存分配错 误对内核来说也绝非易事。正是由于这些限制，再加上内存分配机制不能太复杂，所以在内核中 获取内存要比在用户空间复杂得多。不过，从程序开发者角度来看，也不是说内核的内存分配就 困难得不得了，只是和用户空间中的内存分配不太一样而已。

本章讨论的是在内核之中获取内存的方法。在深入研究实际的分配接口之前，我们需要理解 内核是如何管理内存的。

12.1 页

内核把物理页作为内存管理的基本单位。尽管处理器的最小可寻址单位通常为字（甚至字 节），但是，内存管理单元（MMU,管理内存并把虚拟地址转换为物理地址的硬件）通常以页为 单位进行处理。正因为如此，MMU以页（page）大小为单位来管理系统中的页表（这也是页表 名的来由）。从虚拟内存的角度来看，页就是最小单位。

在第19章中我们将会看到，体系结构不同，支持的页大小也不尽相同，还有些体系结构甚 至支持几种不同的页大小。大多数32位体系结构支持4KB的页，而64位体系结构一般会支持 8KB的页。这就意味着，在支持4KB页大小并有1GB物理内存的机器上，物理内存会被划分为 262144 个页。

内核用struct page结构表示系统中的每个物理页，该结构位于＜linux/mm\_types.h中 我

简化了定义，去除了两个容易混淆我们讨论主题的联合结构体:

struct page （

|  |  |  |
| --- | --- | --- |
|  | unsigned long | flags； |
|  | atomic\_t | \_count； |
|  | atomic\* | \_mapcount； |
|  | unsigned long | private； |
|  | struct address\_space | •mapping; |
|  | pgoff\_t | index； |
|  | struct list\_head | Iru； |
|  | void | \*virtual； |
| }; |  |  |

让我们看一下其中比较重要的域。Bag域用来存放页的状态。这些状态包括页是不是脏的,

是不是被锁定在内存中等。Rag的每一位单独表示一种状态，所以它至少可以同时表示出32种 不同的状态。这些标志定义在＜linux/page-flags.h＞中。

\_count域存放页的引用计数——也就是这一页被引用了多少次。当计数值变为-1时，就 说明当前内核并没有引用这一页，于是，在新的分配中就可以使用它。内核代码不应当直接检 査该域，而是调用page\_count（）函数进行检査，该函数唯一的参数就是page结构。当页空闲时, 尽管该结构内部的\_count值是负的，但是对page\_count（）函数而言，返回0表示页空闲，返回 一个正整数表示页在使用。一个页可以由页缓存使用（这时，mapping域指向和这个页关联的 addresss.space对象），或者作为私有数据（由private指向），或者作为进程页表中的映射。

virtual域是页的虚拟地址。通常情况下，它就是页在虚拟内存中的地址。有些内存（即所谓 的高端内存）并不永久地映射到内核地址空间上。在这种情况下，这个域的值为NULL,需要的 时候，必须动态地映射这些页。稍后我们将讨论高端内存。

必须要理解的一点是page结构与物理页相关，而并非与虚拟页相关。因此，该结构对页的 描述只是短暂的。即使页中所包含的数据继续存在，由于交换等原因，它们也可能并不再和同 一个page结构相关联。内核仅仅用这个数据结构来描述当前时刻在相关的物理页中存放的东西。 这种数据结构的目的在于描述物理内存本身，而不是描述包含在其中的数据。

内核用这一结构来管理系统中所有的页，因为内核需要知道一个页是否空闲（也就是页有 没有被分配）。如果页已经被分配，内核还需要知道谁拥有这个页。拥有者可能是用户空间进程、 动态分配的内核数据、静态内核代码或页高速缓存等。

系统中的每个物理页都要分配一个这样的结构体，开发者常常对此感到惊讶。他们会想 “这得浪费多少内存呀”！让我们来算算对所有这些页都这么做，到底要消耗掉多少内存。就算 struct page占40字节的内存吧，假定系统的物理页为8KB大小，系统有4GB物理内存。那么， 系统中共有页面524 288个，而描述这么多页面的page结构体消耗的内存只不过是20MB :也许 绝对值不小，但是相对系统4GB内存而言，仅是很小的一部分罢了。因此，要管理系统中这么 多物理页面，这个代价并不算太高。

12.2 区

由于硬件的限制，内核并不能对所有的页一视同仁。有些页位于内存中特定的物理地址上, 所以不能将其用于一些特定的任务。由于存在这种限制，所以内核把页划分为不同的区（zone）。 内核使用区对具有相似特性的页进行分组。Linux必须处理如下两种由于硬件存在缺陷而引起的 内存寻址问题:

* 一些硬件只能用某些特定的内存地址来执行DMA （直接内存访问）。

•一些体系结构的内存的物理寻址范围比虚拟寻址范围大得多。这样，就有一些内存不能永 久地映射到内核空间上。

因为存在这些制约条件，Linux主要使用了四种区：

* ZONE\_DMA——这个区包含的页能用来执行DMA操作。

•ZONE\_DMA32——和ZOME\_DMA类似，该区包含的页面可用来执行DMA操作；而和 ZONE\_DMA不同之处在于，这些页面只能被32位设备访问。在某些体系结构中，该区将

比ZONE\_DMA更大。

• ZONE\_NORMAL——这个区包含的都是能正常映射的页。

•ZONE\_HIGHEM一~ 个区包含“高端内存”，其中的页并不能永久地映射到内核地址空间。 这些区（还有两种不大重要的）在＜linux/mmzone.h＞中定义。

区的实际使用和分布是与体系结构相关的。例如，某些体系结构在内存的任何地址上执行 DMA都没有问题。在这些体系结构中，ZONE\_DMA为空，ZONE\_NORMAL就可以直接用于分 配。与此相反，在x86体系结构上，ISA设备就不能在整个32位㊀的地址空间中执行DMA,因 为ISA设备只能访问物理内存的前16MBO因此，ZONE\_DMA在x86上包含的页都在0-16MB 的内存范围里。

ZONE\_HIGHMEM的工作方式也差不多。能否直接映射取决于体系结构。在32位x86系统 上，ZONE\_H1GHMEM为高于896MB的所有物理内存。在其他体系结构上，由于所有内存都被 直接映射，所以ZONE\_HIGHMEM为空。ZONE\_HIGHMEM所在的内存就是所谓的高端内存㊁ （high memory）o系统的其余内存就是所谓的低端内存（low memory）。

前两个区各取所需之后，剩余的就由ZONE\_NORMAL区独享了。在x86上，ZONE, NORMAL是从16MB到896MB的所有物理内存。在其他（更幸运）的体系结构上，ZONE\_ NORMAL是所有的可用物理内存。表12.1是每个区及其在X86-32上所占页的列表。

表12-1 x86・32上的区

|  |  |  |
| --- | --- | --- |
| 区 | 描 述 | 物理内存 |
| **ZONE DMA** | **DMA**使用的页 | **<16MB** |
| **ZONE NORMAL** | 正常可寻址的页 | **16 〜896MB** |
| **ZONE HIGHMEM** | 动态映射的页 | **>896MB** |

Linux把系统的页划分为区，形成不同的内存池，这样就可以根据用途进行分配了。例如， ZONE\_DMA内存池让内核有能力为DMA分配所需的内存。如果需要这样的内存，那么，内核 就可以从ZONE\_DMA中按照请求的数目取出页。注意，区的划分没有任何物理意义，这只不过 是内核为了管理页而采取的一种逻辑上的分组。

某些分配可能需要从特定的区中获取页，而另外一些分配则可以从多个区中获取页。比如， 尽管用于DMA的内存必须从ZONE.DMA中进行分配，但是一般用途的内存却既能从ZONE\_ DMA分配，也能从ZONE\_NORMAL分配，不过不可能同时从两个区分配，因为分配是不能跨 区界限的。当然，内核更希望一般用途的内存从常规区分配，这样能节省ZONE\_DMA中的页, 保证满足DMA的使用需求。但是，如果可供分配的资源不够用了（如果内存已经变得很少了）, 那么，内核就会去占用其他可用区的内存。

不是所有的体系结构都定义了全部区，有些64位的体系结构，如Intel的x86.64体系结构

© 有些糟糕的**PCI**设备只能在**24**位地址空间内执行**DMA**操作。

**© Linux**的高端内存和**DOS**的高端内存没有关系，**DOS**的高端内存地围绕**DOS**和**x86**的“实模式”的空间范 围限制而言的。

可以映射和处理64位的内存空间，所以X86-64没有ZONE\_HIGHMEM区，所有的物理内存都 处于 ZONE\_DMA 和 ZONE\_NORMAL 区。

每个区都用struct zone表示，在＜linux/mmzone.h＞中定义：

struct zone (

|  |  |  |
| --- | --- | --- |
|  | unsigned long | watermark[NR\_WMARK]； |
|  | unsigned long | lowmem\_reserve[MAX\_NR\_ZONES]； |
|  | struct per\_cpu\_pageset | pageset[NR\_CPUS]; |
|  | spinlock\_t | lock； |
|  | struct freearea | free\_area[MAXORDER] |
|  | spinlock\_t | lru\_lock； |
|  | struct zone\_lru { |  |
|  | struct list\_head | list； |
|  | unsigned long | nr\_saved\_scan； |
|  | } Iru[NR\_LRU\_LISTS]; |  |
|  | struct zone\_reclaim\_stat | reclaim\_stat； |
|  | unsigned long | pages\_scanned； |
|  | unsigned long | flags； |
|  | atomic\_long\_t | vm\_Stat[NR\_VM\_ZONE\_STAT\_ITEMS]; |
|  | int | prev\_priority； |
|  | unsigned | int inactive\_ratio； |
|  | wait\_queue\_head\_t | \*wait\_table； |
|  | unsigned long | wait\_table\_hash\_nr\_entries； |
|  | unsigned long | wait\_table\_bits; |
|  | struct pglist\_data | \*zone\_\_pgdat； |
|  | unsigned long | zone\_start\_pfn； |
|  | unsigned long | spanned\_pages； |
|  | unsigned long | present\_pages； |
|  | const char | \*name； |
| }; |  |  |

这个结构体很大，但是，系统中只有三个区，因此，也只有三个这样的结构。让我们看一下 其中一些重要的域。

lock域是一个自旋锁，它防止该结构被并发访问。注意，这个域只保护结构，而不保护驻 留在这个区中的所有页。没有特定的锁来保护单个页，但是，部分内核可以锁住在页中驻留的 数据。

watermark数组持有该区的最小值、最低和最高水位值。内核使用水位为每个内存区设置合 适的内存消耗基准。该水位随空闲内存的多少而变化。

name域是一个以NULL结束的字符串表示这个区的名字。内核启动期间初始化这个值，其 代码位于mm/page\_alloc.c中。三个区的名字分别为“DMA”、“Normal”和“HighMem”。

12.3获得页

我们已经对内核如何管理内存（页、区等）有所了解了，现在让我们看一下内核实现的接 口，我们正是通过这些接口在内核内分配和释放内存的。

内核提供了一种请求内存的底层机制，并提供了对它进行访问的几个接口。所有这些接口都

以页为单位分配内存，定义于＜linux/gfp.h＞中。最核心的函数是：

struct page \* alloc\_pages(gfp\_t gfp\_mask, unsigned int order)

该函数分配2^ (l«order)个连续的物理页，并返回一个指针，该指针指向第一个页的 page结构体；如果出错，就返回NULLo在12.4节我们再研究gft\_t类型和gft\_mask参数。你可 以用下面这个函数把给定的页转换成它的逻辑地址：

void \* page\_address(struct page \*page)

该函数返回一个指针，指向给定物理页当前所在的逻辑地址。如果你无须用到struct page, 你可以调用：

unsigned long get free\_pages(gfp\_t gfp\_mask, unsigned int order)

这个函数与alloc\_pages()作用相同，不过它直接返回所请求的第一个页的逻辑地址。因为页 是连续的，所以其他页也会紧随其后。

如果你只需一页，就可以用下面两个封装好的函数，它能让你少敲几下键盘：

struct page \* alloc page(gfp\_t gfp\_mask)

unsigned long get\_free\_page(gfp\_t gfp\_mask)

这两个函数与其兄弟函数工作方式相同，只不过传递给。rder的值为0 (2。= 1页)。

12.3.1**获得填充为**0的页

如果你需要让返回的页的内容全为0,请用下面这个函数：

unsigned long get\_zeroed\_page(unsigned int gfp\_mask)

这个函数与\_get\_free\_pageS()工作方式相同，只不过把分配好的页都填充成了 0—字节中 的每一位都要取消设置。如果分配的页是给用户空间的，这个函数就非常有用了。虽说分配好 的页中应该包含的都是随机产生的垃圾信息，但其实这些信息可能并不是完全随机的——它很 可能“随机地”包含某些敏感数据。用户空间的页在返回之前，所有数据必须填充为0,或做 其他清理工作，在保障系统安全这一点上，我们决不妥协。表12.2是所有底层的页分配方法 的列表。

表12.2低级页分配方法

|  |  |
| --- | --- |
| 标 志 | 描 述 |
| **alloc\_\_page(gfp\_mask)** | 只分配一页，返回指向页结构的指针 |
| **alloc\_pages(gip\_mask,order)** | 分配**2**。宀个页，返回指向第一页页结构的指针 |
| **get free page(gfp mask)** | 只分配一页，返回指向其逻辑地址的指针 |
| **\_et\_free\_pages(gip\_mask,order)** | 分配**2\*** 页，返回指向第一页逻辑地址的指针 |
| **get\_zeroed\_page(gfp\_mask)** | 只分配一页，让其内容填充**0,**返回指向其逻辑地址的指针 |

12.3.2释放页

当你不再需要页时可以用下面的函数释放它们:

void f ree\_\_pages (struct page \*page, unsigned int order)

void free pages(unsigned long addr, unsigned int order)

void free page(unsigned long addr)

释放页时要谨慎，只能释放属于你的页。传递了错误的struct page或地址，用了错误的 order值，这些都可能导致系统崩溃。请记住，内核是完全信赖自己的。这点与用户空间不同， 如果你有非法操作，内核会开开心心地把自己挂起来，停止运行。

让我们看一个例子。其中，我们想得到8个页：

unsigned long page；

page = get\_free\_pages(GFP\_KERNEL, 3);

if (Ipage)(

/•没有足够的内存：你必须处理这种错误！ •/ return -ENOMEM；

}

/• “page”现在指向8个连续页中第1个页的地址...•/

在此，我们使用完这8个页之后释放它们：

free\_pages(page, 3)；

/\*

•页现在已经被释放了，我们不应该再访问

•存放在“page”中的地址了

\*/

GFP\_KERNEL参数是gfp\_mask标志的一个例子。前面我们已经简要讨论过。

调用\_get\_&ee\_pages。之后要注意进行错误检査。内核分配可能失败，因此你的代码必须进 行检査并做相应的处理。这意味在此之前，你所做的所有工作可能前功尽弃，甚至还需要回归到 原来的状态。"正因为如此，在程序开始时就先进行内存分配是很有意义的，这能让错误处理得容 易一点。如果你不这么做，那么在你想要分配内存的时候如果失败了，局面可能就难以控制了。

当你需要以页为单位的一族连续物理页时，尤其是在你只需要一两页时，这些低级页函数很 有用。对于常用的以字节为单位的分配来说，内核提供的函数是kmalloc。。

12.4 kmalloc()

kmalloc ()函数与用户空间的malloc() 一族函数非常类似，只不过它多了一个Rags参数。 kmalloc。函数是一个简单的接口，用它可以获得以字节为单位的一块内核内存。如果你需要 整个页，那么，前面讨论的页分配接口可能是更好的选择。但是，对于大多数内核分配来说, kmalloc0接口用得更多。

kmallocQ 在 <linux/slab.h> 中声明：

void \* kmalloc(size\_t size, gfp\_t flags)

这个函数返回一个指向内存块的指针，其内存块至少要有size大小。所分配的内存区在物 理上是连续的。在出错时，它返回NULLO除非没有足够的内存可用，否则内核总能分配成功。 在对kmalloc()调用之后，你必须检査返回的是不是NULL,如果是，要适当地处理错误。

让我们看一个例子。我们随便假定存在--个dog结构体，现在需要为它动态地分配足够的空间：

struct dog \*p；

p = kmallocfsizeof(struct dog), GFP\_KERNEL)；

if (!p)

/•处理错误...\*/

如果kmalloc()调用成功，那么，ptr现在指向一个内存块，内存块的大小至少为所请求的大 小。GFP\_KERNEL标志表示在试图获取内存并返回给kmalloc()的调用者的过程中，内存分配器 将要采取的行为。

12.4.1 gfp\_mask 标志

我们已经看过了几个例子，发现不管是在低级页分配函数中，还是在kmalloc。中，都用到 了分配器标志。现在，我们就深入讨论一下这些标志。

这些标志可分为三类：行为修饰符、区修饰符及类型。行为修饰符表示内核应当如何分配所需 的内存。在某些特定情况下，只能使用某些特定的方法分配内存。例如，中断处理程序就要求内核 在分配内存的过程中不能睡眠(因为中断处理程序不能被重新调度)。区修饰符表示从哪儿分配内 存。前面我们已经看到，内核把物理内存分为多个区，每个区用于不同的目的。区修饰符指明到底 从这些区中的哪一区中进行分配。类型标志组合了行为修饰符和区修饰符，将各种可能用到的组合 归纳为不同类型，简化了修饰符的使用；这样，你只需指定一个类型标志就可以了。GFP\_KERNEL 就是一种类型标志，内核中进程上下文相关的代码可以使用它。我们来看一下这些标志。

1. 行为修饰符

所有这些标志，包括行为描述符都是在＜linux/gfp.h＞中声明的。不过，在＜linux/slab.h＞中 包含有这个头文件，因此，你一般不必直接包含引用它。实际上，一般只使用类型修饰符就够 了，我们随后会看到这点。因此，最好对每个标志都有所了解。表12・3是行为修饰符的列表。

表12・3行为修饰符

|  |  |  |
| --- | --- | --- |
| 标 志 | 描 述 | |
| **\_\_GFP\_WAIT** | 分配器可以睡眠 | |
| **GFP HIGH** | 分配器可以访问紧急事件缓冲池 | |
| **\_GFP\_1O** | 分配器可以启动磁盘**I/O** | |
| **GFP FS** | 分配器可以启动文件系统**I/O** | |
| **\_GFP\_COLD** | 分配器应该使用高速缓存中快要淘汰出去的页 | |
| **GFP NOWARN** | 分配器将不打印失败警告 | |
| **\_GFP\_REPEAT** | 分配器在分配失败时重复进行分配，但是这次分配还存在失败的可能 | |
| **GFP NOFALL** | 分配器将无限地重复进行分配。分配不能失败 | |
| (续) | |
| 标 志 | 描 述 |
| **GFP NORETRY** | 分配器在分配失败时绝不会重新分配 |
| **GFP NO GROW** | 由**slab**层内部使用 |
| **GFP COMP** | 添加混合页元数据，在**hugetlb**的代码内部使用 |

可以同时指定这些分配标志。例如：

ptr = kmalloc(size, GFP\_WAIT | GFP\_IO | GFP\_FS);

说明页分配器(最终调用alloc\_pages())在分配时可以阻塞、执行I/O,在必要时还可以执 行文件系统操作。这就让内核有很大的自由度，以便它尽可能找到空闲的内存来满足分配请求。

大多数分配都会指定旌些修饰符，但一般不是这样直接指定，而是采用我们随后讨论的类型 标志。别担心，你不会在分配内存时为怎样使用这些标志而犯愁的！

1. 区修饰符

区修饰符表示内存区应当从何处分配。通常，分配可以从任何区开始。不过，内核优先从 ZONE\_NORMAL开始，这样可以确保其他区在需要时有足够的空闲页可供使用。

实际上只有两个区修饰符，因为除了 ZONE\_NORMAL之外只有两个区(默认都是从 ZONE\_NORMAL区进行分配)。表12.4是区修饰符的列表。

表12Y区修饰符

|  |  |
| --- | --- |
| 标 志 | *描* 述 |
| **\_GFP\_DMA** | 从**ZONE DMA**分配 |
| **GFP DMA32** | 只在**ZONE DMA32**分配 |
| **GFP HIGHMEM** | 从 **ZONE HIGHMEM** 或 **ZONE NORMAL** 分配 |

指定以上标志中的一个就可以改变内核试图进行分配的区。\_GFP\_DMA标志强制内核从 ZONE\_DMA分配。这个标志在说，有了这种奇怪的标识，我绝对可以拥有进行DMA的内存。 相反，如果指定\_GFP\_HIGHEM标志，则从ZONE\_HIGHMEM (优先)或ZONE\_NORMAL 分配。这个标志在说，我可以使用高端内存，因此，我可以是一个玩偶，给你退还一些内存，但 是，常规内存还照常工作。如果没有指定任何标志，则内核从ZONE\_DMA或ZONE\_NORMAL 进行分配，当然优先从ZONE\_NORMAL进行分配。不管区标志说什么了，只要它行为正常，我 就不关心了。

不能给\_get\_free\_pages()或kalloc()指定ZONE\_HIGHMEM,因为这两个函数返回的都是逻 辑地址，而不是page结构，这两个函数分配的内存当前有可能还没有映射到内核的虚拟地址空 间，因此，也可能根本就没有逻辑地址。只有alloc\_pagesO才能分配髙端内存。实际上，你的分 配在大多数情况下都不必指定修饰符，ZONE\_NORMAL就足矣。

1. 类型标志

类型标志指定所需的行为和区描述符以完成特殊类型的处理。正因为这一点，内核代码趋向

于使用正确的类型标志，而不是一味地指定它可能需要用到的多个描述符。这么做既简单又不容 易出错误。表12.5是类型标志的列表，而表12.6显示了每个类型标志与哪些修饰符相关联。

表12・5类型标志

|  |  |
| --- | --- |
| 标 志 | 描 述 |
| GFP ATOMIC | 这个标志用在中断处理程序、下半部、持有自旋锁以及其他不能睡眠的地方 |
| GFP\_NOWA1T | 与GFP ATOM1C类似，不同之处在于，调用不会退给紧急内存池。这就増加了内存分配失败 的可能性。 |
| GFP\_NOIO | 这种分配可以阻塞，但不会启动磁盘I/O。这个标志在不能引发更多磁盘I/O时能阻塞I/O代 码，这可能导致令人不愉快的递归 |
| GFP\_NOFS | 这种分配在必要时可能阻塞，也可能启动磁盘1/0，但是不会启动文件系统操作。这个标志在 你不能再启动另一个文件系统的操作时，用在文件系统部分的代码中 |
| GFP\_KERNEL | 这是一种常规分配方式，可能会阻塞。这个标志在睡眠安全时用在进程上下文代码中。为了获 得调用者所需的内存，内核会尽力而为.这个标志应当是首选标志 |
| GFP USER | 这是一种常规分配方式，可能会阻塞。这个标志用于为用户空间逬程分配内存时 |
| GFP HIGHUSER | 这是从ZONE HIGHMEM进行分配，可能会阻塞。这个标志用于为用户空间进程分配内存 |
| GFP\_DMA | 这是从ZONE\_DAM进行分配。需要获取能供DMA使用的内存的设备驱动程序使用这个标志， 通常与以上的某个标志组合在一起使用 |

表124在每种类型标志后隐含的修饰符列表

|  |  |
| --- | --- |
| 标 志 | 修饰符标志 |
| GFP ATOMIC | GFP HIGH |
| GFP NOWAIT | 0 |
| GFP\_NOIO | GFP WAIT |
| GFP N0FS | (GFP WAIT|GFP IO) |
| GFP KERNEL | (GFP WAIT|GFPJO|GFP FS) |
| GFP USER | (GFP WAIT1 GFP IO|GFP FS) |
| GFP\_HIGHUSER | (GFP WAIT|GFP IO|GFP FSL GFP HIGHMEM) |
| GFP DMA | GFP DMA |
|  |  |

让我们看一下最常用的标志以及你什么时候、为什么需要使用它们。内核中最常用的标志是 GFPJCERNEL。这种分配可能会引起睡眠，它使用的是普通优先级。因为调用可能阻塞，因此 这个标志只用在可以重新安全调度的进程上下文中（也就是没有锁被持有等情况）。因为这个标 志对内核如何获取请求的内存没有任何约束，所以内存分配成功的可能性很高。

另一个截然相反的标志是GFP\_ATOMIC。因为这个标志表示不能睡眠的内存分配，因此想 要满足调用者获取内存的请求将会受到很严格的限制。即使没有足够的连续内存块可供使用，内 核也很可能无法释放出可用内存来，因为内核不能让调用者睡眠。相反，GFP\_KERNEL分配可 以让调用者睡眠、交换、刷新一些页到硬盘等。因为GFP\_ATOMIC不能执行以上任何操作，因 此与GFP\_KERNEL相比较，它分配成功的机会较小（尤其在内存短飮时）。即便如此，在当前 代码（例如中断处理程序、软中断和tasklet）不能睡眠时，也只能选择GFP\_ATOMIC。

在以上两种标志中间的是GFP\_NOIO和GFP\_NOFS。以这两个标志进行的分配可能会引起 阻塞，但它们会避免执行某些其他操作。GFP\_NOIO分配绝不会启动任何磁盘I/O来帮助满足

请求。而GFP\_NOFS可能会启动磁盘I/O,但是它不会启动文件系统I/O。你为什么需要这些标 志？它们分别用在某些低级块I/O或文件系统的代码中。设想，如果文件系统代码中需要分配内 存，但没有使用GFP\_NOFS。这种分配可能会引起更多的文件系统操作，而这些操作又会导致 另外的分配，从而再引起更多的文件系统操作！这会一直持续下去。这样的代码在调用分配器的 时候，必须确保分配器不会再执行到代码本身，否则，分配就可能产生死锁。也别紧张，内核使 用这两个标志的地方是极少的。

GFP\_DMA标志表示分配器必须满足从ZONE\_DMA进行分配的请求。这个标志用在需要 DMA的内存的设备驱动程序中。一般你会把这个标志与GFP—ATOMIC和GFP\_KERNEL结合起 来使用。

在你编写的绝大多数代码中，用到的要么是GFP\_KERNEL,要么是GFP\_ATOMICo 表12-7是通常情形和所用标志的列表。不管使用哪种分配类型，你都必须进行检査，并对 错误进行处理。

表12・7什么时候用哪种标志

|  |  |
| --- | --- |
| 情 形 | 相应标志 |
| 进程上下文，可以睡眠 | 使用 **GFP KERNEL** |
| 进程**k**下文，不可以睡眠 | 使用**GFP ATOMIC,**在你睡眠之前或之后以**GFP KERNEL**执行内存分配 |
| 中断处理程序 | 使用 **GFP ATOMIC** |
| 软中断 | 使用 **GFP ATOMIC** |
| **tasklet** | 使用 **GFP ATOMIC** |
| 需要用于**DMA**的内存，可以睡眠 | 使用**(GFP DMA | GFP KERNEL)** |
| 需要用于**DMA**的内存，不可以睡眠 | 使用**(GFP DMA | GFP ATOM1C),**或在你睡眠之前执行内存分配 |

12.4.2 kfree()

kmalloc()的另一端就是 kfree(), kfree()声明于 <linux/slab.h> 中:

void kfree(const void \*ptr)

kfree()函数释放由kmalloc()分配出来的内存块。如果想要释放的内存不是由kmalloc()分配 的，或者想要释放的内存早就被释放了，比如说释放属于内核其他部分的内存，调用这个函数 就会导致严重的后果。与用户空间类似，分配和回收要注意配对使用，以避免内存泄漏和其他 bugo注意，调用kfree (NULL )是安全的。

让我们看一个在中断处理程序中分配内存的例子。在这个例子中，中断处理程序想分配一个 缓冲区来保存输入数据。BUF\_SIZE预定义为以字节为单位的缓冲区长度，它应该是大于两个字 节的。

char \*buf；

buf = kmalloc(BUF\_SIZE, GFP\_ATOMIC);

if (Ibuf)

/•内存分配出错！ \*/

之后，当我们不再需要这个内存时，别忘了释放它：

kfree(buf)；

12.5 vmalloc()

vmalloc()函数的工作方式类似于kmalloc(),只不过前者分配的内存虚拟地址是连续的，而 物理地址则无须连续。这也是用户空间分配函数的工作方式：由malloc()返回的页在进程的虚拟 地址空间内是连续的，但是，这并不保证它们在物理RAM中也是连续的。kmalloc()函数确保页 在物理地址上是连续的(虚拟地址自然也是连续的)。vmalloc。函数只确保页在虚拟地址空间内 是连续的。它通过分配非连续的物理内存块，再“修正”页表，把内存映射到逻辑地址空间的连 续区域中，就能做到这点。

大多数情况下，只有硬件设备需要得到物理地址连续的内存。在很多体系结构上，硬件设备 存在于内存管理单元以外，它根本不理解什么是虚拟地址。因此，硬件设备用到的任何内存区都 必须是物理上连续的块，而不仅仅是虚拟地址连续上的块。而仅供软件使用的内存块(例如与进 程相关的缓冲区)就可以使用只有虚拟地址连续的内存块。但在你的编程中，根本察觉不到这种 差异。对内核而言，所有内存看起来都是逻辑上连续的。

尽管在某些情况下才需要物理上连续的内存块，但是，很多内核代码都用kmalloc()来获 得内存，而不是vmalloc()o这主要是出于性能的考虑。vmalloc0函数为了把物理上不连续的页 转换为虚拟地址空间上连续的页，必须专门建立页表项。糟糕的是，通过vmalloc。获得的页必 须一个一个地进行映射(因为它们物理上是不连续的)，这就会导致比直接内存映射大得多的 TLB。抖动。因为这些原因，vmalloc。仅在不得已时才会使用一典型的就是为了获得大块内存. 时，例如，当模块被动态插入到内核中时，就把模块装载到由vmalloc。分配的内存上。

vmallocO函数声明在＜linux/vmalloc.h＞中，定义在＜mm/vmalloc.c＞中。用法与用户空间的 malloc()相同:

void \* vmalloc(unsigned long size)

该函数返回一个指针，指向逻辑上连续的一块内存区，其大小至少为size。在发生错误时， 函数返回NULL。函数可能睡眠，因此，不能从中断上下文中进行调用，也不能从其他不允许阻 塞的情况下进行调用。

要释放通过vmallocO所获得的内存，使用下面的函数:

void vfree(const void \*addr)

这个函数会释放从addr开始的内存块，其中addr是以前由vmalloc()分配的内存块的地址。 这个函数也可以睡眠，因此，不能从中断上下文中调用。它没有返回值。

这个函数用起来比较简单：

**0 TLB (translation lookaside buffer)**是一种硬缓冲区，很多体系结构用它来缓存虚拟地址到物理地址的映射关 系。它极大地提高了系统的性能，因为大多数内存都要进行虚拟寻址。

char \*buf；

buf » vmalloc(16 \* PAGE\_SIZE)； /♦ get 16 pages \*/

if (!buf)

/\*错误！不能分配内存\*/

/\*

• buf现在指向虚拟地址连续的•块内存区，其大小至少为16\*PAGE\_SIZE

\*/

在分配内存之后，一定要释放它：

vfree(buf)；

12.6 slab 层

分配和释放数据结构是所有内核中最普遍的操作之一。为了便于数据的频繁分配和回收，编 程人员常常会用到空闲链表。空闲链表包含可供使用的、已经分配好的数据结构块。当代码需要 一个新的数据结构实例时，就可以从空闲链表中抓取一个，而不需要分配内存，再把数据放进 去。以后，当不再需要这个数据结构的实例时，就把它放回空闲链表，而不是释放它。从这个意 义上说，空闲链表相当于对象高速缓存一 速存储频繁使用的对象类型。

在内核中，空闲链表面临的主要问题之一是不能全局控制。当可用内存变得紧缺时，内核无 法通知每个空闲链表，让其收缩缓存的大小以便释放出一些内存来。实际上，内核根本就不知道 存在任何空闲链表。为了弥补这一缺陷，也为了使代码更加稳固，Linux内核提供了 slab层(也 就是所谓的slab分配器)。slab分配器扮演了通用数据结构缓存层的角色。

slab分配器的概念首先在Sun公司的SunOS 5.4操作系统中得以实现㊀。Linux数据结构缓 存层具有同样的名字和基本设计思想。.

slab分配器试图在几个基本原则之间寻求一种平衡:

-频繁使用的数据结构也会频繁分配和释放，因此应当缓存它们。

•频繁分配和回收必然会导致内存碎片(难以找到大块连续的可用内存)。为了避免这种现 象，空闲链表的缓存会连续地存放。因为已释放的数据结构又会放回空闲链表，因此不会 导致碎片。

•回收的对象可以立即投入下一次分配，因此，对于频繁的分配和释放，空闲链表能够提高 其性能。

•如果分配器知道对象大小、页大小和总的高速缓存的大小这样的概念，它会做出更明智的 决策。

•如果让部分缓存专属于单个处理器(对系统上的每个处理器独立而唯一)，那么，分配和 释放就可以在不加SMP锁的情况下进行。

-如果分配器是与NUMA相关的，它就可以从相同的内存节点为请求者进行分配。

•对存放的对象进行着色(color),以防止多个对象映射到相同的髙速缓存行(cache line)。

Linux的slab层在设计和实现时充分考虑了上述原则。

© 参看 **J. Bonwick** 所著的《**The Slab Allocator : An Object-Caching Kernel Memory Allocator!, USENIX, 1994**。

12.6.1 slab层的设计

slab层把不同的对象划分为所谓高速缓存组，其中每个髙速缓存组都存放不同类型的对象。 每种对象类型对应一个高速缓存。例如，一个高速缓存用于存放进程描述符（task\_struct结构的 一个空闲链表），而另一个高速缓存存放索引节点对象（struct inode）。有趣的是，kmalk）c（）接口 建立在slab层之上，使用了一组通用高速缓存。

然后，这些高速缓存又被划分为slab （这也是这个子系统名字的来由）。slab由一个或多个物 理上连续的页组成。一般情况下，slab也就仅仅由一页组成。每个高速缓存可以由多个slab组成。

每个slab都包含一些对象成员，这里的对象指的是被缓存的数据结构。每个slab处于三种 状态之一：满、部分满或空。一个满的slab没有空闲的对象（slab中的所有对象都已被分配）。 一个空的slab没有分配出任何对象（slab中的所有对象都是空闲的）。一个部分满的slab有一些 对象已分配出去，有些对象还空闲着。当内核的某一部分需要一个新的对象时，先从部分满的 slab中进行分配。如果没有部分满的slab,就从空的slab中进行分配。如果没有空的slab,就要 创建一个slab 了。*显然,*满的slab无法满足请求，因为它根本就没有空闲的对象。这种策略能 减少碎片。

作为一个例子，让我们考察一下inode结构，该结构是磁盘索引节点在内存中的体现（参 见第13章）。这些数据结构会频繁地创建和释放，因此，用slab分配器来管理它们就很有必要。 因而struct inode就由inode\_cachep高速缓存（这是一种标准的命名规范）进行分配。这种高速 缓存由一个或多个slab组成——由多个slab组成的可能性大一些，因为这样的对象数景很大。 每个slab包含尽可能多的struct inode对象。当内核请求分配一个新的inode结构时，内核就从部 分满的slab或空的slab （如果没有部分满的slab）返回一个指向已分配但未使用的结构的指针。 当内核用完inode对象后，slab分配器就把该对象标记为空闲。图12.1显示了髙速缓存、slab及 对象之间的关系。
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图12・1高速缓存、slab及对象之间的关系

每个高速缓存都使用kmem\_cache结构来表示。这个结构包含三个链表：slabs\_fiill、slabs\_ partial和slabs\_empty,均存放在kmemjist3结构内，该结构在mm/slab.c中定义。这些链表包含 高速缓存中的所有slabo slab描述符struct slab用来描述每个slab s

struct slab {

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| struct list\_head | | list； | /\*满、部分满或空链表\*/ | |
|  | unsigned long | colouroff； | /\* | slab着色的偏移执\*/ |
|  | void |  | /\* | 在slab中的第一个对象\*/ |
|  | unsigned inc | inuse； | /\* | slab中已分配的对象數\*/ |
| )； | kmem\_bufctl\_t | free； | /\* | 第一个空闲对象(如果有的话)•/ |

slab描述符要么在slab之外另行分配，要么就放在slab自身开始的地方。如果slab很小, 或者slab内部有足够的空间容纳slab描述符，那么描述符就存放在slab里面。

slab分配器可以创建新的slab,这是通过\_get\_free\_pagesO低级内核页分配器进行的：

static void \*kmem\_getpages(struct kmem\_cache \*cachep, gfp\_t flags, int nodeid) {

struct page \*page；

void \*addr；

int i； flags |= cachep->gfpflags；

if (likely(nodeid == -1)) (

addr = (void\*) get\_freej>ages(flags, cachep->gfporder)； if (!addr)

return NULL;

page « virt\_\_to\_page (addr)；

} else (

page = alloc\_pages\_node(nodeid, flags, cachep->gfporder)*；* if (Ipage)

return NULL；

addr = page\_address(page)；

i - (1 « cachep->gfporder)； if (cachep->flags & SLAB\_RECLAIM\_ACCOUNT) atomic\_add (i, &slab\_reclaim\_\_pages)； add\_page\_state(nr\_slab, i)； while (i—) (

SetPageSlab(page)；

page++；

}

return addr；

}

该函数使用,^et\_free\_pagesO来为高速缓存分配足够多的内存。该函数的第一个参数就指向 需要很多页的特定高速缓存。第二个参数是要传给\_jget\_fi'ee\_pagesO的标志，注意这个标志是如 何与另一个值进行二进制“或”运算的，这相当于把高速缓存需要的缺省标志加到Hags参数上。

分配的页大小为2的幕次方，存放在cachep->gfporder中。由于与分配器NUMA相关的代码的 关系前面这个函数比想象的要复杂一些。当nodeid是一个非负数时，分配器就试图对从相同的 内存节点给发出的请求进行分配。这在NUMA系统上提供了较好的性能，但是访问节点之外的 内存会导致性能的损失。

为了便于理解，我们可以忽略与NUMA相关的代码，写一个简单的kmem-getpages。函数：

static inline void \* kmem\_getpages(struct kmem\_cache \*cachep, gfp\_t flags)

(

void \*addr；

£lags |= cachep->gfpflags； addr = (void\*) get\_free\_pages(flags, cachep->gfporder)；

return addr；

}

接着，调用kmem\_&eepages()释放内存，而对给定的高速缓存页，kmem\_thsepages。最终调 用的是&ee\_pages()。当然，slab层的关键就是避免频繁分配和释放页。由此可知，slab层只有当 给定的高速缓存部分中既没有满也没有空的slab时才会调用页分配函数。而只有在下列情况下 才会调用释放函数：当可用内存变得紧缺时，系统试图释放出更多内存以供使用；或者当高速缓 存显式地被撤销时。

slab层的管理是在每个高速缓存的基础上，通过提供给整个内核一个简单的接口来完成的。 通过接口就可以创建和撤销新的高速缓存，并在高速缓存内分配和释放对象。高速缓存及其内 slab的复杂管理完全通过slab层的内部机制来处理。当你创建了一个高速缓存后，slab层所起的 作用就像一个专用的分配器，可以为具体的对象类型进行分配。

12.6.2 slab分配器的接口

一个新的高速缓存通过以下函数创建：

struct kmem\_cache \* kmem\_cache\_create(const char \*name,

size\_t size,

size\_t align, unsigned long flags, void (\*ctor)(void \*))；

第一个参数是一个字符串，存放着高速缓存的名字；第二个参数是髙速缓存中每个元素的大 小；第三个参数是slab内第一个对象的偏移，它用来确保在页内进行特定的对齐。通常情况下, 0就可以满足要求，也就是标准对齐。Rags参数是可选的设置项，用来控制高速缓存的行为。它 可以为0,表示没有特殊的行为，或者与以下标志中的一个或多个进行“或”运算：

• SLAB\_HWCACHE\_ALIGN——这个标志命令slab层把一个slab内的所有对象按高速缓 存行对齐。这就防止了 “错误的共享”(两个或多个对象尽管位于不同的内存地址，但映 射到相同的高速缓存行)。这可以提高性能，但以增加内存开销为代价，因为对齐越严格, 浪费的内存就越多。到底会耗费掉多少内存，取决于对象的大小以及对象相对于系统高速 缓存行对齐的方式。对于会频繁使用的高速缓存，而且代码本身对性能要求又很严格的情 况，设置该选项是理想的选择：否则，请三思而后行。

* SLAB\_POISON——这个标志使slab层用已知的值(a5a5a5a5)填充slab。这就是所谓的 “中毒”，有利于对未初始化内存的访问。

-SLAB\_RED\_ZONE—这个标志导致slab层在已分配的内存周围插入“红色警界区”以探 测缓冲越界。

* SLAB\_PANIC——这个标志当分配失败时提醒slab*层。*这在要求分配只能成功的时候非常 有用。比如，在系统初启时分配一个VMA结构的高速缓存(参见第15章)。
* SLAB\_CACHE\_DMA——这个标志命令slab层使用可以执行DMA的内存给每个slab分配 空间。只有在分配的对象用于DMA,而且必须驻留在ZONE\_DMA区时才需要这个标志。 否则，你既不需要也不应该设置这个标志。

最后一个参数ctor是高速缓存的构造函数。只有在新的页追加到高速缓存时，构造函数才 被调用。实际上，Lirrnx内核的高速缓存不使用构造函数。事实上这里曾经还有过一个析构函数 参数，但是由于内核代码并不需要它，因此已经被抛弃了。你可以将ctor参数赋值为NULL。

kmem\_cache\_create()在成功时会返回一个指向所创建高速缓存的指针；否则，返回NULL。 这个函数不能在中断上下文中调用，因为它可能会睡眠。

要撤销一个高速缓存，则调用：

int kmem\_cache\_destroy(struct kmem\_cache \*cachep)

顾名思义，这样就可以撤销给定的髙速缓存。这个函数通常在模块的注销代码中被调用，当 然，这里指创建了自己的高速缓存的模块。同样，也不能从中断上下文中调用这个函数，因为它 也可能睡眠。调用该函数之前必须确保存在以下两个条件：

•高速缓存中的所有slab都必须为空。其实，不管哪个slab中，只要还有一个对象被分配出 去并正在使用的话，那怎么可能撤销这个高速缓存呢？

•在调用kmem\_cache\_destroy()过程中(更不用说在调用之后了)不再访问这个高速缓存。 调用者必须确保这种同步。

该函数在成功时返回0,否则返回非0值。

1. 从缓存中分配

创建高速缓存之后，就可以通过下列函数获取对象：

void \* kmem\_cache\_alloc(struct kmem\_cache \*cachep, gfp\_t flags)

该函数从给定的高速缓存cachep中返回一个指向对象的指针。如果髙速缓存的所有slab中 都没有空闲的对象，那么slab层必须通过kmem\_getpages()获取新的页，flags的值传递给,get\_ free\_pages()o这与我们前面看到的标志相同，你用到的应该是GFP\_KERNEL或GFP\_ATOMIC。

最后释放一个对象，并把它返回给原先的slab,可以使用下面这个函数：

void kmem\_cache\_free(struct kmem\_cache \*cachep, void \*objp)

这样就能把cachep中的对象objp标记为空闲。

1. slab分配爲的使用实例

让我们考察一个鲜活的实例，这个例子用的是task\_stract结构(进程描述符)。代码稍微有 点复杂，取自kemel/fbrk.Co

首先，内核用一个全局变量存放指向task\_struct高速缓存的指针:

struct kmem\_cache \*task\_struct\_cachep；

在内核初始化期间，在定义于kemel/fbrk.c的fork\_init()中会创建高速缓存:

task\_struct\_cachep = kmem\_cache\_create(\*task\_struct",

sizeof(struct task\_struct),

ARCH\_MIN\_TASKALIGN,

SLAB\_PANIC I SLAB\_NOTRACK, NULL);

这样就创建了一个名为tesk\_struct的高速缓存，其中存放的就是类型为struct task\_struct 的对象。该对象被创建后存放在slab中偏移量为ARCH\_MIN\_TASKALIGN个字节的地方， ARCH\_MIN\_TASKALIGN预定义值与体系结构相关。通常将它定义为L1\_CACHE\_BYTES― L1高速缓存的字节大小。没有构造函数或析构函数。注意不用检査返回值是否为失败标记 NULL,因为SLAB\_PANIC标志已经被设置了。如果分配失败，slab分配器就调用panic。函数。 如果没有提供SLAB\_PANIC标志，就必须自己检査返回值。SLAB\_PANIC标志用在这儿是因为 这是系统操作必不可少的高速缓存(没有进程描述符，机器自然不能正常运行)。

每当进程调用fork。时，一定会创建一个新的进程描述符(回忆一下第3章)。这是在dup\_ task\_sturct()中完成的，而该函数会被do\_fbrkQ调用：

struct task\_struct \*tsk；

tsk = kmem\_cache\_alloc(taBk\_struct\_cachep, GFP\_KERNEL);

if (!tsk) return NULL；

进程执行完后，如果没有子进程在等待的话，它的进程描述符就会被释放，并返回给task\_ struct\_cachep slab高速缓存。这是在&ee\_task\_struct()中执行的(这里，tsk是现有的进程)：

kmem\_cache\_free(task\_struct\_cachep, tsk)；

由于进程描述符是内核的核心组成部分，时刻都要用到，因此task\_struct\_cachep高速缓存 绝不会被撤销掉。即使真能撤销，我们也要通过下列函数阻止其被撤销：

int err；

err = kmem\_cache\_destroy(task\_struct\_cachep)；

if (err)

/•出错，撤销高速缓存•/

很容易吧？ slab层负责内存紧缺情况下所有底层的对齐、着色、分配、释放和回收等。如 果你要频繁创建很多相同类型的对象，那么，就应该考虑使用slab高速缓存。也就是说，不要 自己去实现空闲链表！

12.7在栈上的静态分配

在用户空间，我们以前所讨论到的那些分配的例子，有不少都可以在栈上发生。因为我们毕 竟可以事先知道所分配空间的大小。用户空间能够奢侈地负担起非常大的栈，而且栈空间还可以 动态增长，相反，内核却不能这么奢侈——内核栈小而且固定。当给每个进程分配一个固定大小 的小栈后，不但可以减少内存的消耗，而且内核也无须负担太重的栈管理任务。

每个进程的内核栈大小既依赖体系结构，也与编译时的选项有关。历史上，每个进程都有两 页的内核栈。因为32位和64位体系结构的页面大小分别是4KB和8KB,所以通常它们的内核 栈的大小分别是8KB和16KB。

12.7.1单页内核栈

但是，在2.6系列内核的早期，引入了一个选项设置单页内核栈。当激活这个选项时，每个 进程的内核栈只有一页那么大，根据体系结构的不同，或为4KB,或为8KB。这么做出于两个 原因:首先，可以让每个进程减少内存消耗。其次，也是最重要的，随着机器运行时间的增加， 寻找两个未分配的、连续的页变得越来越困难。物理内存渐渐变为碎片，因此，给一个新进程分 配虚拟内存（VM）的压力也在增大。

还有一个更复杂的原因。继续跟随我：我们几乎掌握了关于内核栈的全部知识。现在，每个 进程的整个调用链必须放在自己的内核栈中。不过，中断处理程序也曾经使用它们所中断的进程 的内核栈，这样，中断处理程序也要放在内核栈中。这当然有效而简单，但是，这同时会把更严 格的约束条件加在这可怜的内核栈上。当我们转而使用只有一个页面的内核栈时，中断处理程序 就不放在栈中了。

为了矫正这个问题，内核开发者们实现了一个新功能：中断栈。中断栈为每个进程提供一个 用于中断处理程序的栈。有了这个选项，中断处理程序不用再和被中断进程共享一个内核栈，它 们可以使用自己的栈了。对毎个进程来说仅仅耗费了一页而已。

总的来说，内核栈可以是1页，也可以是2页,这取决于编译时配置选项。栈大小因此在 4〜16KB的范围内。历史上，中断处理程序和被中断进程共享一个栈。当1页栈的选项激活时, 中断处理程序获得了自己的栈。在任何情况下，无限制的递归和alloca（）显然是不被允许的。

好，就讲到这里。大家明白了吗？

12.7.2在栈上光明正大地工作

在任意一个函数中，你都必须尽量节省栈资源。这并不难，也没有什么窍门，只需要在具体 的函数中让所有局部变量（即所谓的自动变量）所占空间之和不要超过几百字节。在栈上进行大

量的静态分配（比如分配大型数组或大型结构体）是很危险的。要不然，在内核中和在用户空间 中进行的栈分配就没有什么差别了。栈溢出时悄无声息，但势必会引起严重的问题。因为内核没 有在管理内核栈上做足工作，因此，当栈溢出时，多出的数据就会直接溢出来，覆盖掉紧邻堆栈 末端的东西。首先面临考验的就是threadJnfb结构（回想一下第3章，这个结构就贴着每个进 程内核堆栈的末端）。在堆栈之外，任何内核数据都可能存在潜在的危险。当栈溢出时，最好的 情况是机器宕机，最坏的情况是悄无声息地破坏数据。

因此，进行动态分配是一种明智的选择，本章前面有关大块内存的分配就是采用这种方式。

12.8高端内存的映射

根据定义，在高端内存中的页不能永久地映射到内核地址空间上。因此，通过alloc\_pages（） 函数以\_GFP\_HIGHMEM标志获得的页不可能有逻辑地址。

在x86体系结构上，高于896MB的所有物理内存的范围大都是高端内存，它并不会永久 地或自动地映射到内核地址空间，尽管x86处理器能够寻址物理RAM的范围达到4GB （启用 PAE。可以寻址到64GB）。一旦这些页被分配，就必须映射到内核的逻辑地址空间上。在x86 上，高端内存中的页被映射到3GB〜4GB。

12.8.1永久映射

要映射一个给定的page结构到内核地址空间，可以使用定义在文件＜linux4iighmem.h＞中的 这个函数：

void \*kmap（struct page \*page）

这个函数在高端内存或低端内存上都能用。如果page结构对应的是低端内存中的一页，函 数只会单纯地返回该页的虚拟地址。如果页位于高端内存，则会建立一个永久映射，再返回地 址。这个函数可以睡眠，因此kmap（）只能用在进程上下文中。

因为允许永久映射的数量是有限的（如果没有这个限制，我们就不必搞得这么复杂，把所有 内存通通映射为永久内存就行了），当不再需要高端内存时，应该解除映射，这可以通过下列函 数完成：

void kunmap（struct page \*page）

12.8.2临时映射

当必须创建一个映射而当前的上下文又不能睡眠时，内核提供了临时映射（也就是所谓的原 子映射）。有一组保留的映射，它们可以存放新创建的临时映射。内核可以原子地把高端内存中 的一个页映射到某个保留的映射中。因此，临时映射可以用在不能睡眠的地方，比如中断处理程 序中，因为获取映射时绝不会阻塞。

**9 PAE**是**Physical Address Extension**的缩写，这是**x86**处理器的特点，这种特点使得**x86**处理器尽管只有**32**位 的虚拟地址空间，但从物理上能寻址到**36**位**（64GB）**的内存空间。

通过下列函数建立一个临时映射:

void \*kmap\_atomic(struct page \*page, enum km\_type type)

参数type是下列枚举类型之一，这些枚举类型描述了临时映射的目的。它们定义于<asm/ kmap\_types.h> 中:

enum km\_type (

KM\_BOUNCE\_READ,

KM\_SKB\_SUNRPC\_DATA,

KM\_SKB\_DATA\_SOFTIRQ,

KM-USERO,

KM\_USER1,

KM\_BIO\_SRC\_IRQ,

KM\_BIO\_DST\_IRQ,

KM\_PTE0,

KM\_PTE1,

KM\_PTE2,

KM\_IRQ0,

KM^IRQl.

KM\_SOFTIRQO,

KM\_SOFTIRQ1,

KM\_SYNC\_ICACHE, KM\_SYNC\_DCACHE, KM\_UML\_USERCOPY, KM\_IRQ\_PTE, KM\_NMI,

KM\_NMI\_PTE, KM\_TYPE\_NR

｝； ——

这个函数不会阻塞，因此可以用在中断上下文和其他不能重新调度的地方。它也禁止内核抢 占，这是有必要的，因为映射对每个处理器都是唯一的(调度可能对哪个处理器执行哪个进程做 变动)。

通过下列函数取消映射:

void kunmap\_atomic(void \*kvaddr, enum km\_type type)

这个函数也不会阻塞。在很多体系结构中，除非激活了内核抢占，否则kmap\_atomic()根本 就无事可做，因为只有在下一个临时映射到来前上一个临时映射才有效。因此，内核完全可以 “忘掉”kmap\_atomic()映射，kunmap\_atomic()也无须做什么实际的事情。下一个原子映射将自动 覆盖前一个映射。

12.9每个CPU的分配

支持SMP的现代操作系统使用每个CPU上的数据，对于给定的处理器其数据是唯一的。一 般来说，每个CPU的数据存放在一个数组中。数组中的每一项对应着系统上一个存在的处理器。 按当前处理器号确定这个数组的当前元素，这就是2.4内核处理每个CPU数据的方式。这种方 式还不错，因此，2.6内核的很多代码依然用它。可以声明数据如下：

unsigned long my\_percpu[NR\_CPUS]；

然后，按如下方式访问它：

int cpu；

cpu = get\_cpu()； /\*获得当前处理器，并禁止内核抢占\*/

my\_percpu [cpu] + +; /• 或者无论什么 \*/

printk("my\_percpu on cpu=%d is %lu\n", cpu, mypercpu(cpuj)；

put\_cpu() ； /\*激活内核抢占\*/

注意，上面的代码中并没有出现锁，这是因为所操作的数据对当前处理器来说是唯一的。除 了当前处理器之外，没有其他处理器可接触到这个数据，不存在并发访问问题，所以当前处理器 可以在不用锁的情况下安全访问它。

现在，内核抢占成为了唯一需要关注的问题了，内核抢占会引起下面提到的两个问题：

•如果你的代码被其他处理器抢占并重新调度，那么这时CPU变量就会无效，因为它指向 的是错误的处理器(通常，代码获得当前处理器后是不可以睡眠的)。

•如果另一个任务抢占了你的代码，那么有可能在同一个处理器上发生并发访问my\_percpu 的情况，显然这属于一个竞争条件。

虽然如此，但是你大可不必惊慌，因为在获取当前处理器号，即调用get\_cpu()时，就已经 禁止了内核抢占。相应的在调用put\_cpu()时又会重新激活当前处理器号。注意，只要你总使用 上述方法来保护数据安全，那么，内核抢占就不需要你自己去禁止。

12.10新的每个CPU接口

2.6内核为了方便创建和操作每个CPU数据，而引进了新的操作接口，称作percpu。该接口 归纳了前面所述的操作行为，简化了创建和操作每个CPU的数据。

但前面我们讨论的创建和访问每个CPU的方法依然有效，不过大型对称多处理器计算机要 求对每个CPU数据操作更简单，功能更强大，正是在这种背景下，新接口应运而生。

头文件＜linux/percpu.h＞声明了所有的接口操作例程，你可以在文件mm/slab.c和＜asm/ percpu.h＞中找到它们的定义。

12.10.1编译时的毎个CPU数据

在编译时定义每个CPU变量易如反掌:

DEFINE\_PER\_CPU(type, name)；

这个语句为系统中的每一个处理器都创建了一个类型为type,名字为name的变量实例，如 果你需要在别处声明变量，以防范编译时警告，那么下面的宏将是你的好帮手：

DECLARE\_PER\_CPU(type, name);

你可以利用get\_cpu\_var()和put\_cpu\_var()例程操作变量。调用get\_cpu\_var()返回当前处理 器上的指定变量，同时它将禁止抢占；另一方面put\_cpu\_var()将相应的重新激活抢占。

get\_cpu\_var (name) ++; /\*増加该处理器上的name变:ft的值•/

put\_cpu\_var(name) ; /\*完成：重新激活内核抢占\*/

你也可以获得别的处理器上的每个CPU数据：

per\_cpu(name, cpu) ++； /\*增加指定处理器上的name变量的值\*/

使用此方法你需要格外小心，因为per\_cpu()函数既不会禁止内核抢占，也不会提供任何形 式的锁保护。如果一些处理器可以接触到其他处理器的数据，那么你就必须要给数据上锁。注 意，第9章和第10章详细讨论了数据上锁问题。

另外还有一个需要提醒的问题：这些编译时每个CPU数据的例子并不能在模块内使用，因 为连接程序实际上将它们创建在一个唯一的可执行段中(.data.percpu)o如果你需要从模块中访 问每个CPU数据，或者如果你需要动态创建这些数据，那还是有希望的。

12.10.2运行时的毎个CPU数据

内核实现每个CPU数据的动态分配方法类似于kmalloc()o该例程为系统上的每个处理器创 建所需内存的实例，其原型在文件＜linux/percpu.h＞中：

void \*alloc percpu(type) ; /\* —个宏 \*/

void \* alloc\_percpu(size\_t size, size\_t align)；

void free\_percpu(const void =)；

宏alloc\_percpu()给系统中的每个处理器分配一个指定类型对象的实例。它其实是宏\_alloc\_ percpu。的一个封装，这个原始宏接收的参数有两个：一个是要分配的实际字节数，一个是分配 时要按多少字节对齐。而封装后的alloc\_percpu()按照单字节对齐——按照给定类型的自然边界 对齐。这种对齐方式最为常用。比如：

struct rabid\_cheetah = alloc\_percpu(struct rabid\_cheetah)；

它等价于

struct rabid\_cheetah = alloc\_percpu(sizeof (struct rabid\_cheetah),

alignof (struct rabid\_cheetah))；

\_胡卽0£\_是&“的一个功能，它会返回指定类型或lvalue所需的(或建议的，要知道有 些古怪的体系结构并没有字节对齐的要求)对齐字节数。它的语义和sizeof一样，比如，下列程 序在x86体系中将返回4：

alignof (unsigned long)

如果指定一个lvalue,那么将返回lvalue的最大对齐字节数。比如一个结构中的lvalue相比 结构外的lvalue可能有更大的对齐字节需求，这是结构本身的对齐要求的缘故。有关对齐的进一 步讨论我们放在第19章中介绍。

相应的调用free\_percpuO将释放所有处理器上指定的每个CPU数据。

无论是alloc\_percpu()或是\_alloc\_percpu()都会返回一个指针，它用来间接引用动态创建的 每个CPU数据，内核提供了两个宏来利用指针获取每个CPU数据:

get\_cpu\_var (ptr) ； /\*返回一个void类型指针，该指针指向处理器的ptr的拷贝\*/

put\_cpu\_var(ptr) ； /\*完成：重新激活内核抢占 7

get\_cpu\_var()宏返回了一个指向当前处理器数据的特殊实例，它同时会禁止内核抢占；而在 et\_cpu\_var()宏中会重新激活内核抢占。

我们来看一个使用这些函数的完整例子。当然这个例子有点无聊，因为通常你会一次分配够 内存(比如，在某些初始化函数中)，就可以在各种地方使用它，或再一次释放(比如，在一些 清理函数中)。不过，这个例子可清楚地说明如何使用这些函数。 "

void \*percpu\_ptr；

unsigned long \*foo；

percpu\_ptr = alloc\_percpu(unsigned long)；

if (!ptr)

/\*内存分配错误...\*/

foo - get\_cpu\_var(percpu\_ptr)；

/\* 操作 foo . . • \*/

put\_cpu\_var (percpu\_\_ptr);

12.11使用每个CPU数据的原因

使用每个CPU数据具有不少好处。首先是减少了数据锁定。因为按照每个处理器访问每个 CPU数据的逻辑，你可以不再需要任何锁。记住“只有这个处理器能访问这个数据”的规则纯 粹是一个编程约定。你需要确保本地处理器只会访问它自己的唯一数据。系统本身并不存在任何 措施禁止你从事欺骗活动。

第二个好处是使用每个CPU数据可以大大减少缓存失效。失效发生在处理器试图使它们的 缓存保持同步时。如果一个处理器操作某个数据，而该数据又存放在其他处理器缓存中，那么存 放该数据的那个处理器必须清理或刷新自己的缓存。持续不断的缓存失效称为缓存抖动，这样对 系统性能影响颇大。使用每个CPU数据将使得缓存影响降至最低，因为理想情况下只会访问自 己的数据。percpu接口缓存一对齐(cache-align)所有数据，以便确保在访问一个处理器的数据 时，不会将另一个处理器的数据帯入同一个缓存线上。

综上所述，使用每个CPU数据会省去许多(或最小化)数据上锁，它唯一的安全要求就 是要禁止内核抢占。而这点代价相比上锁要小得多，而且接口会自动帮你完成这个步骤。每个 CPU数据在中断上下文或进程上下文中使用都很安全。但要注意，不能在访问毎个CPU数据过 程中睡眠一否则，你就可能醒来后已经到了其他处理器上了。

目前并不要求必须使用每个CPU的新接口。只要你禁止了内核抢占，用手动方法(利用我 们原来讨论的数组)就很好，但是新接口在将来更容易使用，而且功能也会得到长足的优化。如 果确实决定在你的内核中使用每个CPU数据，请考虑使用新接口。但我要提醒的是一新接口 并不向后兼容之前的内核。

12.12分配函数的选择

在这么多分配函数和方法中，有时并不能搞清楚到底该选择那种方式分配一但这确实很重 要。如果你需要连续的物理页，就可以使用某个低级页分配器或kmallocO。这是内核中内存分 配的常用方式，也是大多数情况下你自己应该使用的内存分配方式。回忆一下，传递给这些函数 的两个最常用的标志是GFP\_ATOMIC和GFP\_KERNELO GFP\_ATOMIC表示进行不睡眠的高优 先级分配，这是中断处理程序和其他不能睡眠的代码段的需要。对于可以睡眠的代码，(比如没 有持自旋锁的进程上下文代码)则应该使用GFPJCERNEL获取所需的内存。这个标志表示如果 有必要，分配时可以睡眠。 ，

如果你想从高端内存进行分配，就使用alloc\_pages()o alloc\_pages()函数返回一个指向struct page结构的指针，而不是一个指向某个逻辑地址的指针。因为髙端内存很可能并没有被映射, 因此，访问它的唯一方式就是通过相应的struct page结构。为了获得真正的指针，应该调用 kmap(),把高端内存映射到内核的逻辑地址空间。

如果你不需要物理上连续的页，而仅仅需要虚拟地址上连续的页，那么就使用vmalloc()(不 过要记住vmalloc()相对kmalloc。来说，有一定的性能损失)。vmalloc。函数分配的内存虚地址 是连续的，但它本身并不保证物理上的连续。这与用户空间的分配非常类似，它也是把物理内存 块映射到连续的逻辑地址空间上。

如果你要创建和撤销很多大的数据结构，那么考虑建立slab高速缓存。slab层会给每个处理 器维持一个对象高速缓存(空闲链表)，这种高速缓存会极大地提高对象分配和回收的性能。slab 层不是频繁地分配和释放内存，而是为你把事先分配好的对象存放到高速缓存中。当你需要一块 新的内存来存放数据结构时，slab层一般无须另外去分配内存，而只需要从高速缓存中得到一个 对象就可以了。

12.13小结

本章中，我们学习了 Linux内核如何管理内存。我们首先看到了内存空间的各种不同的描述 单位，包括字节、页面和区(在第15章的进程地址空间中可看到4种不同层次的内存单位)。我 们接着讨论了各种内存分配机制，其中包括页分配器和slab分配器。在内核中分配内存并非总 是轻而易举，因为你必须小心地确保分配过程遵从内核特定的状态约束。比如分配过程中不得堵 塞，或者访问文件系统等约束。为此我们讨论了 g币标识以及使用毎个标识的针对场景。分配内 存相对复杂是内核开发和用户程序开发的最大区别之一，本章使用大量篇幅描述内存分配的各种 不同接口一通过这些不同调用接口，你应该能感觉到内核中分配内存为什么更复杂的原因。在 本章基础上，在第13章我们讨论虚拟文件系统(VFS) ——负责管理文件系统且为用户空间程 序提供一致性接口的内核子系统。我们继续深入！

第⑬章

虚拟文件系统

虚拟文件系统（有时也称作虚拟文件交换, 户空间程序提供了文件和文件系统相关的接口。 也依靠VFS系统协同工作。通过虚拟文件系统,

更常见的是简称VFS）作为内核子系统，为用 系统中所有文件系统不但依赖VFS共存，而且 程序可以利用标准的Uinx系统调用对不同的文

件系统，甚至不同介质上的文件系统进行读写操作，如图13-1所示。
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ext2文件格式的破盘

图13-1 VFS执行的动作：使用cp（l）命令从ext3文件系统格式的硬盘拷贝数据到ext2文件系统 格式的可移动磁盘上。两种不同的文件系统，两种不同的介质，连接到同一个VFS上

13.1通用文件系统接口

VFS使得用户可以直接使用ope。。、readQ和write。这样的系统调用而无须考虑具体文件系统 和实际物理介质。现在听起来这并没什么新奇的（我们早就认为这是理所当然的），但是，使得这 些通用的系统调用可以跨越各种文件系统和不同介质执行，绝非是微不足道的成绩。更了不起的 是，系统调用可以在这些不同的文件系统和介质之间执行一我们可以使用标准的系统调用从一 个文件系统拷贝或移动数据到另一个文件系统。老式的操作系统（比如DOS）是无力完成上述 工作的，任何对非本地文件系统的访问都必须依靠特殊工具才能完成。正是由于现代操作系统引 入抽象层，比如Linux,通过虚拟接口访问文件系统，才使得这种协作性和泛型存取成为可能。

新的文件系统和新类型的存储介质都能找到进入Linux之路，程序无需重写，甚至无须重新 编译。在本章中，我们将讨论VFS,它把各种不同的文件系统抽象后采用统一的方式进行操作。 在第14章中，我们将讨论块I/O层，它支持各种各样的存储设备——从CD到蓝光光盘，从硬 件设备再到压缩闪存。VFS与块I/O相结合，提供抽象、接口以及交融，使得用户空间的程序调

用统一的系统调用访问各种文件，不管文件系统是什么，也不管文件系统位于何种介质，采用的 命名策略是统一的。

13.2文件系统抽象层

之所以可以使用这种通用接口对所有类型的文件系统进行操作，是因为内核在它的底层文件 系统接口上建立了一个抽象层。该抽象层使Linux能够支持各种文件系统，即便是它们在功能和 行为上存在很大差别。为了支持多文件系统，VFS提供了一个通用文件系统模型，该模型囊括了 任何文件系统的常用功能集和行为。当然，该模型偏重于Unix风格的文件系统(我们将在后面 的小节看到Unix风格的文件系统的构成)。但即使这样，Linux仍然可以支持很多种差异很大的 文件系统，从DOS系统的FAT到Windows系统的NTFS,再到各种Unix风格文件系统和Linux 特有的文件系统。

VFS抽象层之所以能衔接各种各样的文件系统，是因为它定义了所有文件系统都支持的、 基本的、概念上的接口和数据结构。同时实际文件系统也将自身的诸如“如何打开文件”，“目录 是什么”等概念在形式上与VFS的定义保持一致。因为实际文件系统的代码在统一的接口和数 据结构下隐藏了具体的实现细节，所以在VFS层和内核的其他部分看来，所有文件系统都是相 同的，它们都支持像文件和目录这样的概念，同时也支持像创建文件和删除文件这样的操作。

内核通过抽象层能够方便、简单地支持各种类型的文件系统。实际文件系统通过编程提供 VFS所期望的抽象接口和数据结构，这样，内核就可以毫不费力地和任何文件系统协同工作，并 且这样提供给用户空间的接口，也可以和任何文件系统无缝地连接在一起，完成实际工作。

其实在内核中，除了文件系统本身外，其他部分并不需要了解文件系统的内部细节。比如一 个简单的用户空间程序执行如下的操作：

ret = write(fd, buf, len)；

![](data:image/jpeg;base64,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)该系统调用将buf指针指向的长度为len字节的数据写入文件描述符fd对应的文件的当前 位置。这个系统调用首先被一个通用系统调用sys\_write()处理，sys\_write()函数要找到fd所在 的文件系统实际给出的是哪个写操作，然后再执行该操作。实际文件系统的写方法是文件系统实 现的一部分，数据最终通过该操作写入介质(或执行这个文件系统想要完成的写动作)。图13・2 描述了从用户空间的write。调用到数据被写入磁盘介质的整个流程。一方面，系统调用是通用 VFS接口，提供给用户空间的前端；另一方面，系统调用是具体文件系统的后端，处理实现细 节。接下来的小节中我们会具体看到VFS抽象模型以及它提供的接口。

**write()**

用户空间

图**13.2 write**。调用将来自用户空间的数据流，首先通过**VFS**的通用系统调用,  
其次通过文件系统的特殊写法，最后写入物理介质中

13.3 Unix文件系统

Unix使用了四种和文件系统相关的传统抽象概念：文件、目录项、索引节点和安装点 （mount point ）o

从本质上讲文件系统是特殊的数据分层存储结构，它包含文件、目录和相关的控制信息。文 件系统的通用操作包含创建、删除和安装等。在Unix中，文件系统被安装在一个特定的安装点 上，该安装点在全局层次结构㊀中被称作命名空间，所有的已安装文件系统都作为根文件系统树 的枝叶出现在系统中。与这种单一、统一的树形成鲜明对照的就是DOS和Windows的表现，它 们将文件的命名空间分类为驱动字母，例如C:。这种将命名空间划分为设备和分区的做法，相 当于把硬件细节“泄露”给文件系统抽象层。对用户而言，如此的描述有点随意，甚至产生混 淆，这是Linux统一命名空间所不屑一顾的。

文件其实可以做一个有序字节串，字节串中第一个字节是文件的头，最后一个字节是文件的 尾。每一个文件为了便于系统和用户识别，都被分配了一个便于理解的名字。典型的文件操作有 读、写、创建和删除等。Unix文件的概念与面向记录的文件系统（如OpenVMS的File.ll）形 成鲜明的对照。面向记录的文件系统提供更丰富、更结构化的表示，而简单的面向字节流抽象的 Unix文件则以简单性和相当的灵活性为代价。

文件通过目录组织起来。文件目录好比一个文件夹，用来容纳相关文件。因为目录也可以包 含其他目录，即子目录，所以目录可以层层嵌套，形成文件路径。路径中的每一部分都被称作目 录条目。"/home/wolftnan/butter”是文件路径的一个例子 根目录/,目录home, wolfman和 文件butter都是目录条冃，它们统称为目录项。在Unix中，目录属于普通文件，它列出包含在 其中的所有文件。由于VFS把目录当作文件对待，所以可以对目录执行和文件相同的操作。

Unix系统将文件的相关信息和文件本身这两个概念加以区分，例如访问控制权限、大小、 拥有者、创建时间等信息。文件相关信息，有时被称作文件的元数据（也就是说，文件的相关 数据），被存储在一个单独的数据结构中，该结构被称为索引节点（inode）,它其实是index node 的缩写，不过近来术语“inode”使用得更为普遍一些。

所有这些信息都和文件系统的控制信息密切相关，文件系统的控制信息存储在超级块中，超 级块是一种包含文件系统信息的数据结构。有时，把这些收集起来的信息称为文件系统数据元, 它集单独文件信息和文件系统的信息于一身。

一直以来，Unix文件系统在它们物理磁盘布局中也是按照上述概念实现的。比如说在磁盘 上，文件（目录也属于文件）信息按照索引节点形式存储在单独的块中；控制信息被集中存储 在磁盘的超级块中，等等。Unix中文件的概念从物理上被映射到存储介质。Linux的VFS的设 计目标就是要保证能与支持和实现了这些概念的文件系统协同工作。像如FAT或NTFS这样的 非Unix风格的文件系统，虽然也可以在Linux上工作，但是它们必须经过封装，提供一个符合 这些概念的界面。比如，即使一个文件系统不支持索引节点，它也必须在内存中装配索引节点结 构体，就像它本身包含索引节点一样。再比如，如果一个文件系统将目录看做一种特殊对象，那

**G** 近来，**Linux**已经将这种层次化概念引入了单个进程中，钮个进程都指定一个唯一的命名空间。因为每个进程 都会继承父进程的命名空间（除非是特别声明的情况），所以所有进程往往都只有一个全局命名空间。 么要想使用VFS,就必须将目录重新表示为文件形式。通常，这种转换需要在使用现场(on the fly)引入一些特殊处理，使得非Unix文件系统能够兼容Unix文件系统的使用规则并满足VFS 的需求。这种文件系统当然仍能工作，但是其带来的开销则不可思议(开销太大了)。

13.4 VFS对象及其数据结构

VFS其实采用的是面向对象㊀的设计思路，使用一组数据结构来代表通用文件对象。这些数 据结构类似于对象。因为内核纯粹使用C代码实现，没有直接利用面向对象的语言，所以内核 中的数据结构都使用C语言的结构体实现，而这些结构体包含数据的同时也包含操作这些数据 的函数指针，其中的操作函数由具体文件系统实现。

VFS中有四个主要的对象类型，它们分别是:

•超级块对象，它代表一个具体的已安装文件系统。

•索引节点对象，它代表一个具体文件。

•目录项对象，它代表一个目录项，是路径的一个组成部分。

•文件对象，它代表由进程打开的文件。

注意，因为VFS将目录作为一个文件来处理，所以不存在目录对象。回忆本章前面所提到 的目录项代表的是路径中的一个组成部分，它可能包括一个普通文件。换句话说，目录项不同于 目录，但目录却是另一种形式的文件，明白了吗？

每个主要对象中都包含一个操作对象，这些操作对象描述了内核针对主要对象可以使用的 方法:-

•super\_operatioiis对象，其中包括内核针对特定文件系统所能调用的方法，比如write\_ inode()和 sync\_fs()等方法。

* inode\_operations对象，其中包括内核针对特定文件所能调用的方法，比如create。和link。 等方法。
* dentry operations对象，其中包括内核针对特定目录所能调用的方法，比如d\_compareO和 d\_delete()等方法。

operations对象，其中包括进程针对已打开文件所能调用的方法，比如read。和write。 等方法。

操作对象作为一个结构体指针来实现，此结构体中包含指向操作其父对象的函数指针。对于 其中许多方法来说，可以继承使用VFS提供的通用函数，如果通用函数提供的基本功能无法满 足需要，那么就必须使用实际文件系统的独有方法填充这些函数指针，使其指向文件系统实例。

再次提醒，我们这里所说的对象就是指结构体，而不是像C++或Java那样的真正的对象数 据类类型。但是这些结构体的确代表的是一个对象，它含有相关的数据和对这些数据的操作，所 以可以说它们就是对象。

© 人们时常忽略，甚至会否认，但是在内核中确实存在很多利用面向对象思想編程的例子.虽然内核开发者可 能有意避免**Ci**和其他面向对象信言，但是面向对象的思想仍然经常披借鉴——虽然**c**语言缺乏面向对象的 机制。**VFS**就是一个利用**C**代码来有效和简洁地实现**OOP**的例子。

VFS使用了大量结构体对象，它所包括的对象远远多于上面提到的这几种主要对象。比如 每个注册的文件系统都由file\_system\_type结构体来表示，它描述了文件系统及其性能；另外, 每一个安装点也都用vfiimoimt结构体表示，它包含的是安装点的相关信息，如位置和安装标 志等。

在本章的最后还要介绍两个与进程相关的结构体，它们描述了文件系统以及和逬程相关的文 件，分别是fs\_struct结构体和file结构体。

13.5节将讨论这些对象以及它们在VFS层的实现中扮演的角色。

**13.5**超级块对象

各种文件系统都必须实现超级块对象，该对象用于存储特定文件系统的信息，通常对应于存 放在磁盘特定扇区中的文件系统超级块或文件系统控制块（所以称为超级块对象）。对于并非基 于磁盘的文件系统（如基于内存的文件系统，比如sysfs）,它们会在使用现场创建超级块并将其 保存到内存中。

超级块对象由super\_block结构体表示，定义在文件＜linux/fs.h＞中，下面给出它的结构和各 个域的描述：

struct super\_block （

|  |  |  |
| --- | --- | --- |
| struct list\_head dev\_t  unsigned long | s\_list； s\_dev； s\_blocksize; | /•指向所有超级块的链表•/  /\*设备标识符•/  /•以字节为单位的块大小\*/ |
| unsigned char | s\_blocksize\_bits； | /\*以位为单位的块大小•/ |
| unsigned char | s\_dirt； | /\*修改（脏）标志•/ |
| unsigned long long | smaxbytes； | /•文件大小上限\*/ |
| struct file\_system\_type | s\_type； | /•文件系统类型\*/ |
| struct super\_operations | s\_op； | /\*超级块方法•/ |
| struct dquot\_operations | \*dq\_op； | /\*磁盘限额方法•/ |
| struct quotactl\_opa | \*sqcop； | /\*限额控制方法•/ |
| struct export\_operations | \* s \_export\_op; | /\*导出方法\*/ |
| unsigned long | s flags; | /•挂藐标志•/ |
| unsigned long | s\_magic； | /\*文件系统的幻数•/ |
| struct dentry | \*s\_root； | /•目录挂载点\*/ |
| struct rw\_semaphore | s\_umount； | /•卸载信号量•/ |
| struct semaphore | s\_lock； | /\*超级块信号量\*/ |
| int | s\_count； | /\*超级块引用计数•/ |
| int | s\_need\_sync; | /\*尚未同步标志\*/ |
| atomic\_t | sactive； | /\*活动引用计数•/ |
| void | \*s\_security; | /•安全模块\*/ |
| struct xattr\_handler | \*\*s\_xattr； | /\*扩展的属性操作\*/ |
| struct list\_head | s\_inodes； | /\* inodes 链表 \*/ |
| struct list\_head | s\_dirty； | /\*脏数据链表•/ |
| struct list\_head | s\_io； | /\*回写链表\*/ |
| struct list\_head | s\_more\_io； | /\*更多回写的链表\*/ |
| struct hlist\_head | s\_anon； | /\*匿名目录项\*/ |
| struct listhead | s\_files; | / •被分配文件链表•/ |
| struct list\_head | s\_dentry\_lru； | /•未被使用目录项链表\*/ |
| int | s\_nr\_dent zy^unused; | /\*链表中目录项的数目\*/ |
| struct block\_device | \*s\_bdev； | /\*相关的块设备\*/ |

struct mtd\_info struct listhead struct quota\_info int

wa it\_queue\_head\_t char

void

fmode\_t

struct semaphore u32

char

char

)；

\*s\_mtd；

s\_instances； s\_dquot;

s\_frozen； s\_wait\_unfrozen； sZid[32]；

\*s\_fs\_info； s\_mode；

s\_vfs\_rename\_sem； s\_time\_gran； \*s\_subtype； \*s\_options；

/\*存储磁盘信息\*/

/\*该类型文件系统\*/ /•限额相关选项\*/

/\* frozen 标志位 \*/

/•冻结的等待队列\*/

/\*文本名字\*/

/\*文件系统特殊信息•/

/•安装权限\*/

/\*重命名信号量\*/

/\*时间戳粒度•/

/\*子类型名称\*/

/•已存安装选项•/

创建、管理和撤销超级块对象的代码位于文件fs/super.c中。超级块对象通过alloc\_super() 函数创建并初始化。在文件系统安装时，文件系统会调用该函数以便从磁盘读取文件系统超级 块，并且将其信息填充到内存中的超级块对象中。

**13.6**超级块操作

超级块对象中最重要的一个域是s\_op,它指向超级块的操作函数表。超级块操作函数表由 super\_operations结构体表示，定义在文件＜linux/fs.h＞中，其形式如下：

struct super\_operations (

struct inode \*(\*allcx:\_inode)(struct superblock \*sb);

void (\*destroy\_inode)(struct inode \*);

void (\*dirty\_inode) (struct inode \*);

int (\*write\_inode) (struct inode \*, int);

void (\*drop\_inode) (struct inode \*);

void (\*delete\_inode) (struct inode \*);

void (\*put\_super) (struct super\_block \*);

void (\*write\_super) (struct superblock \*);

int (\*sync\_fs)(struct superblock \*sbr int wait);

int (\*freeze\_fs) (struct super\_block \*);

int (\*unfreeze\_fs) (struct super\_block \*);

int (\*statfs) (struct dentry \*, struct kstatfs \*);

int (\*remount\_fs) (struct super\_block \*, int \*, char \*);

void (\*clear\_inode) (struct inode \*);

void (\*umount\_begin) (struct super\_block \*);

int (\*show\_options)(struct seq\_file •, struct vfamount \*);

int (\*show\_stats)(struct seq\_file \*, struct vfamount \*);

saize\_t (\*quota\_read) (stxruct super block \*, int, char \*, size t, loff \_t);

ssize\_t (\*quota\_write)(struct super\_block \*r int, const char \*, size\_t, ;

int (\*bdev\_try\_to\_free\_page)(stiruct 8uper\_block\*, struct page\*, gfp\_t);

｝；

该结构体中的每一项都是一个指向超级块操作函数的指针，超级块操作函数执行文件系统和 索引节点的低层操作。

当文件系统需要对其超级块执行操作时，首先要在超级块对象中寻找需要的操作方法。比

如，如果一个文件系统要写自己的超级块，需要调用：

sb ->s\_op->write\_super (sb)；

在这个调用中，Sb是指向文件系统超级块的指针，沿着该指针进入超级块操作函数表s\_op, 并从表中取得希望得到的write\_super()函数，该函数执行写入超级块的实际操作。注意，尽管 write\_super()方法来自超级块，但是在调用时，还是要把超级块作为参数传递给它，这是因为C 语言中缺少对面向对象的支持，而在C++中，使用如下的调用就足够了：

sb.write\_super();

由于在C语言中无法直接得到操作函数的父对象，所以必须将父对象以参数形式传给操作函数。 下面给出super\_operation中，超级块操作函数的用法。

* struct inode \*alloc\_inode(struct super\_block \*sb)

在给定的超级块下创建和初始化一个新的索引节点对象。

* void destroy\_inode(struct inode \*inode)

用于释放给定的索引节点。

* void dirty\_inode(struct inode \*inode)

VFS在索引节点脏(被修改)时会调用此函数。日志文件系统(如ext3和ext4)执行该函 数进行日志更新。

* void write\_inode(struct inode \*inode,int wait)

用于将给定的索引节点写入磁盘。wait参数指明写操作是否需要同步。

* void drop\_inode (stiruct inode \* inode)

在最后一个指向索引节点的引用被释放后，VFS会调用该函数。VFS只需要简单地删除这 个索引节点后，普通Unix文件系统就不会定义这个函数了。

* void delete^inode(struct inode \*inode)

用于从磁盘上删除给定的索引节点。

* void put\_super(struct super\_block \*sb)

在卸载文件系统时由VFS调用，用来释放超级块。调用者必须一直持有s\_lock锁。

* void write\_super(struct super\_block \*sb)

用给定的超级块更新磁盘上的超级块。VFS通过该函数对内存中的超级块和磁盘中的超级 块进行同步。调用者必须一直持有sjock锁。

• int sync\_fs(struct super\_block \*sb, int wait)

使文件系统的数据元与磁盘上的文件系统同步。wait参数指定操作是否同步。

* void write\_super\_lockfs(struct super\_block \*sb)

首先禁止对文件系统做改变，再使用给定的超级块更新磁盘上的超级块。目前LVM(逻辑卷 标管理)会调用该函数。

* void unlockfs(struct super\_block \*sb)

对文件系统解除锁定，它是write\_super\_lockfsO的逆操作。

* int statfs(struct super\_block \*sb,struct statfs \*statfs)

VFS通过调用该函数获取文件系统状态。指定文件系统相关的统计信息将放置在statfs中。

* int remount\_fs(struct super\_block \*sb,int \*flags,char \*data)

当指定新的安装选项重新安装文件系统时，VFS会调用该函数。调用者必须一直持有s\_ lock 锁。

* void clear\_inode(struct inode \*inode)

VFS调用该函数释放索引节点，并清空包含相关数据的所有页面。

* void umount\_begin(struct super\_block \*sb)

VFS调用该函数中断安装操作。该函数被网络文件系统使用，如NFS。

所有以上函数都是由VFS在进程上下文中调用。除了 dirty\_modeO,其他函数在必要时都可 以阻塞。

这其中的一些函数是可选的。在超级块操作表中，文件系统可以将不需要的函数指针设置成 NULL。如果VFS发现操作函数指针是NULL,那它要么就会调用通用函数执行相应操作，要么 什么也不做，如何选择取决于具体操作。

13.7索引节点对象

索引节点对象包含了内核在操作文件或目录时需要的全部信息。对于Unix风格的文件系统 来说，这些信息可以从磁盘索引节点直接读入。如果一个文件系统没有索引节点，那么，不管这 些相关信息在磁盘上是怎么存放的，文件系统都必须从中提取这些信息。没有索引节点的文件系 统通常将文件的描述信息作为文件的一部分来存放。这些文件系统与Unix风格的文件系统不同, 没有将数据与控制信息分开存放。有些现代文件系统使用数据库来存储文件的数据。不管哪种情 况、采用哪种方式，索引节点对象必须在内存中创建，以便于文件系统使用。

索引节点对象由inode结构体表示，它定义在文件＜linux/fs.h＞中，下面给出它的结构体和 各项的描述-

struct inode (

struct hlist\_node struct list\_head struct list\_head struct list\_head unsigned long

l;;isry h t 1 t ; s s - n o Laiblen h-1- s-d-i

/\*散列表\*/

/•索引节点链表•/

/\*超级块链表•/

/•目录项链表•/

/\*节点号•/

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| atoraic\_t | | i\_count； | /\*引用计数\*/ | |
|  | unsigned int | i\_nlink； | /\* | 硬链接数\*/ |
|  | uid\_t | i\_uid； | /\* | 使用者的id \*/ |
|  | gid\_t | i\_gid； | /\* | 使用组的id \*/ |
|  | kdev\_t | i\_rdev； | /\* | 实际设备标识符\*/ |
|  | u64 | i\_version； | /\* | 版本号•/ |
|  | loff\_t | i\_size； | /• | 以字节为单位的文件大小•/ |
|  | seqcount\_t | i\_si ze\_seqcount； | /\* | 对i^size进行串行计数•/ |
|  | struct timespec | i\_atime； | /\* | 最后访问时间\*/ |
|  | struct timespec | i\_mtime； | /• | 最后修改时间\*/ |
|  | struct timespec | i\_ctime； | /\* | 最后改变时间\*/ |
|  | unsigned int | i\_blkbits； | /\* | 以位为单位的块大小♦/ |
|  | blkcnt\_t | i\_blocks； | */\** | 文件的块数•/ |
|  | unsigned short | i\_bytes； | */\** | 使用的字节数\*/ |
|  | umode\_t | i\_mode; | /• | 访问权限\*/ |
|  | spinlock\_t | ilock； | /\* | 白旋锁\*/ |
|  | struct rw semaphore | i\_alloc\_sem； | /• | 嵌入i\_sem内部\*/ |
|  | struct semaphore | i\_sem； | /\* | 索引节点信号昼\*/ |
|  | struct inode\_operations |  | /• | 索引节点操作表•/ |
|  | struct file\_operations | \*i\_fop； | /• | 缺省的索引节•点操作\*/ |
|  | struct super\_block | \*i\_sb； | /\* | 相关的超级块\*/ |
|  | struct file\_lock | \*i\_flock； | \* | 文件锁链表•/ |
|  | struct address\_ space | \*i\_mapping； | /\* | 相关的地址映射\*/ |
|  | struct address\_space | i\_data； | /\* | 设备地址映射•/ |
|  | struct dquot | \*i\_dquot[MAXQUOTAS]； | /• | 索引节点的磁盘限额\*/ |
|  | struct list\_head | i\_devices； | /\* | 块设备链表•/ |
|  | union ( |  |  |  |
|  | struct pipe\_inode\_info | \*i\_pipe； | /\* | 管道信息\* / |
|  | struct blockdevice | \*i\_bdev； | /• | 块设备驱动•/ |
|  | struct cdev 1 . | \*i\_cdev； | /\* | 字符设备駆动•/ |
|  | *J \**  unsigned long | i\_dnotify\_mask； | /\* | 目录通知掩码\*/ |
|  | struct dnotify\_struct | \*i\_dnotify； | /• | 目录通知•/ . |
|  | struct list\_head | inotify\_watches； | */•* | 索引节点通知监测儀表\*/ |
|  | struct mutex | inotify\_mutex； | /\* | 保护 inotify watches ♦/ |
|  | unsigned long | i\_state； | /\* | 状态标志•/ |
|  | unsigned long | dirtied\_when； | /\* | 第--次弄脏数据的时间•/ |
|  | unsigned int | i\_flags ； | /\* | 文件系统标志.•/ |
|  | atomic\_t | i\_writecount； | /\* | 写者计数•/ |
|  | void | \*i\_security； | /\* | 安全模块\*/ |
| **｝；** | void | \*i\_private； | /\* | fs私有指针•/ |

一个索引节点代表文件系统中（但是索引节点仅当文件被访问时，才在内存中创建）的一个 文件，它也可以是设备或管道这样的特殊文件。因此索引节点结构体中有一些和特殊文件相关的 项，比如i\_pipe项就指向一个代表有名管道的数据结构，i\_bdev指向块设备结构体，i\_cdev指向 字符设备结构体。这三个指针被存放在一个公用体中，因为〜个给定的索引节点每次只能表示三 者之一（或三者均不）。

有时，某些文件系统可能并不能完整地包含索引节点结构体要求的所有信息。举个例子，有 的文件系统可能并不记录文件的访问时间，这时，该文件系统就可以在实现中选择任意合适的办 法来解决这个问题。它可以在Latime中存储0,或者让i\_atime等于i\_mtime,或者只在内存中 更新i\_atime而不将其写回磁盘，或者由文件系统的实现者来决定。

**13.8**索引节点操作

和超级块操作一样，索引节点对象中的inode\_operations项也非常重要，因为它描述了 VFS 用以操作索引节点对象的所有方法，这些方法由文件系统实现。与超级块类似，对索引节点的操 作调用方式如下:

i->i\_op->truncate(i)

i指向给定的索引节点，tnmcate()函数是由索引节点i所在的文件系统定义的。inode\_ operations结构体定义在文件<linux/fs.h>中:

struct inode\_operations (

int (\*create) (struct inode \*,struct dentry struct nameidata \*);

struct dentry \* (\*lookup) (struct inode \*,struct dentry \*, struct neuneidata \*);

int (\*link) (struct dentry \*,struct inode \*,struct dentry \*);

int (\*unlink) (struct inode \*,struct dentry \*);

int (\*symlink) (struct inode \*rstruct dentry \*,const char \*);

int (\*mkdir) (struct inode \*,struct dentry \*,int);

int (\*rmdir) (struct inode \*rstruct dentry ♦);

int (\*mknod) (struct inode \*,struct dentry \*,int,dev\_t);

int (\*rename) (struct inode \*, struct dentry \*,

struct inode \*, struct dentry \*);

int (\*readlink) (struct dentry \*, char user

void \* (\*follow\_link) (struct dentry \*, struct naneidata \*);

void (\*put\_link) (struct dentry \*, struct nameidata \*, void \*);

void (\*truncate) (struct inode \*);

int (\*pemission) (struct inode \*, int);

int (\*setattr) (struct dentry \*r struct iattr \*);

int (\*getattr) (struct vfsmount \*mnt, struct dentry \*, struct kstat \*);

int (\*setxattr) (struct dentry •, const char \*)const void \*,si2e\_t,int);

ssizet (\*getxattr) (struct dentry \*, const char \*, void \*, size\_t);

ssizet (\*listxattr) (struct dentry \*, char \*, size\_t);

int (\*removexattr) (struct dentry \*, const char \*);

void (\*truncate\_range)(struct inode \*r loff\_tr loff\_t);

long (\*fallocate)(struct inode \*inode, int mode, loff\_t offset,

loff\_t len);

int (\*fiemap)(struct inode \*, struct fiemap\_extent\_info \*, u64 start,

u64 len);

下面这些接口由各种函数组成，在给定的节点上，可能由VFS执行这些函数，也可能由具 体的文件系统执行:

• int create(struct inode \*dir,struct dentry \*dentry, int mode)

VFS通过系统调用createO和open()来调用该函数，从而为dentry对象创建一个新的索引节 点。在创建时使用mode指定的初始模式。

• struct dentry \* lookup(struct inode \*dir,struct dentry \*dentry)

该函数在特定目录中寻找索引节点，该索引节点要对应于denrty中给出的文件名。

* int link(struct dentry \*old\_dentry,

struct inode \*dir, struct dentry \*dentry)

该函数被系统调用link。调用，用来创建硬连接。硬连接名称由dentry参数指定，连接对象 是dir目录中old^dentry目录项所代表的文件。

* int unlink(struct inode \*dir,struct dentry \*dentry)

该函数被系统调用unlink()调用，从目录dir中删除由目录项dentry指定的索引节点对象。

* int symlink(struct inode \*dir,

struct dentry \*dentry, const char \*symname)

该函数被系统调用symlik()调用，创建符号连接。该符号连接名称由symname指定，连接 对象是dir目录中的dentry目录项。

* int mkdir(struct inode \*dir,

struct dentry \*dentry,

int mode)

该函数被系统调用mkdir()调用，创建一个新目录。创建时使用mode指定的初始模式。

• int rmdir(struct inode \*dir, struct dentry \*dentry)

该函数被系统调用rmdir()调用，删除dir目录中的dentry目录项代表的文件。

• int mknod(struct inode \*dir, struct dentry \*dentry, int mode ,dev t rdev)

该函数被系统调用mknod()调用，创建特殊文件(设备文件、命名管道或套接字)。要创建 的文件放在dir目录中，其目录项为dentry,关联的设备为rdev,初始权限由mode指定。

• int rename(struct inode \*old\_dir, struct dentry \*old\_dentry, struct inode \*new\_dir, struct dentry \*new\_dentry)

VFS调用该函数来移动文件。文件源路径在old\_dir目录中，源文件由。ld\_dentiy目录项指 定，目标路径在new\_dir目录中，目标文件由new\_dentry指定。

• int readlink(struct dentry \*dentry, char \*buffer,int buflen)

该函数被系统调用readlinkO调用，拷贝数据到特定的缓冲buffer中。拷贝的数据来自 dentry指定的符号连接，拷贝大小最大可达buflen字节。

• int follow\_\_link (struct dentry \*dentry, struct nameidata \*nd)

该函数由VFS调用，从一个符号连接査找它指向的索引节点。由dentry指向的连接被解析, 其结果存放在由nd指向的nameidata结构体中。

* int put\_link(struct dentry \*dentry,

struct nameidata \*nd)

在fbllowjink ()调用之后，该函数由VFS调用进行清除工作。

* void truncate(struct inode \*inode)

该函数由VFS调用，修改文件的大小。在调用前，索引节点的i\_size项必须设置为预期的大小。

* int permission(struct inode \*inode , int mask)

该函数用来检査给定的inode所代表的文件是否允许特定的访问模式。如果允许特定的访 向模式，返回零，否则返回负值的错误码。多数文件系统都将此区域设置为NULL,使用VFS 提供的通用方法进行检査。这种检査操作仅仅比较索引节点对象中的访问模式位是否和给定的 mask一致。比较复杂的系统(比如支持访问控制链(ACLS)的文件系统)，需要使用特殊的 permission()方法。

* int setattr(struct dentry \*dentry,

struct iattr \*attr)

该函数被notify\_change()调用，在修改索引节点后，通知发生了 “改变事件”。

* int getattr(struct vfsmount \*mnt,

struct dentry \*dentry, struct kstat \*stat)

在通知索引节点需要从磁盘中更新时，VFS会调用该函数。

扩展属性允许key/value这样的一对值与文件相关联。

* int setxattr(struct dentry \*dentry,

const char \*name,

const void \*value, size\_t size, int flags)

该函数由VFS调用，给dentry指定的文件设置扩展属性。属性名为name,值为value。

* ssize\_t getxattr(struct dentry \*dentry,

const char fame, void \*value,size\_t size)

该函数由VFS调用，向value中拷贝给定文件的扩展属性name对应的数值。

* ssize\_t listxattr(struct dentry \*dentry,

char \*list ,size\_t size)

该函数将特定文件的所有属性列表拷贝到一个缓冲列表中。

* int removexattr(struct dentry \*dentry ,

const char \*name)

垓函数从给定文件中删除指定的属性。

13.9目录项对象

VFS把目录当作文件对待，所以在路径/bin/vi中，bin和vi都属于文件一in是择殊的目录文 件而vi是一个普通文件，路径中的每个组成部分都由一个索引节点对象表示。虽然它们可以统一由 索引节点表示，但是VFS经常需要执行目录相关的操作，比如路径名查找等。路径名査找需要解析 路径中的每一个组成部分，不但要确保它有效，而且还需要再进一步寻找路径中的下一个部分。

为了方便査找操作，VFS引入了目录项的概念。每个dentry代表路径中的一个特定部分。 对前一个例子来说，/、bin和vi都属于目录项对象。前两个是目录，最后一个是普通文件。必须 明确一点：在路径中（包括普通文件在内），每一个部分都是目录项对象。解析一个路径并遍历 其分量绝非简单的演练，它是耗时的、常规的字符串比较过程，执行耗时、代码繁琐。目录项对 象的引入使得这个过程更加简单。

目录项也可包括安装点。在路径/mnt/cdrom/fbo中，构成元素/、mnt、cdrom和fbo都属于 目录项对象。VFS在执行目录操作时（如果需要的话）会现场创建目录项对象。

目录项对象由dentry结构体表示，定义在文件＜linux/dcache.h＞中。下面给出该结构体和其 中各项的描述：

struct dentry (

|  |  |  |
| --- | --- | --- |
| atomic\_t | d\_count； | /•使用记数\*/ |
| unsigned int | d\_flags*；* | /\*目录项标识•/ |
| spinlock\_t | d\_lock； | /•单目录项锁•/ |
| int | d\_mounted； | /•是登录点的冃录项吗？ \*/ |
| struct inode | \*d\_inode； | /\*相关联的索引节点\*/ |
| struct hlist\_node | d\_hash； | /\*散列表\*/ |
| struct dentry | \*d\_parent； | /\*父目录的目录项对象•/ |
| struct qstr | d\_name； | /\*目录项名称\*/ |
| struct list\_head | d\_lru； | /\*未使用的链表\*/ |
| union ( |  |  |
| struct list\_head | d\_child； | /•目录项内部形成的链表•/ |
| struct rcu\_head | d\_rcu； | /\* RCU 加锁 \*/ |
| } d\_u； |  |  |
| struct list\_head | d\_subdirs； | /•子目录链表•/ |
| struct list\_head | d\_alias； | /•索引节点別名链表\*/ |
| unsigned long | d\_time； | /\*重置时间\*/ |
| struct dentry\_operations | \*d\_op; | /\*目录项操作指针\*/ |
| struct super\_block | \*d\_sb； | /\*文件的超级块•/ |
| void | \*d\_fsdata； | /\*文件系统特有数据•/ |
| unsigned char | d\_iname[DNAME\_ | \_INLINE\_LEN\_MIN1 ; /•短文件名 \*/ |
| ｝； |  |  |

与前面的两个对象不同，目录项对象没有对应的磁盘数据结构，VFS根据字符串形式的路 径名现场创建它。而且由于目录项对象并非真正保存在磁盘上，所以目录项结构体没有是否被修 改的标志（也就是是否为脏、是否需要写回磁盘的标志）。

13.9.1**目录项状态**

目录项对象有三种有效状态：被使用、未被使用和负状态。

一个被使用的目录项对应一个有效的索引节点（即djnode指向相应的索引节点）并且表明 该对象存在一个或多个使用者（即d\_coimt为正值）。一个目录项处于被使用状态，意味着它正 被VFS使用并且指向有效的数据，因此不能被丢弃。

一个未被使用的目录项对应一个有效的索引节点（d\_inode指向一个索引节点），但是应指 明VFS当前并未使用它（d\_count为0）。该目录项对象仍然指向一个有效对象，而且被保留在缓 存中以便需要时再使用它。由于该目录项不会过早地被撤销，所以以后再需要它时，不必重新创 建，与未缓存的目录项相比，这样使路径査找更迅速。但如果要回收内存的话，可以撤销未使用 的目录项。

一个负状态的目录项㊀没有对应的有效索引节点（d\_inode为NULL）,因为索引节点已被删 除了，或路径不再正确了，但是目录项仍然保留，以便快速解析以后的路径査询。比如，一个守 护进程不断地去试图打开并读取一个不存在的配置文件。open（）系统调用不断地返回ENOENT, 直到内核构建了这个路径、遍历磁盘上的冃录结构体并检査这个文件的确不存在为Ik。即便这 个失败的査找很浪费资源，但是将负状态缓存起来还是非常值得的。虽然负状态的目录项有些用 处，但是如果有需要，可以撤销它，因为毕竟实际上很少用到它。

目录项对象释放后也可以保存到slab对象缓存中去，这点在第12章讨论过。此时，任何 VFS或文件系统代码都没有指向该目录项对象的有效引用。

13.9.2**目录项缓存**

如果VFS层遍历路径名中所有的元素并将它们逐个地解析成目录项对象，还要到达最深层 目录，将是-件非常费力的工作，会浪费大量的时间。所以内核将目录项对象缓存在目录项缓存 （简称dcache）中。

目录项缓存包括三个主要部分:

•“被使用的”目录项链表。该链表通过索引节点对象中的i\_dentry项连接相关的索引节点, 因为一个给定的索引节点可能有多个链接，所以就可能有多个目录项对象，因此用一个链 表来连接它们。

•“最近被使用的”双向链表。该链表含有未被使用的和负状态的日录项对象。由于该链总 是在头部插入目录项，所以链头节点的数据总比链尾的数据要新。当内核必须通过删除节 点项回收内存时，会从链尾删除节点项，因为尾部的节点最旧，所以它们在近期内再次被 使用的可能性最小。

•散列表和相应的散列函数用来快速地将给定路径解析为相关目录项对象。

散列表由数组dentry\_hashtable表示，其中每一个元素都是一个指向具有相同键值的目录项 对象链表的指针。数组的大小取决于系统中物理内存的大小。

实际的散列值由d\_hash（）函数计算，它是内核提供给文件系统的唯一的一个散列函数。

査找散列表要通过d\_lookup（）函数，如果该函数在dcache中发现了与其相匹配的目录项对 象，则匹配的对象被返回：否则，返回NULL指针。

**G** 这个名字容易产生误导，其实它和任何负数或仇状态并没有联系。更准确的名称应该是无效目录项。

举例说明，假设你需要在自己目录中编译一个源文件，/home/dracula/src/the\_sun\_sucks.c, 每一次对文件进行访问(比如说，首先要打开它，然后要存储它，还要进行编译等)，VFS都必 须沿着嵌套的目录依次解析全部路径：/、home, dracula、src和最终的the\_sun\_sucks.co为了避 免每次访问该路径名都进行这种耗时的操作,VFS会先在目录项缓存中搜索路径名，如果找到了， 就无须花费那么大的力气了。相反，如果该目录项在目录项缓存中并不存在，VFS就必须自己通 过遍历文件系统为每个路径分量解析路径，解析完毕后，再将目录项对象加入dcache中，以便 以后可以快速査找到它。

而dcache在一定意义上也提供对索引节点的缓存，也就是icacheo和目录项对象相关的索 引节点对象不会被释放，因为目录项会让相关索引节点的使用计数为正，这样就可以确保索引节 点留在内存中。只要目录项被缓存，其相应的索引节点也就被缓存了。所以像前面的例子，只要 路径名在缓存中找到了，那么相应的索引节点肯定也在内存中缓存着。

因为文件访问呈现空间和时间的局部性，所以对目录项和索引节点进行缓存非常有益。文 件访问有时间上的局部性，是因为程序可能会一次又一次地访问相同的文件。因此，当一个文件 被访问时，所缓存的相关目录项和索引节点不久被命中的概率较高。文件访问具有空间的局部性 是因为程序可能在同一个目录下访问多个文件，因此一个文件对应的目录项缓存后极有可能被命 中，因为相关的文件可能在下次又被使用。

13.10目录项操作

dentry\_operation结构体指明了 VFS操作目录项的所有方法。

该结构定义在文件＜linux/dcache.h＞中。

struct dentry\_operations {

int (\*d\_revalidate) (struct dentry \*, struct nameidata \*);

int (\*d\_hash) (struct dentry \*, struct qstr \*);

int (\*d\_compare) (struct dentry \*, struct qstr •, struct qstr \*);

int (\*d\_delete) (struct dentry \*);

void (\*d\_release) (struct dentry \*);

void (\*d\_iput) (struct dentry \*, struct inode \*); char \*(\*d\_\_dname) (struct dentry \*, char \*f int);

}；

下面给出函数的具体用法，

* int d\_revalidate(struct dentry \*dentry ,

struct nameidata\*)；

该函数判断目录对象是否有效。VFS准备从dcache中使用一个目录项时，会调用该函数。 大部分文件系统将该方法置NULL,因为它们认为dcache中的目录项对象总是有效的。

* int d^hash(struct dentry \*dentry,

struct qstr \*name)

该函数为目录项生成散列值，当目录项需要加入到散列表中时，VFS调用该函数。

• int d\_compare(struct dentry \*dentry.

struct qstr \*namel,

struct qstr \*name2)

VFS调用该函数来比较namel和name2这两个文件名。多数文件系统使用VFS默认的操 作，仅仅作字符串比较。对有些文件系统，比如FAT,简单的字符串比较不能满足其需要。因为 FAT文件系统不区分大小写，所以需要实现一种不区分大小写的字符串比较函数。注意使用该函 数时需要加dcache\_lock锁。

* int d\_\_delete (struct dentry \*dentry)

当目录项对象的d\_count计数值等于0时，VFS调用该函数。注意使用该函数需要加dcache\_ lock锁和目录项的d\_locko

* void d\_release(struct dentry \*dentry)

当目录项对象将要被释放时，VFS调用该函数，默认情况下，它什么也不做。

* void d\_iput(struct dentry \*dentry,

struct inode \*inode) .

当一个目录项对象丢失了其相关的索引节点时(也就是说磁盘索引节点被删除了)，VFS调 用该函数。默认情况下VFS会调用ipiit()函数释放索引节点。如果文件系统重载了该函数，那么 除了执行此文件系统特殊的工作外，还必须调用iput()函数。

13.11文件对象 -

VFS的最后一个主要对象是文件对象。文件对象表示进程已打开的文件。如果我们站在用 户角度来看待VFS,文件对象会首先进入我们的视野。进程直接处理的是文件，而不是超级块、 索引节点或目录项。所以不必奇怪：文件对象包含我们非常熟悉的信息(如访问模式，当前偏移 等)，同样道理，文件操作和我们非常熟悉的系统调用read。和write。等也很类似。

文件对象是已打开的文件在内存中的表示。该对象(不是物理文件)由相应的。pen()系统 调用创建，由close。系统调用撤销，所有这些文件相关的调用实际上都是文件操作表中定义的 方法。因为多个进程可以同时打开和操作同一个文件，所以同一个文件也可能存在多个对应的文 件对象。文件对象仅仅在进程观点上代表已打开文件，它反过来指向目录项对象(反过来指向索 引节点)，其实只有目录项对象才表示已打开的实际文件。虽然一个文件对应的文件对象不是唯 一的，但对应的索引节点和目录项对象无疑是唯一的。

文件对象由file结构体表示，定义在文件＜linux/fs.h＞中，下面给出该结构体和各项的描述。

struct file {

union (

|  |  |  |
| --- | --- | --- |
| struct list\_head struct rcu\_\_head | fu\_list； fu\_rcuhead； | /•文件对象链表\*/  /\*释放之后的RCU链表•/ |
| } f\_u； |  |  |
| struct path | f\_path； | /\*包含目录项\*/ |
| struct file\_operations | \*f\_op； | /\*文件操作表\*/ |
| spinlock\_t | f\_lock； | /\*单个文件结构锁•/ |
| atomic t | f count； | /\*文件对象的使用计数•/ |

unsigned int mode\_t loff\_t struct fown struct const struct cred struct file\_ra\_state u64 void void

struct list head spinlock\_t struct address\_space unsigned long }；

f\_flags ； f\_mode； f\_pos*；* f\_owner； \*f\_cred；

f\_version；

\*f\_security； \*private\_data； f\_ep\_links； f\_ep\_lock； \*f\_mapping；

/•当打开文件时所指定的标志•/

/•文件的访问模式•/

/\*文件当前的位移虽（文件指针）•/

/\*拥有者通过信号进行异步I/O数据的传送\*/

/\*文件的信任状\*/

/\*预读状态•/

/\*版本号\*/

/•安全模块•/

/\* tty设备驱动的釣子\*/

/\*事件池链表•/

/\*事件池锁\*/

/\*页缓存映射\*/

state； /\*调试状态\*/

类似于目录项对象，文件对象实际上没有对应的磁盘数据。所以在结构体中没有代表其对象 是否为脏、是否需要写回磁盘的标志。文件对象通过匚demiy指针指向相关的目录项对象。目录 项会指向相关的索引节点，索引节点会记录文件是否是脏的。

**13.12**文件操作

和VFS的其他对象一样，文件操作表在文件对象中也非常重要。跟句e结构体相关的操作 与系统调用很类似，这些操作是标准Unix系统调用的基础。

文件对象的操作由file\_operations结构体表示，定义在文件＜linux/&.h＞中：

struct file\_operations {

struct module \*owner;

Loff\_t (\*llseek) (struct file \* t loff\_t, int); ssize\_t ssize\_\_t ssize t

ssize t

(♦read) (struct file \*, char user \*, size\*, loff\_t \*); (•write) (struct file \*, const char user \*, size\_t, loff\_t \*); (♦aioread) (struct kiocb \*, const struct iovec \*,

unsigned long, loff\_t);

(♦aiowrite) (struct kiocb \*, const struct iovec \*,  
unsigned long, ;

int (\*readdir) (struct file \*, void \*, unsigned int (\*poll) (struct file \*, struct poll\_table\_struct \*); int (\*ioctl) (struct inode \*, struct file \*, unsigned int, unsigned long);

long (\*unlocked\_ioctl) (struct file •, unsigned int, unsigned long); long (\*compat\_ioctl) (struct file \*, unsigned int, unsigned long);

(★map) (struct file \*, struct vm\_area\_struct \*);

(\*open) (struct inode \*, (\*flush) (struct file (•release) (struct inode (\*fsync) (struct file \*, (\*aio\_fsync) (struct kiocb \*, int datasync);

(\*fasync) (int, (•lock) (struct

int int int int int int int int

struct file \*); fl\_owner\_t id); \*, struct file \*); struct dentry \*, int datasync);

ssize\_t (\*sendpage)

struct file \*, int); file \*, int, struct filelock \*); (struct file •, struct page \*, int, sizet, loff\_t \*, int);

unsigned long (\*get\_un»apped\_area) (struct file \*, unsigned long,

unsigned long, unsigned long, unsigned long);

int (\*check\_flags) (int);

int (\*flock) (struct file \*, int, struct file\_lock \*);

ssize\_t (\*splice\_write) (struct pipe\_inode\_info \*,

struct file \*,

size\_t, unsigned int);

ssize\_t (\*splice\_read) (struct file \*,

struct pipe\_inode\_info \*,

size\_t,

unsigned int);

int (\*setlease) (struct file \*, long, struct file\_lock \*\*);

｝；

具体的文件系统可以为毎一种操作做专门的实现，或者如果存在通用操作，也可以使用通用 操作。一般在基于Unix的文件系统上，这些通用操作效果都不错。并不要求实际文件系统实现 文件操作函数表中的所有方法一虽然不实现最基础的那些操作显然是很不明智的，对不感兴趣 的操作完全可以简单地将该函数指针置为NULL。

下面给出操作的用法说明：

* loff\_t lleek(struct file \*file.

offset ,int origin)

该函数用于更新偏移量指针，由系统调用Heek()调用它。

* ssize\_t read (struct file \*file,

char \*buf,size\_t count, loff\_t \*offseC)

该函数从给定文件的offset偏移处读取comit字节的数据到buf中，同时更新文件指针。由 系统调用read。调用它。

* ssize\_t aio\_read(struct kiocb ♦iocb,

char \*buf, size\_t count,

loff\_t offset)

该函数从iocb描述的文件里，以同步方式读取count字节的数据到buf中。由系统调用aio\_ read。调用它。

* ssize\_t write (struct file \*filer

const,char \*buf,size\_t count,

\*offset)

该函数从给定的buf中取出ccmut字节的数据，写入给定文件的。国et偏移处，同时更新文 件指针。由系统调用writeO调用它。

* ssize\_t aio\_write(struct kiocb \*iocb,

const,char \*buf,

size\_t count, offset)

该函数以同步方式从给定的buf中取出conut字节的数据，写入由iocb描述的文件中。由系 统调用aio\_write()调用它。

* int readdir (struct file \*file r void \*dirent filldir)

该函数返回目录列表中的下一个目录。由系统调用readdir()调用它。

* unsigned int poll (struct file

struct poll\_table\_struct \*poll\_table)

该函数睡眠等待给定文件活动。由系统调用poll()调用它。

* int ioctl(struct inode \*inode,

struct file unsigned int cmd, unsigned long arg)

该函数用来给设备发送命令参数对。当文件是一个被打开的设备节点时，可以通过它进行设 置操作。由系统调用ioctl()调用它。调用者必须持有BKL。

* int unlocked\_ioctl (struct file

unsigned int cmd, imsigned long arg)

其实现与ioctl。有类似的功能，只不过不需要调用者持有BKL。如果用户空间调用ioctl。 系统调用，VFS便可以调用unlocked\_ioctl()(凡是ioctl()出现的场所)。因此文件系统只需要实 现其中的一个，一般优先实现unlocked\_ioctlO。

* int compat\_\_ioctl (stzruct *file*

unsigned int cmd, unsigned long arg)

该函数是iocd()函数的可移植变种，被32位应用程序用在64位系统上。这个函数被设 计成即使在64位的体系结构上对32位也是安全的，它可以进行必要的字大小转换。新的驱动 程序应该设计自己的ioctl命令以便所有的驱动程序都是可移植的，从而使得compatJoctlO和 unlocked\_ioctl()指向同一个函数。像 compat\_ioctl()和 unlockedJoctlO 一样都不必持有 BKL。

* int nnnap(struct file struct vm\_area\_struct \*vma)

该函数将给定的文件映射到指定的地址空间上。由系统调用mmap()调用它。

* int open(struct inode \* inode,

struct file \*file)

该函数创建一个新的文件对象，并将它和相应的索引节点对象关联起来。由系统调用open。 调用它。

• int flush (struct file \*file)

当已打开文件的引用计数减少时，该函数被VFS调用。它的作用根据具体文件系统而定。

* int release(struct inode \*inode,

struct file \*file)

当文件的最后一个引用被注销时(比如，当最后一个共享文件描述符的进程调用了 close。 或退出时)，该函数会被VFS调用。它的作用根据具体文件系统而定。

* int f sync (struct file

struct dentry \*dentryz

int datasync)

将给定文件的所有被缓存数据写回磁盘。由系统调用fsyncO调用它。

* int aio\_fsync(struct kiocb \*iocb,

int datasync)

将iocb描述的文件的所有被缓存数据写回到磁盘。由系统调用aio\_fsync()调用它。

* int fasync (int fdf struct file \*file , int on)

该函数用于打开或关闭异步I/O的通告信号。

* int lock (struct file \*file, int cmd, struct file\_lock \*lock)

该函数用于给指定文件上锁。

* ssize\_t readv (struct file

const struct iovec \*vector,

unsigned long count,

\*offset)

该函数从给定文件中读取数据，并将其写入由vector描述的count个缓冲中去，同时增加文 件的偏移量。由系统调用readvO调用它。

* ssize\_t writev (struct file

const struct iovec \*vector, unsigned long count, loff\_t \*offset)

该函数将由vector描述的count个缓冲中的数据写入到由句e指定的文件中去，同时减小文 件的偏移量。由系统调用writev()调用它。

* ssize\_t sendfile (struct file \*£ile,

loff\_t \*offeet,

size\_t size, read\_actor\_t actor, void \*target)

该函数用于从一个文件拷贝数据到另一个文件中，它执行的拷贝操作完全在内核中完成，避 免了向用户空间进行不必要的拷贝。由系统调用sendfile。调用它。

* ssize\_t sendpage(struct file

struct page \*page,

int offset,size\_t size, loff\_t \*pos, int more)

该函数用来从一个文件向另一个文件发送数据。

* unsigned long get\_unmapped\_area(struct file

unsigned long addr, unsigned long len, unsigned long offset, unsigned long flags)

该函数用于获取未使用的地址空间来映射给定的文件。

* int check\_\_flags (int flags)

当给出SETFL命令时，这个函数用来检査传递给fcntl()系统调用的Hags的有效性。与大 多数VFS操作一样，文件系统不必实现check\_Rags()——目前，只有在NFS文件系统上实现了。 这个函数能使文件系统限制无效的SETFL标志，不进行限制的话，普通的fbntlO函数能使标志 生效。在NFS文件系统中，不允许把O\_APPEND和O\_DIRECT相结合。

* int flock (struct file

int cmd,

struct file\_lock \*fl)

这个函数用来实现Rock。系统调用，该调用提供忠告锁。

如此之多的loctis

不久之前，只有一个单独的ioctl方法。如今，有三个相关的方法。unlocked\_ioctlO和 ioctl相同，不过前者在无大内核锁(BKL)情况下被调用。因此函数的作者必须确保适当的 同步。因为大内核锁是粗粒度、低效的锁，驱动程序应当实现unlocked—ioctlO而不是ioctl()0

compatJoctlO也在无大内核锁的情况下被调用,但是它的目的是为64位的系统提供32 位ioctl的兼容方法。至于你如何实现它取决于现有的ioctl命令。早期的駆动程序隐含有确 定大小的类型(如long),应该实现适用于32位应用的compat\_ioctl()方法。这通常意味着把 32位值转换为64位内核中合适的类型。新驱动程序重新设计ioctl命令，应该确保所有的参 数和数据都有明确大小的数据类型，在32位系统上运行32位应用是安全的，在64位系统上 运行32位应用也是安全的，在64位系统上运行64位应用更是安全的。这些驱动程序可以让 compatJoctlO函数指针和unlocked\_ioctl()函数指针指向同一函数。

13.13和文件系统相关的数据结构

除了以上几种VFS基础对象外，内核还使用了另外一些标准数据结构来管理文件系统的其 他相关数据。第一个对象是file\_system\_type,用来描述各种特定文件系统类型，比如ext3、ext4 或UDF。第二个结构体是vfsmount,用来描述一个安装文件系统的实例。

因为Linux支持众多不同的文件系统，所以内核必须由一个特殊的结构来描述每种文件系统 的功能和行为。file\_system\_type结构体被定义在＜linux/fs.h＞中，具体实现如下:

struct file\_system\_type (

const char \*name； /\*文件系统的名字•/

int fs\_flags； /•文件系统类型标志•/

/\*下面的函数用来从磁盘中读取超级块\*/ struct super\_block \*(\*get\_sb)

(struct file\_system\_type int# char \*, void \*)；

/\*下面的函数用来终止访问超级块\*/ void (\*kill\_sb)

\*owner； \*next； fs\_supers；

struct module

struct file system type struct list\_head

(struct super\_block \*)；

/\*文件系统模块\*/

/\*链表中下一个文件系统类型\*/

/\*超级块对象链表\* /

｝；

/\*剩下的几个字段运行时使锁生效\*/ struct struct struct struct struct struct

lock\_class\_key lock\_class\_key lock\_class\_key lock\_class\_key lock\_class\_key lock\_class\_key

s\_lock\_key； s\_umount\_key； i\_lock\_key； i\_mutex\_key； i\_mutex\_dir\_key； i\_alloc\_sem\_key；

get\_sb()函数从磁盘上读取超级块， 剩余的函数描述文件系统的属性。

并且在文件系统被安装时，在内存中组装超级块对象。

每种文件系统，不管有多少个实例安装到系统中，还是根本就没有安装到系统中，都只有一 个 file system type 结构。

更有趣的事情是，当文件系统被实际安装时，将有一个vfsmount结构体在安装点被创建。 该结构体用来代表文件系统的实例——换句话说，代表一个安装点。

vfsmount结构被定义在＜linux/mount.h＞中，下面是具体结构：

｝；

| struct | list\_head | mnt\_hash； | Z\* | 散列表\*/ |
| --- | --- | --- | --- | --- |
| struct | vfsmount | \*mnt\_parent； | /\* | 父文件系统•/ |
| struct | dentry | \*mnt\_mountpoint； | /\* | 安装点的目录项\*/ |
| struct | dentry | \*mnt\_root； | /\* | 该文件系统的根日录项•/ |
| struct | super\_block | \*mnt\_sb； | */\** | 该文件系统的超级块•/ |
| struct | list\_head | mnt\_mounts； | /\* | 子文件系统链表•/ |
| struct | listhead | mnt\_child； | /\* | 子文件系统链表\*/ |
| int |  | mnt\_flags*；* | /• | 安装标志\* / |
| char |  | \*mnt\_devname； | /\* | 设备文件名•/ |
| struct | listhead | mnt\_list； | /\* | 描述符链表\*/ |
| struct | list\_head | mnt\_expire； | /\* | 在到期链表中的入口 \*/ |
| struct | list\_head | mnt\_share； | /\* | 在共享安装链表中的入口 \*/ |
| struct | list\_head | mnt slave list:  —— | /• | 从安装链表•/ |
| struct | list\_head | mnt\_slave； | /\* | 从安装链表中的入口 •/ |
| struct | vfsmount | \*mnt\_master； | /\* | 从安装链表的主人\*/ |
| struct | mnt\_namespace | \*mnt\_namespace； | /\* | 相关的命名空间\*/ |
| int |  | mnt\_id； | /\* | 安装标识符\*/ |
| int |  | mnt\_group\_id； | /\* | 组标识符•/ |
| atomic | \_t | mnt\_count; | /\* | 使用计数\*/ |
| int |  | mnt\_expiry\_mark； | /\* | 如果标记为到期，则值为真\*/ |
| int |  | mnt\_pinned； | */\** | “钉住”进程计数\*/ |
| int |  | mnt\_ghosts； | /\* | “镜像”引用让数\*/ |
| atomic |  | \_mnt\_writers； | /\* | 写者引用计数\*/ |

struct vfsmount {

理清文件系统和所有其他安装点间的关系，是维护所有安装点链表中最复杂的工作。所以

vfsmount结构体中维护的各种链表就是为了能够跟踪这些关联信息。

vfsmount结构还保存了在安装时指定的标志信息，该信息存储在mnt\_flages域中。表13.1 列出了标准的安装标志。

表1&1标准安装标志列表

|  |  |
| --- | --- |
| 标 志 | 描 述 |
| **MNT NOSUID** | 禁止该文件系统的可执行文件设置setuid和setgid标志 |
| **MNT\_MODEV** | 禁止访问该文件系统上的设备文件 |
| **MNT NOEXEC** | 禁止执行该文件系统上的可执行文件 |

安装那些管理员不充分信任的移动设备时，这些标志很有用处。它们和其他一些很少用的标 志一起定义在＜linux/mount.h＞中。

13.14和进程相关的数据结构

系统中的每一个进程都有自己的一组打开的文件，像根文件系统、当前工作目录、安装点 等。有三个数据结构将VFS层和系统的进程紧密联系在一起，它们分别是:file\_struct. fs\_struct 和namespace结构体。

file\_struct结构体定义在文件＜linux/fdtable.h＞中。该结构体由进程描述符中的Ales目录项 指向。所有与单个进程(per-process)相关的信息(如打开的文件及文件描述符)都包含在其 中，其结构和描述如下：

|  |  |  |  |
| --- | --- | --- | --- |
| struct files struct ( | | | |
| atomic\_ |  | count； | /\*结构的使用计数•/ |
| struct | fdtable | \*fdt ； | /\*指向其他fd表的指针\*/ |
| struct | fdtable | fdtab； | /\*基fd表\*/ |
| spinlock t | | file\_lock； | /\*单个文件的锁\*/ |
| int |  | next\_fd； | /\*缓存下一个可用的fd \*/ |
| struct | embedded\_fd\_ | \_set close\_on\_exec\_ | \_init； /\* execO时关闭的文件描述符链表•/ |
| struct | embedded\_fd\_ | set open\_fds\_init | /•打开的文件描述符链表•/ |
| struct | file | \*fd\_array [NR\_OPEN\_DEFAULT] ; /\* 缺省的文件对象数组 \*/ | |
| }； |  |  |  |

M\_array数组指针指向已打开的文件对象。因为NR\_OPEN\_DEFAULT等于BITS\_PER\_ LONG,在64位机器体系结构中这个宏的值为64 ,所以该数组可以容纳64个文件对象。如果一 个进程所打开的文件对象超过64个，内核将分配一个新数组，并且将fdt指针指向它。所以对适 当数量的文件对象的访问会执行得很快，因为它是对静态数组进行的操作；如果一个进程打开的 文件数量过多，那么内核就需要建立新数组。所以如果系统中有大量的进程都要打开超过64个 文件，为了优化性能，管理员可以适当增大NR\_OPEN\_DEFAULT的预定义值。

和进程相关的第二个结构体是fs\_struct。该结构由进程描述符的fs域指向。它包含文件系统 和进程相关的信息，定义在文件＜lmux/fs\_struct.h＞中，下面是它的具体结构体和各项描述：

struct fs\_\_struct {

int users； /\* 用户数目 \*/

rwlock t lock； /•保护该结构体的锁\*/

umask；

｝；

int

struct path struct path

in\_exec； root； pwd；

/\*掩码\*/

/\*当前正在执行的文件\*/

/\*根目录路径\*/

/\*当前工作目录的路径\*/

该结构包含了当前进程的当前工作目录（pwd）和根目录。

第三个也是最后一个相关结构体是namespace结构体。它定义在文件＜linux/mmt\_ namespace.h＞中，由进程描述符中的mmt\_namespace域指向。2.4版内核以后，单进程命名空间 被加入到内核中，它使得每一个进程在系统中都看到唯一的安装文件系统——不仅是唯一的根目 录，而且是唯一的文件系统层次结构。下面是其具体结构和描述:

struct mmt\_namespace ( atomic\_t struct vfamount struct list\_head wait\_queue\_head\_t int

count; /\*结构的使用计数\*/ •root； /\*根目录的安装点对象\*/ list； /\*安装点链表\*/ poll; /\*轮询的等待队列\*/ event; /\*事件计数\*/

｝；

list域是连接已安装文件系统的双向链表，它包含的元素组成了全体命名空间。

上述这些数据结构都是通过进程描述符连接起来的。对多数进程来说，它们的描述符都指向 唯一的files\_struct和fs\_struct结构体。但是，对于那些使用克隆标志CLONE\_FILES或CLONE\_ FS创建的进程，会共享㊀这两个结构体。所以多个进程描述符可能指向同一个fHes\_struct或fs\_ struct结构体。每个结构体都维护一个count域作为引用计数，它防止在进程正使用该结构时， 该结构被撤销。

namespace结构体的使用方法却和前两种结构体完全不同，默认情况下，所有的进程共享同 样的命名空间（也就是，它们都从相同的挂载表中看到同一个文件系统层次结构）。只有在进行 clone。操作时使用CLONE\_NEWS标志，才会给进程一个唯一的命名空间结构体的拷贝。因为 大多数进程不提供这个标志，所有进程都继承其父进程的命名空间。因此，在大多数系统上只有 一个命名空间，不过，CLONE\_NEWS标志可以使这一功能失效。

13.15小结

Linux支持了相当多种类的文件系统。从本地文件系统（如ext3和ext4）到网络文件系统 （如NFS和Coda）, Linux在标准内核中已支持的文件系统超过60种。VFS层提供给这些不同文 件系统一个统一的实现框架，而且也提供了能和标准系统调用交互工作的统一接口。由于VFS 层的存在，使得在Limix上实现新文件系统的工作变得简单起来，它可以轻松地使这些文件系统 通过标准Unix系统调用而协同工作。

本章描述了 VFS的目的，讨论了各种数据结构，包括最重要的索引节点、目录项以及超 级块对象。第14章将讨论数据如何从物理上存放在文件系统中。

0 线程通常在创建时使用CLONE\_FILES和CLONE\_FS标志，所以多个线程共享一个aie\_struct结构体和电 struct结构体。但另一方面，普通进程没有指定这些标志，所以它们有自己的文件系统信息和打开文件表。

第⑭章

块I/。层

系统中能够随机（不需要按顺序）访问固定大小数据片（chunks）的硬件设备称作块设备， 这些固定大小的数据片就称作块。最常见的块设备是硬盘，除此以外，还有软盘驱动器、蓝光光 驱和闪存等许多其他块设备。注意，它们都是以安装文件系统的方式使用的——这也是块设备一 般的访问方式。

另一种基本的设备类型是字符设备。字符设备按照字符流的方式被有序访问，像串口和键 盘就属于字符设备。如果一个硬件设备是以字符流的方式被访问的话，那就应该将它归于字符设 备；反过来，如果一个设备是随机（无序的）访问的，那么它就属于块设备。

对于这两种类型的设备，它们的区别在于是否可以随机访问数据——换句话说，就是能否 在访问设备时随意地从一个位置跳转到另一个位置。举个例子，键盘这种设备提供的就是一个数 据流，当你输入“wolf”这个字符串时，键盘驱动程序会按照和输入完全相同的顺序返回这个由 四个字符组成的数据流。如果让键盘驱动程序打乱顺序来读字符串，或读取其他字符，都是没有 意义的。所以键盘就是一种典型的字符设备，它提供的就是用户从键盘输入的字符流。对键盘进 行读操作会得到一个字符流，首先是“w”，然后是“0”，再是“1”，最后是“X”。当没人敲键盘 时，字符流就是空的。硬盘设备的情况就不大一样了。硬盘设备的驱动可能要求读取磁盘上任意 块的内容，然后又转去读取别的块的内容，而被读取的块在磁盘上位置不一定要连续。所以说硬 盘的数据可以被随机访问，而不是以流的方式被访问，因此它是一个块设备。

内核管理块设备要比管理字符设备细致得多，需要考虑的问题和完成的工作相对于字符设 备来说要复杂许多。这是因为字符设备仅仅需要控制一个位置一当前位置，而块设备访问的位 置必须能够在介质的不同区间前后移动。所以事实上内核不必提供一个专门的子系统来管理字符 设备，但是对块设备的管理却必须要有一个专门的提供服务的子系统。不仅仅是因为块设备的复 杂性远远高于字符设备，更重要的原因是块设备对执行性能的要求很高；对硬盘每多一份利用都 会对整个系统的性能带来提升，其效果要远远比键盘吞吐速度成倍的提高大得多。另外，我们将 会看到，块设备的复杂性会为这种优化留下很大的施展空间。这一章的主题就是讨论内核如何对 块设备和块设备的请求进行管理。该部分在内核中称作块I/O层。有趣的是，改写块I/O层正是 2.5开发版内核的主要目标。本章涵盖了 2.6版内核中所有新的块I/O层。

14.1剖析一个块设备

块设备中最小的可寻址単元是扇区。扇区大小一般是2的整数倍，而最常见的是512字节。 扇区的大小是设备的物理属性，扇区是所有块设备的基本单元一块设备无法对比它还小的单元 进行寻址和操作，尽管许多块设备能够一次对多个扇区进行操作。虽然大多数块设备的扇区大小

都是512字节，不过其他大小的扇区也很常见。比如，很多CAROM盘的扇区都是2KB大小。

因为各种软件的用途不同，所以它们都会用到自己的最小逻辑可寻址单元一一块。块是文 件系统的一种抽象——只能基于块来访问文件系统。虽然物理磁盘寻址是按照扇区级进行的, 但是内核执行的所有磁盘操作都是按照块进行的。由于扇区是设备的最小可寻址单元，所以块 不能比扇区还小，只能数倍于扇区大小。另外，内核（对有扇区的硬件设备）还要求块大小是 、2的整数倍，而且不能超过一个页的长度（请看第12章和第19章）㊀。所以，对块大小的最终 要求是，必须是扇区大小的2的整数倍，并且要小于页面大小。所以通常块大小是512字节、1KB 或 4KB。

扇区和块还有一些不同的叫法，为了不引起混淆，我们在这里简要介绍一下它们的其他名 称。扇区一设备的最小寻址单元，有时会称作“硬扇区”或“设备块”；同样的，块一文件 系统的最小寻址单元，有时会称作“文件块”或“I/O块气在这一章里，会一直使用“扇区”和 “块”这两个术语，但你还是应该记住它们的这些别名。图14・1是扇区和缓冲区之间的关系图。

至少相对于硬盘而言，另外一些术语更通用一如簇、柱面以及磁头。这些表示是针对某些 特定的块设备的，大多数情况下，对用户空间的软件是不可见的。扇区这一术语之所以对内核重 要，是因为所有设备的I/O必须以扇区为单位进行操作。以此类推，内核所使用的“块”这一高 级概念就是建立在扇区之上的。
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14.2缓冲区和缓冲区头

当一个块被调入内存时（也就是说，在读入后或等待写出时），它要存储在一个缓冲区中。 每个缓冲区与一个块对应，它相当于是磁盘块在内存中的表示。前面提到过，块包含一个或多个 扇区，但大小不能超过一个页面，所以一个页可以容纳一个或多个内存中的块。由于内核在处理 数据时需要一些相关的控制信息（比如块属于哪一个块设备，块对应于哪个缓冲区等），所以每 一个缓冲区都有一个对应的描述符。该描述符用buffer\_head结构体表示，称作缓冲区头，在文 件vlinux/bufifer\_head.h＞中定义，它包含了内核操作缓冲区所需要的全部信息。

©这个认为的限制可能会遗留到以后，但是强制块的大小等于或小于页大小无疑简化了内核。

下面给出缓冲区头结构体和其中各个域的说明:

struct buffer\_head (

|  |  |  |
| --- | --- | --- |
|  | unsigned long b\_state； | /\*缓冲区状态标志\*/ |
|  | struct buffer\_head \*b\_this\_page； | /\*页面中的缓冲区\*/ |
|  | struct page \*b\_page； | /•存储缓冲区的页面•/ |
|  | sectort bblocknr； | /\*起始块号\*/ |
|  | size\_t bsize； | /\*映像的大小\*/ |
|  | char \*b\_data； | /•页面内的数据指针•/ |
|  | struct block\_devd.ce \*b\_bdev； | /\*相关联的块设备\*/ |
|  | bh\_end\_io\_t \*b\_end\_io； | /\* I/O完成方法\*/ |
|  | void \*b\_\_private *；* | /\* io完成方法\*/ |
|  | struct list\_head b\_assoc\_buffers； | /\*相关的映射链表\*/ |
|  | struct address\_space \*b\_assoc\_map； | /\*相关的地址空间\*/ |
| }; | atomic\_t b\_count； | /•缓冲区使用计数\*/ |

b\_state域表示缓冲区的状态，可以是表14.1中一种标志或多种标志的组合。合法的标志存 放在bh state bits枚举中，该枚举在vlinux/buffer\_head.h＞中定义。

表 14-1 bh\_state 标志

|  |  |
| --- | --- |
| 状态标志 | 意 义 |
| BHUptodate | 该缓冲区包含可用数据 |
| BH\_Dirty | 该缓冲区是脏的(缓存中的内容比磁盘中的块内容新，所以缓冲区内容必须被写回磁盘) |
| BH\_Lock | 该缓冲区正在被I/O操作使用，被锁定以防被并发访问 |
| BH\_Req | 咳缓冲区有I/O请求操作 |
| BH\_Mappcd | 该缓冲区是映射磁盘块的可用缓冲区 |
| BH\_New | 缓冲区是通过get block()刚刚映射的，尚Q不能访问 |
| BH Async Read | 该缓冲区正通过end bufer async read()被异步I/O读操作使用 |
| BHAsyncwrite | 该缓冲区正通过end bufier async write()被异步I/O写操作使用 |
| BH\_Dclay | 该缓冲区尚未和磁盘块关联 |
| BH Boundary | 该缓冲区处于连续块区的边界一下一个块不再连续 |
| BH\_Write\_EIO | 该缓冲区在写的时候遇到I/O错误 |
| BH\_Ordered | 顺序写 |
| BH Eopnotsupp | 该缓冲区发生“不被支持”错误 |
| BH Unwritten | 该缓冲区在硬盘上的空间已被申请但是没有实际的数据写出 |
| BH\_Quiet | 此缓冲区禁止错误 |
| bh\_stete\_bits列表还包含了一个特殊标志——BH\_PrivateStart,该标志不是可用状态标志，使 | |
| 用它是为了指明可被其他代码使用的起始位。块I/O层不会使用BH\_PrivateStart或更高的位。那么 | |
| 某个驱动程序希望通过b\_state域存储信息时就可以安全地使用这些位。驱动程序可以在这些位中 | |
| 定义自己的状态标志, | 只要保证自定义的状态标志不与块I/O层的专用位发生冲突就可以了。 |

b\_count域表示缓冲区的使用记数，可通过两个定义在文件＜linux/buffer\_head.h＞中的内联 函数对此域进行增减。

static inline void get\_bh(struct buffer\_head \*bh)

{

atomic\_inc(&bh-＞b\_count);

}

static inline void put\_bh(struct buffer\_head \*bh)

(

atomicdec(Sbh-＞b\_count);

}

在操作缓冲区头之前，应该先使用get\_bh()函数增加缓冲区头的引用计数，确保该缓冲区头 不会再被分配出去：当完成对缓冲区头的操作之后，还必须使用put\_bh()函数减少引用计数。

与缓冲区对应的磁盘物理块由b\_blocknr-th域索引，该值是b\_bdev域指明的块设备中的逻 辑块号。

与缓冲区对应的内存物理页由b\_page域表示，另外，b\_data域直接指向相应的块(它位于 b\_page域所指明的页面中的某个位置上)，块的大小由b\_size域表示，所以块在内存中的起始位 置在b\_data处，结束位置在(b\_data + b\_size)处。

缓冲区头的目的在于描述磁盘块和物理内存缓冲区(在特定页面上的字节序列)之间的映射 关系。这个结构体在内核中只扮演一个描述符的角色，说明从缓冲区到块的映射关系。

在2.6内核以前，缓冲区头的作用比现在还要重要。因为缓冲区头作为内核中的I/O操作单 元，不仅仅描述了从磁盘块到物理内存的映射，而且还是所有块I/O操作的容器。可是，将缓冲 区头作为I/O操作单元带来了两个弊端。首先，缓冲区头是一个很大且不易控制的数据结构体 (现在是缩减过的了)，而且缓冲区头对数据的操作既不方便也不清晰。对内核来说，它更倾向于 操作页面结构，因为页面操作起来更为简便，同时效率也高。使用一个巨大的缓冲区头表示每一 个独立的缓冲区(可能比页面小)效率低下，所以在2.6版本中，许多I/O操作都是通过内核直 接对页面或地址空间进行操作来完成，不再使用缓冲区头了。这其中所做的一些工作会在第16 章中进行讨论，具体情况请参考address\_space结构和pdflush等守护进程(daemon)部分。

缓冲区头带来的第二个弊端是：它仅能描述单个缓冲区，当作为所有I/O的容器使用时，缓 冲区头会促使内核把对大块数据的I/O操作(比如写操作)分解为对多个bu任er\_head结构体进 行操作。这样做必然会造成不必要的负担和空间浪费。所以2.5开发版内核的主要目标就是为块 I/O操作引入一种新型、灵活并且轻量级的容器，也就是14.3节要介绍的bio结构体。

14.3 bio结构体

目前内核中块I/O操作的基本容器由bio结构体表示，它定义在文件＜linux^io.h＞中。该结 构体代表了正在现场的(活动的)以片断(segment)链表形式组织的块I/O操作。一个片段是 一小块连续的内存缓冲区。这样的话，就不需要保证单个缓冲区一定要连续。所以通过用片段来 描述缓冲区，即使一个缓冲区分散在内存的多个位置上，bio结构体也能对内核保证I/O操作的 执行。像这样的向最I/O就是所谓的聚散I/O。

bio结构体定义于vlinux/bio.h＞中，下面给出b妬结构体和各个域的描述。

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| struct bio ( | | | | |
| sector\_t |  | bi\_sector； | /\* | 磁盘上相关的扇区\*/ |
| struct bio | | \*bi\_next; | /\* | 请求链表\*/ |
| struct block device | | \*bi\_bdev； | /\* | 相关的块设备\*/ |
| unsigned | long | bi\_flags; | / •状态和命令标志•/ | |
| unsigned | long | bi\_rw； | /\* | 读还是写\*/ |
| unsigned | short | bivcnt； | /\* | bio\_vecs偏移的个数\*/ |
| unsigned | short | bi\_idx； | /\* | bio\_io\_vect的当前索引\*/ |
| unsigned | short | bi\_phys\_segments; | /\* | 结合后的片断数目\*/ |
| unsigned | int | bisize; | /\* | I/O计数\*/ |
| unsigned | int | bi seg\_front\_size； | /\* | 第一个可合并的段大小\*/ |
| unsigned | int | b i\_s eg\_back\_s i z e； | /\* | 最后一个可合并的段大小\*/ |
| unsigned | int | bi\_max\_\_vecs ； | /• | bio\_vecs数目上限\*/ |
| unsigned | int | bi comp cpu； | /\* | 结束CPU\*/ |
| atomic\_t |  | bicnt； | /\* | 使用计数•/ |
| struct bio\_vec | | \*bi\_io\_vec； | /\* | bio\_vecs 链表 \*/ |
| bio end io t | | \*bi\_end\_io； | /• | I/O完成方法•/ |
| void |  | \*bi\_private*；* | /\* | 拥有者的私有方法•/ |
| bio\_destructor\_t | | \*bi\_destructor； | */•* | 撤销方法\*/ |
| struct bio\_vec | | bi\_inline\_vecs[0]； | /\* | 内嵌bio向量\*/ |

｝；

使用bio结构体的目的主要是代表正在现场执行的I/O操作，所以该结构体中的主要域都是 用来管理相关信息的，其中最重要的几个域是bi\_io\_vecs、bi\_vcnt和bi\_idx。图\*2显示了 bio 结构体及其他结构体之间的关系。
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14.3.1 I/O 向・

bijo\_vec域指向一个bio\_vec结构体数组，该结构体链表包含了一个特定I/O操作所需要使 用到的所有片段。每个bio\_vec结构都是一个形式为＜page, offset, len＞的向量，它描述的是一个 特定的片段:片段所在的物理页、块在物理页中的偏移位置、从给定偏移量开始的块长度。整个

bio\_io\_vec结构体数组表示了一个完整的缓冲区。bio\_vec结构定义在＜linux/bio.h＞文件中：

struct bio\_vec （

/•一指向这个缓冲区所驻留的物理页\*/

struct page \*bv\_page；

/•这个缓冲区以字节为单位的大小•/

unsigned int bv\_len；

/•缓冲区所驻留的页中以字节为单位的偏移量•/ unsigned int bv\_offset；

｝；

在每个给定的块I/O操作中，bLvcnt域用来描述bi\_io\_vec所指向的vio\_vec数组中的向量 数目。当块I/O操作执行完毕后，bi\_idx域指向数组的当前索引。

总而言之，每一个块I/O请求都通过一个bio结构体表示。每个请求包含一个或多个块，这 些块存储在bio\_vec结构体数组中。这些结构体描述了每个片段在物理页中的实际位置，并且像 向量一样被组织在一起。I/O操作的第一个片段由b\_io\_vec结构体所指向，其他的片段在其后依 次放置，共有bi\_vcnt个片段。当块I/O层开始执行请求、需要使用各个片段时，bi\_idx域会不 断更新，从而总指向当前片段。

bijdx域指向数组中的当前bio\_vec片段，块I/O层通过它可以跟踪块I/O操作的完成进度。 但该域更重要的作用在于分割bio结构体。像冗余廉价磁盘阵列（RAID,出于提高性能和可靠性 的目的，将单个磁盘的卷扩展到多个磁盘上）这样的驱动器可以把单独的bio结构体（原本是为 单个设备使用准备的），分割到RAID阵列中的各个硬盘上去。RAID设备驱动只需要拷贝这个 bio结构体，再把bi\_idx域设置为每个独立硬盘操作时需要的位置就可以了。

bi\_cnt域记录bio结构体的使用计数，如果该域值减为0,就应该撤销该bio结构体，并释 放它占用的内存。通过下面两个函数管理使用计数。

void bio\_get（struct bio \*bio）

void bio put（struct bio \*bio）

前者增加使用计数，后者减少使用计数（如果计数减到0,则撤销bio结构体）。在操作正 在活动的bio结构体时，一定要首先增加它的使用计数，以免在操作过程中该bio结构体被释 放：相反，在操作完毕后，要减少使用计数。

最后要说明的是bi\_private域，这是一个属于拥有者（也就是创建者）的私有域，只有创建 T bio结构的拥有者可以读写该域。

14.3.2新老方法对比

缓冲区头和新的bi。结构体之间存在显著差别。bio结构体代表的是I/O操作，它可以包括 内存中的一个或多个页；而另一方面，buffer\_head结构体代表的是一个缓冲区，它描述的仅仅是 磁盘中的一个块。因为缓冲区头关联的是单独页中的单独磁盘块，所以它可能会引起不必要的分 割，将请求按块为单位划分，只能靠以后才能再重新组合。由于侦。结构体是轻量级的，它描述 的块可以不需要连续存储区，并且不需要分割I/O操作。

利用bio结构体代替buff标\_bead结构体还有以下好处：

• bio结构体很容易处理高端内存，因为它处理的是物理页而不是直接指针。

•bio结构体既可以代表普通页I/O,同时也可以代表直接I/O （指那些不通过页高速缓存的 I/O操作——请参考第16章中对页高速缓存的讨论）。

•bio结构体便于执行分散一集中（矢量化的）块I/O操作，操作中的数据可取自多个物理页面。

•bio结构体相比缓冲区头属于轻量级的结构体。因为它只需要包含块I/O操作所需的信息就 行了，不用包含与缓冲区本身相关的不必要信息。

但是还是需要缓冲区头这个概念，毕竟它还负责描述磁盘块到页面的映射。bio结构体不包 含任何和缓冲区相关的状态信息——它仅仅是一个矢量数组，描述一个或多个单独块"0操作 的数据片段和相关信息。在当前设置中，当bio结构体描述当前正在使用的I/O操作时，buffbr\_ head结构体仍然需要包含缓冲区信息。内核通过这两种结构分别保存各自的信息，可以保证每 种结构所含的信息量尽可能地少。

14.4请求队列

块设备将它们挂起的块I/O请求保存在请求队列中，该队列由reques\_queue结构体表示，定 义在文件vlimix/blkdev.h＞中，包含一个双向请求链表以及相关控制信息。通过内核中像文件系 统这样高层的代码将请求加入到队列中。请求队列只要不为空，队列对应的块设备驱动程序就会 从队列头获取请求，然后将其送入对应的块设备上去。清求队列表中的每一项都是一个单独的请 求，由reques结构体表示。

队列中的请求由结构体request表示，它定义在文件＜linu^lkdev.h＞中。因为一个请求可能 要操作多个连续的磁盘块，所以每个请求可以由多个bio结构体组成。注意，虽然磁盘上的块必 须连续，但是在内存中这些块并不一定要连续——每个bi。结构体都可以描述多个片段（回忆一 下，片段是内存中连续的小区域），而每个请求也可以包含多个bio结构体。

14.5 I/。调度程序

如果简单地以内核产生请求的次序直接将请求发向块设备的话，性能肯定让人难以接受。磁 盘寻址是整个计算机中最慢的操作之一，每一次寻址（定位硬盘磁头到特定块上的某个位置）需 要花费不少时间。所以尽量缩短寻址时间无疑是提高系统性能的关键。

为了优化寻址操作，内核既不会简单地按请求接收次序，也不会立即将其提交给磁盘。相 反，它会在提交前，先执行名为合并与排序的预操作，这种预操作可以极大地提高系统的整体性 能㊀。在内核中负责提交I/O请求的子系统称为I/O调度程序。

I/O调度程序将磁盘I/O资源分配给系统中所有挂起的块I/O请求。具体地说，这种资源分 配是通过将请求队列中挂起的请求合并和排序来完成的。注意不要将I/O调度程序和进程调度程 序（请看第4章）混淆。进程调度程序的作用是将处理器资源分配给系统中的运行进程。这两种

**e** 这一点需要强调。如果一个系统没有这些功能，或者这些功能实现得很差，那么即使是数姓不大的块**i/o**操 作，执行性能也会很糟糕。

子系统看起来非常相似，但并不相同。进程调度程序和I/O调度程序都是将一个资源虚拟给多个 对象，对进程调度程序来说，处理器被虚拟并被系统中的运行进程共享。这种虚拟提供给用户的 就是多任务和分时操作系统，像Unix系统。相反，I/O调度程序虚拟块设备给多个磁盘请求，以 便降低磁盘寻址时间，确保磁盘性能的最优化。

1. I/**。调度程序的工作**

I/O调度程序的工作是管理块设备的请求队列。它决定队列中的请求排列顺序以及在什么时 刻派发请求到块设备。这样做有利于减少磁盘寻址时间，从而提高全局呑吐量。注意，全局这个 定语很重要，坦率地讲，一个I/O调度器可能为了提高系统整体性能，而对某些请求不公。

I/O调度程序通过两种方法减少磁盘寻址时间：合并与排序。合并指将两个或多个请求结合 成一个新请求。考虑一下这种情况，文件系统提交请求到请求队列——从文件中读取一个数据 区（当然，最终所有的斷都是针对扇区和块进行的，而不是文件，还假定请求的块都是来自文 件块），如果这时队列中巨经存在一个请求，它访问的磁盘扇区和当前请求访问的磁盘扇区相邻 （比如，同一个文件中早些时候被读取的数据区），那么这两个请求就可以合并为一个对单个和多 个相邻磁盘扇区操作的新请求。通过合并请求，I/O调度程序将多次请求的开销压缩成一次请求 的开销。更重要的是，请求合并后只需要传递给磁盘一条寻址命令，就可以访问到请求合并前必 须多次寻址才能访问完的磁盘区域了，因此合并请求显然能减少系统开销和磁盘寻址次数。

*现在,*假设在读请求被提交给请求队列的时候，队列中并不需要操作相邻扇区的其他请求，此 时就无法将当前请求与其他请求合并，当然，可以将其插入请求队列的尾部。但是如果有其他请求 需要操作磁盘上类似的位置呢？如果存在一个请求，它要操作的磁盘扇区位置与当前请求比较接近， 那么是不是该让这两个请求在请求队列上也相邻呢？事实上，I/O调度程序的确是这样处理上述情况 的，整个请求队列将按扇区增长方向有序排列。使所有请求按硬盘上扇区的排列顺序有序排列（尽 可能的）的目的不仅是为了缩短单独一次请求的寻址时间，更重要的优化在于，通过保持磁盘头以 直线方向移动，缩短了所有请求的磁盘寻址时间。该排序算法类似于电梯调度一电梯不能随意地 从一层跳到另一层，它应该向一个方向移动，当抵达了同一方向上的最后一层后，再掉头向另一个 方向移动。出于这种相似性，所以I/O调度程序（或这种排序算法）称作电梯调度。

1. Linus **电梯**

下面看看Linux中实际使用的I/O调度程序。我们看到的第一个I/O调度程序称为Linus电 梯（没错，Linus确实是用他的名字命名了这个电梯）。在2.4版内核中，Linus电梯是默认的I/O 调度程序。虽然后来在2.6版内核中它被另外两种调度程序取代了，但是由于这个电梯比后来的 调度程序简单，而且它们执行的许多功能都相似，所以它可以作为一个优秀的入门介绍程序。

Linus电梯能执行合并与排序预处理。当有新的请求加入队列时，它首先会检査其他每一个、 挂起的请求是否可以和新请求合并。Linus电梯I/O调度程序可以执行向前和向后合并，合并类 型描述的是请求向前面还是向后面，这一点和已有请求相连。如果新请求正好连在一个现存的请 求前，就是向前合并；相反如果新请求直接连在一个现存的请求后，就是向后合并。鉴于文件的 分布（通常以扇区号的增长表现）特点和I/O操作执行方式具有典型性（一般都是从头读向尾，

很少从反方向读），所以向前合并相比向后合并要少得多，但是Linus电梯还是会对两种合并类 型都进行检査。

如果合并尝试失败，那么就需要寻找可能的插入点（新请求在队列中的位置必须符合请求以 扇区方向有序排序的原则）。如果找到，新请求将被插入到该点；如果没有合适的位置，那么新 请求就被加入到队列尾部。另外，如果发现队列中有驻留时间过长的请求，那么新请求也将被加 入到队列尾部，即使插入后还要排序。这样做是为了避免由于访问相近磁盘位置的请求太多，从 而造成访问磁盘其他位置的请求难以得到执行机会这一问题。不幸的是，这种“年龄”检测方法 并不很有效，因为它并非是给等待了一段时间的请求提供实质性服务，它仅仅是在经过了一定时 间后停止插入-排序请求，这改善了等待时间但最终还是会导致请求饥饿现象的发生，所以这 是一个2.4内核I/O调度程序中必须要修改的缺陷。

总而言之，当一个请求加入到队列中时，有可能发生四种操作，它们依次是:

1） 如果队列中已存在一个对相邻磁盘扇区操作的请求，那么新请求将和这个已经存在的请 求合并成一个请求。

2） 如果队列中存在一个驻留时间过长的请求，那么新请求将被插入到队列尾部，以防止其 他旧的请求饥饿发生。

3） 如果队列中以扇区方向为序存在合适的插入位置，那么新的请求将被插入到该位置，保 证队列中的请求是以被访问磁盘物理位置为序进行排列的。

4） 如果队列中不存在合适的请求插入位置，请求将被插入到队列尾部。

14.5.3**最终期限**I/O**调度程序**

最终期限（deadline） I/O调度程序是为了解决Linus电梯所带来的饥饿问题而提出的。出于 减少磁盘寻址时间的考虑，对某个磁盘区域上的繁重操作，无疑会使得磁盘其他位置上的操作请 求得不到运行机会。实际上，一个对磁盘同一位置操作的请求流可以造成较远位置的其他请求永 远得不到运行机会，这是一种很不公平的饥饿现象。

更糟糕的是，普通的请求饥饿还会带来名为写一饥饿一读（writes.starving.reads）这种特殊 问题。写操作通常是在内核有空时才将请求提交给磁盘的，写操作完全和提交它的应用程序异步 执行；读操作则恰恰相反，通常当应用程序提交一个读请求时，应用程序会发生堵塞直到读请求 被满足，也就是说，读操作是和提交它的应用程序同步执行的。所以虽然写反应时间（提交写请 求花费的时间）不会给系统响应速度造成很大影响，但是读响应时间（提交读请求花费的时间） 对系统响应时间来说却非同小可。虽然写请求时间对应用程序性能㊀带来的影响不大，但是应用 程序却必须等待读请求完成后才能运行其他程序，所以读操作响应时间对系统的性能非常重要。

问题还可能更严重，这是因为读请求往往会相互依靠。比如，要读大量的文件，.每次都是针 对一块很小的缓冲区数据区进行读操作，而应用程序只有将上一个数据区从磁盘中读取并返回之 后，才能继续读取下一个数据区（或下一个文件）。糟糕的是，不管是读还是写，二者都需要读

**e** 不过，我们还是不打算把写请求无限期地延迟下去，因为内核想确保数据最终能写到磁盘，以避免在内存缓 冲区中的教据变得越来越多或者太陈旧。 取像索引节点这样的元数据。从磁盘进一步读取这些块会使I/O操作串行化。所以如果每一次请 求都发生饥饿现象，那么对读取文件的应用程序来说，全部延迟加起来会造成过长的等待时间， 让用户无法忍受。综上所述，读操作具有同步性，并且彼此之间往往相互依靠，所以读请求响 应时间直接影响系统性能，因此2.6版本内核新引入了最后期限I/O调度程序来减少请求饥饿现 象，特别是读请求饥饿现象。

注意，减少请求饥饿必须以降低全局吞吐量为代价。Linus电梯调度程序虽然也做了这样的 折中，但显然不够一Linus电梯可以提供更好的系统吞吐量（通过最小化寻址），可是它总按照 扇区顺序将请求插入到队列，从不检査驻留时间过长的请求，更不会将请求插入到列队尾部，所 以它虽然能让寻址时间最短，但是却会带来同样不可取的请求饥饿问题。为了避免饥饿同时提供 良好的全局吞吐量，最后期限I/O调度程序做了更多的努力。既要尽量提髙全局吞吐量，又要使 请求得到公平处理，这是很困难的。

在最后期限I/O调度程序中，每个请求都有一个超时时间。默认情况下，读请求的超时时间 是500ms,写请求的超时时间是5s。最后期限I/O调度请求类似于Linus电梯，也以磁盘物理位 置为次序维护请求队列，这个队列称为排序队列。当一个新请求递交给排序队列时，最后期限1/ O调度程序在执行合并和插入请求时类似于Linus电梯㊀，但是最后期限I/O调度程序同时也会 以请求类型为依据将它们插入到额外队列中。读请求按次序被插入到特定的读FIFO队列中，写 请求被插入到特定的写FIFO队列中。虽然普通队列以磁盘扇区为序进行排列，但是这些队列是 以FIFO （很有效，以时间为基准排序）形式组织的，结果新队列总是被加入到队列尾部。对于 普通操作来说，最后期限I/O调度程序将请求从排序队列的头部取下，再推入到派发队列中，派 发队列然后将请求提交给磁盘驱动，从而保证了最小化的请求寻址。

如果在写FIFO队列头，或是在读FIFO队列头的请求超时（也就是，当前时间超过了请求 指定的超时时间），那么最后期限I/O调度程序便从FIFO队列中提取请求进行服务。依靠这种 方法，最后期限I/O调度程序试图保证不会发生有请求在明显超期的情况下仍不能得到服务的现 *象,*参见图14-3o

![](data:image/jpeg;base64,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)

图14・3最后期限I/O调度程序的三个队列

注意，最后期限I/O调度算法并不能严格保证请求的响应时间，但是通常情况下，可以在请 求超时或超时前提交和执行，以防止请求饥饿现象的发生。由于读请求给定的超时时间要比写请 求短许多，所以最后期限I/O调度器也确保了写请求不会因为堵塞读请求而使读请求发生饥饿。 这种对读操作的照顾确保了读响应时间尽可能短。

**e** 最后期限**i/o**排序执行向前合并是一个可选项.因为读操作请求通常很少需要向前合并，所以向前合并通常不 必考虑。

最后期限I/O调度程序的实现在文件block/deadline-iosched-c中。

14.5.4**预测**I/O**调度程序**

虽然最后期限I/O调度程序为降低读操作响应时间做了许多工作，但是它同时也降低了系统 吞吐量。假设一个系统处于很繁重的写操作期间，每次提交读请求，I/O调度程序都会迅速处理 读请求，所以磁盘首先为读操作进行寻址，执行读操作，然后返回再寻址进行写操作，并且对每 个读请求都重复这个过程。这种做法对读请求来说是件好事，但是两次寻址操作(一次对读操作 定位，一次返回来进行写操作定位)却损害了系统全局吞吐量。预测(Anticipatory) I/O调度程 序的目标就是在保持良好的读响应的同时也能提供良好的全局吞吐量。

预测I/O调度的基础仍然是最后期限I/O调度程序，所以它们有很多相同之处。预测I/O 调度程序也实现了三个队列(加上一个派发队列)，并为每个请求设置了超时时间，这点与最 后期限I/O调度程序一样。预测I/O调度程序最主要的改进是它増加了预测启发(anticipation, heuristic)能力。

预测I/O调度试图减少在进行I/O操作期间，处理新到的读请求所带来的寻址数量。和最后 期限I/O调度程序一样，读请求通常会在超时前得到处理，但是预测I/O调度程序的不同之处在 于，请求提交后并不直接返回处理其他请求，而是会有意空闲片刻(实际空闲时间可以设置，默 认为6ms)。这几ms,对应用程序来说是个提交其他读请求的好机会一任何对相邻磁盘位置操 作的请求都会立刻得到处理。在等待时间结束后，预测I/O调度程序重新返回原来的位置，继续 执行以前剩下的请求。

要注意，如果等待可以减少读请求所带来的向后再向前(back-and-fbrth)寻址操作，那么 完全值得花一些时间来等待更多的请求；如果一个相邻的I/O请求在等待期到来，那么I/O调度 程序可以节省两次寻址操作。如果存在愈来愈多的访问同样区域的读请求到来，那么片刻等待无 疑会避免大量的寻址操作。

当然，如果没有I/O请求在等待期到来，那么预测I/O调度程序会给系统性能带来轻微的损 失，浪费掉几ms。预测I/O调度程序所能带来的优势取决于能否正确预测应用程序和文件系统 的行为。这种预测依靠一系列的启发和统计工作。预测I/O调度程序跟踪并且统计毎个应用程序 块I/O操作的习惯行为，以便正确预测应用程序的未来行为。如果预测准确率足够高，那么预测 调度程序便可以大大减少服务读请求所需的寻址开销，而且同时仍能满足请求所需要的系统响应 时间要求。这样的话，预测1/0调度程序既减少了读响应时间，又能减少寻址次数和时间，所以 说它既缩短了系统响应时间，又提高了系统吞吐量。

预测I/O调度程序的实现在文件内核源代码树的block/as-iosched.c中，它是Linux内核中缺 省的I/O调度程序，对大多数工作负荷来说都执行良好，对服务器也是理想的。不过，在某些非常 见而又有严格工作负荷的服务器(包括数据库挖掘服务器)上，这个调度程序执行的效果不好。

14.5.5完全公正的排队I/O**调度程序**

完全公正的排队I/O调度程序(Complete Fair Queuing , CFQ)是为专有工作负荷设计的, 不过，在实际中，也为多种工作负荷提供了良好的性能。但是，它与前面介绍的I/O调度程序有 根本的不同。

CFQ I/O调度程序把进入的I/O请求放入特定的队列中，这种队列是根据引起I/O请求的进 程组织的。例如，来自f。。进程的I/O请求进入fdo队列，而来自bar进程的I/O请求进入bar队 列。在每个队列中，刚进入的请求与相邻请求合并在一起，并进行插入分类。队列由此按扇区方 式分类，这与其他I/O调度程序队列类似。CFQUO调度程序的差异在于每一个提交I/O的进程 都有自己的队列。

CFQ I/O调度程序以时间片轮转调度队列，从每个队列中选取请求数（默认值为4,可以进行配 *置）,*然后进行下一轮调度。这就在进程级提供了公平，确保毎个进程接收公平的磁盘带宽片断。预 定的工作负荷是多媒体，在这种媒体中，这种公平的算法可以得到保证，比如，音频播放器总能够 及时从磁盘再填满它的音频缓冲区。不过，实际上，CFQVO调度程序在很多场合都能很好地执行。

完全公正的排队I/O调度程序位于block/cfq-iosched.co尽管这主要推荐给桌面工作负荷使 用，但是，如果没有其他异常情况，它在几乎所有的工作负荷中都能很好地执行。

14.5.6**空操作的**I/O**调度程序**

第四种也是最后一种I/O调度程序是空操作（Noop） I/O调度程序，之所以这样命名是因为 它基本上是一个空操作，不做多少事情。空操作I/O调度程序不进行排序，或者也不进行什么其 他形式的预寻址操作。依此类推，它也没必要实现那些老套的算法，也就是在以前的I/O调度程 序中看到的为了最小化请求周期而采用的算法。

不过，空操作I/O调度程序忘不了执行合并，这就像它的家务事。当一个新的请求提交到队 列时，就把它与任一相邻的请求合并。除了这一操作，空操作I/O调度程序的确再不做什么，只 是维护请求队列以近乎FIFO的顺序排列，块设备驱动程序便可以从这种队列中摘取请求。

空操作I/O调度程序不勤奋工作是有道理的。因为它打算用在块设备，那是真正的随机访问 设备，比如闪存卡。如果块设备只有一点或者没有“寻道”的负担，那么，就没有必要对进入的 请求进行插入排序，因此，空操作I/O调度程序是理想的候选者。

空操作I/O调度程序位于block/noop-iosched.c,它是专为随机访问设备而设计的。

14.5.7 I/**。调度程序的选择**

你现在已经看到2.6内核中四种不同的I/O调度程序。其中的每一种I/O调度程序都可以被 启用，并内置在内核中。作为缺省，块设备使用完全公平的I/O调度程序。在启动时，可以通过 命令行选项elevator=fbo来覆盖缺省，这里f。。是一个有效而激活的I/O调度程序，参看表14-2。

**表**14・2**给定**elevator**选项的参数**

|  |  |
| --- | --- |
| 参数 | **I/O**调度程序 |
| **as** | 预测 |
| **cfq** | 完全公正的排队 |
| **deadline** | 最终期限 |
| **noop** | 空操作 |

例如，内核命令行选项elevator=as会启用预测I/O调度程序给所有的块设备，从而覆盖默 认的完全公正调度程序。

14.6小结

在本章中，我们讨论了块设备的基本知识，并考察了块I/O层所用的数据结构：bio,表示 活动的I/O操作；bufTejhead,表示块到页的映射；还有请求结构，表示具体的I/O请求。我们 追寻了 I/O请求简单但重要的生命历程，其生命的重要点就是I/O调度程序。我们讨论了 I/O调 度程序所涉及的困惑问题，同时仔细推敲了当前内核的4种I/O调度程序，以及2.4版本中原有 的linus电梯调度。

我们将在第15章讨论进程地址空间。

第僅章

进程地址空间

第12章介绍了内核如何管理物理内存。其实内核除了管理本身的内存外，还必须管理用户 空间中进程的内存。我们称这个内存为进程地址空间，也就是系统中每个用户空间进程所看到 的内存。Limix操作系统采用虚拟内存技术，因此，系统中的所有进程之间以虚拟方式共享内 存。对一个进程而言，它好像都可以访问整个系统的所有物理内存。更重要的是，即使单独一 个进程，它拥有的地址空间也可以远远大于系统物理内存。本章将集中讨论内核如何管理进程 地址空间。

15.1地址空间

进程地址空间由进程可寻址的虚拟内存组成，而且更为重要的特点是内核允许进程使用这种 虚拟内存中的地址。每个进程都有一个32位或64位的平坦(Rat)地址空间，空间的具体大小取 决于体系结构。术语“平坦”指的是地址空间范围是一个独立的连续区间(比如，地址从0扩展 到4294967295的32位地址空间)。一些操作系统提供了段地址空间，这种地址空间并非是一个独 立的线性区域，而是被分段的，但现代采用虚拟内存的操作系统通常都使用平坦地址空间而不是 分段式的内存模式。通常情况下，每个进程都有唯一的这种平坦地址空间。一个进程的地址空间 与另一个进程的地址空间即使有相同的内存地址，实际上也彼此互不相干。我们称这样的进程为 线程。

内存地址是一个给定的值，它要在地址空间范围之内，比如4021f000。这个值表示的是进程 32位地址空间中的一个特定的字节。尽管一个进程可以寻址4GB的虚拟内存(在32位的地址 空间中)，但这并不代表它就有权访问所有的虚拟地址。在地址空间中，我们更为关心的是一些 虚拟内存的地址区间，比如08048000-0804C000,它们可被进程访问。这些可被访问的合法地址 空间称为内存区域(memory areas)。通过内核，进程可以给自己的地址空间动态地添加或减少 内存区域。

进程只能访问有效内存区域内的内存地址。每个内存区域也具有相关权限如对相关进程有可 读、可写、可执行属性。如果一个进程访问了不在有效范围中的内存区域，或以不正确的方式访 问了有效地址，那么内核就会终止该进程，并返回“段错误”信息。

内存区域可以包含各种内存对象，比如：

•可执行文件代码的内存映射，称为代码段(text section)。

•可执行文件的已初始化全局变量的内存映射，称为数据段(data section)。

•包含未初始化全局变量，也就是bss段㊀的零页（页面中的信息全部为。值，所以可用于 映射bss段等目的）的内存映射。

•用于进程用户空间栈（不要和进程内核栈混淆，进程的内核栈独立存在并由内核维护）的 零页的内存映射。

•每一个诸如C库或动态连接程序等共享库的代码段、数据段和bss也会被载入进程的地址 空间。

•任何内存映射文件。

•任何共享内存段。

•任何匿名的内存映射，比如由malloc（）㊁分配的内存。

进程地址空间中的任何有效地址都只能位于唯一的区域，这些内存区域不能相互覆盖。可以 看到，在执行的进程中，每个不同的内存片段都对应一个独立的内存区域：栈、对象代码、全局 变量、被映射的文件等。

**15.2**内存描述符

内核使用内存描述符结构体表示进程的地址空间，该结构包含了和进程地址空间有关的全部 信息。内存描述符由mm\_struct结构体表示，定义在文件＜linux/sched.h＞中。下面给出内存描述 符的结构和各个域的描述r

struct mm\_struct{

|  |  |  |
| --- | --- | --- |
| struct vm area struct | \*mmap; | /\*内存区域链表•/ |
| struct rb\_root |  | /• VMA形成的红黑树•/ |
| struct vm\_area\_struct | \*mmap\_cache； | /\*最近使用的内存区域•/ |
| unsigned long | f ree\_area\_cache； | /\*地址空间第一个空洞•/ |
| pgd\* | \*pgd； | /\*页全局目录•/ |
| atomic\_\_t | mm\_users； | /\*使用地址空间的用户数\*/ |
| atomic\_t | mm\_count； | /\*主使用计数器\*/ |
| int | map\_count； | /•内存区域的个数\*/ |
| struct rw\_semaphore | nunap\_sem j | /\*内存区域的信号ft\*/ |
| spinlock\_t | page\_tabie\_lock； | /\*页表锁\*/ |
| stiruct list\_head | mmlist; | /•所有mm\_struct形成的链表\*/ |
| unsigned long | start\_code； | /\*代码段的开始地址\*/ |
| unsigned long | end\_code； | /\*代码段的结束地址•/ |
| unsigned long | start\_data； | /•数据的首地址\*/ |
| unsigned long | end\_data； | /\*数据的尾地址•/ |
| unsigned long | start\_brk； | /•堆的首地址\*/ |
| unsigned long | brk； | /\*堆的尾地址•/ |
| unsigned long | start\_stack； | /\*进程栈的首地址\*/ |
| unsigned long | arg\_start； | /\*命令行参数的首地址\*/ |
| unsigned long | arg\_\_end； | /•命令行参数的尾地址\*/ |
| unsigned long | env\_start； | /•环境变畳的首地址•/ |
| unsigned long | env\_end； | /•环境变最的尾地址\*/ |

9 术语“BSS”已经有些年头了，它是block started by symbol的缩写。因为未初始化的变最没有对应的值，所 以并不需要存放在可执行对象中。但是因为C标椎强制规定未初始化的全局变虫要被赋予特殊的默认值（基 本上是0值），所以内核要将变量（未赋值的）从可执行代码载入到内存中，然后将零页映射到该片内存上， 于是这些未初始化变S：就被赋予了 0值。这样做避免了在目标文件中显式地进行初始化，减少了空间浪费。

© 在最新版本的glib'c中，通过mmapO和brkO来实现malloc0函数。

|  |  |  |  |
| --- | --- | --- | --- |
|  | unsigned long | rss； | /\*所分配的物理页\*/ |
|  | unsigned long | total\_\_vm； | /\*全部页面数目•/ |
|  | unsigned long | locked\_vm； | /\*上锁的页面数目\*/ |
|  | unsigned long | saved\_auxv [AT\_ | VECTOR\_SIZE] ; /\* 保存的 auxv \*/ |
|  | cpumask\_t | cpu\_vm\_ma s k； | /\*懒情(lazy) TLB交换掩码\*/ |
|  | mm\_context\_t | context； | /\*体系结构特殊数据\*/ |
|  | unsigned long | flags； | /\*状态标志\*/ |
|  | int | core\_waiters； | /\*内核转储等待线程•/ |
|  | struct core\_state | \*core\_state； | /\*核心转储的支持•/ |
|  | spinlock\_t | ioctx\_lock； | /\* AI0 I/O 链表锁 \*/ |
| ); | struct hlist\_head | ioctx\_list； | /\* AI0 I/O 链表•/ |

mm\_users域记录正在使用该地址的进程数目。比如，如果两个线程共享该地址空间，那么 mm\_users的值便等于2 ； mm\_count域是mm\_struct结构体的主引用计数。所有的mm\_users都 等于mm\_count的增加量。这样，在前面的例子中，mm\_count就仅仅为1。如果有9个线程共享 某个地址空间，那么mm\_users将会是9,而mm\_count的值将再次为1。当mm\_users的值减为 0 (即所有正使用该地址空间的线程都退出)时，mm\_count域的值才变为0。当mm\_count的值 等于0,说明已经没有任何指向该mm\_struct结构体的引用了，这时该结构体会被撤销。当内核 在一个地址空间上操作，并需要使用与该地址相关联的引用计数时，内核便增加内 核同时使用这两个计数器是为了区别主使用计数(mm\_count)器和使用该地址空间的进程的数 目 (mm\_users)o

mmap和mm\_rb这两个不同数据结构体描述的对象是相同的：该地址空间中的全部内存区 域。但是前者以链表形式存放而后者以红一黒树的形式存放。红一黑树是一种二叉树，与其他二 叉树一样，搜索它的时间复杂度为O (logn)。在本章后续部分“内存区域的树型结构和内存区 域的链表结构” 一节中，我们将进一步讨论红一黑树。

内核通常会避免使用两种数据结构组织同一种数据，但此处内核这样的冗余确实派得上用 场。mmap结构体作为链表，利于简单、高效地遍历所有元素；而mm\_rb结构体作为红一黑树, 更适合搜索指定元素。对内存区域的具体操作将在本章的后续部分详细介绍。内核并没有复制 mm\_struct结构体，而仅仅被包含其中。覆盖树上的链表并用这两个结构体同时访问相同的数据 集，有时候我们将此操作称作线索树。

所有的mm\_struct结构体都通过自身的nimlist域连接在一个双向链表中，该链表的首元素 是内存描述符，它代表init进程的地址空间。另外要注意，操作该链表的时候需要使用 mmlistjock锁来防止并发访问，该锁定义在文件kemel/fbrk.c中。

15.2.1**分配内存描述符**

在进程的进程描述符(在＜linux/sched.h＞中定义的task\_struct结构体就表示进程描述符) 中，mm域存放着该进程使用的内存描述符，所以currents mm便指向当前进程的内存描述 符。fork()函数利用copy\_mm()函数复制父进程的内存描述符，也就是current-＞mm域给其子 进程，而子进程中的mm\_struct结构体实际是通过文件kernel/fbrk.c中的allocate\_mm()宏从 mm\_cachep slab缓存中分配得到的。通常，每个进程都有唯一的mm\_struct结构体，即唯一的 进程地址空间。

如果父进程希望和其子进程共享地址空间，可以在调用clone。时，设置CLONE\_VM标志。 我们把这样的进程称作线程。回忆第3章，是否共享地址空间几乎是进程和Linux中所谓的线程 间本质上的唯一区别。除此以外，Linux内核并不区别对待它们，线程对内核来说仅仅是一个共 享特定资源的进程而已。

当CLONE\_VM被指定后，内核就不再需要调用allocate\_mm()函数了，而仅仅需要在调用 copy\_mmO函数中将mm域指向其父进程的内存描述符就可以了 :

if(clone\_flags & CLONE\_VM)(

/\*

• current是父进程而tsk在fork()执行期间是子进程

\*/

atomic\_inc (&current - >nun- >mm\_users)；

tsk->nun= current - >mm；

}

1522**撤销内存描述符**

当进程退出时，内核会调用定义在kemel/exit.c中的exit\_mm()函数，该函数执行一些常 规的撤销工作，同时更新一些统计量。其中，该函数会调用mmputO函数减少内存描述符中的 mm\_users用户计数，如果用户计数降到零，将调用mmdrop()函数，减少mm\_count使用计数。 如果使用计数也等于零了，说明该内存描述符不再有任何使用者了，那么调用宏通过 kmem cache freeO函数将mm\_struct结构体归还到mm cachep slab缓存中。

15.2.3 mm\_struct**与内核线程**

内核线程没有进程地址空间，也没有相关的内存描述符。所以内核线程对应的进程描述符中 mm域为空。事实上，这也正是内核线程的真实含义一它们没有用户上下文。

省了进程地址空间再好不过了，因为内核线程并不需要访问任何用户空间的内存(那它们访 问谁的呢？)而且因为内核线程在用户空间中没有任何页，所以实际上它们并不需要有自己的内 存描述符和页表(后面的内容将讲述页表)。尽管如此，即使访问内核内存，内核线程也还是需 要使用一些数据的，比如页表。为了避免内核线程为内存描述符和页表浪费内存，也为了当新内 核线程运行时，避免浪费处理器周期向新地址空间进行切换，内核线程将直接使用前一个进程的 内存描述符。

当一个进程被调度时，该进程的mm域指向的地址空间被装栽到内存，进程描述符中的 active\_mm域会被更新，指向新的地址空间。内核线程没有地址空间，所以mm域为NULL。 于是，当一个内核线程被调度时，内核发现它的mm域为NULL,就会保留前一个进程的地址 空间，随后内核更新内核线程对应的进程描述符中的active^mm域，使其指向前一个进程的内 存描述符。所以在需要时，内核线程便可以使用前一个进程的页表。因为内核线程不访问用户 空间的内存，所以它们仅仅使用地址空间中和内核内存相关的信息，这些信息的含义和普通进 程完全相同。

15.3虚拟内存区域

内存区域由vm\_area\_struct结构体描述，定义在文件＜linux/mm\_types.h＞中。内存区域在 Linux内核中也经常称作虚拟内存区域（virtual memoryAreas, VMAs）。

vm\_area\_struct结构体描述了指定地址空间内连续区间上的一个独立内存范围。内核将每个 内存区域作为一个单独的内存对象管理，每个内存区域都拥有一致的属性，比如访问权限等，另 外，相应的操作也都一致。按照这样的方式，每一个VMA就可以代表不同类型的内存区域（比 如内存映射文件或者进程用户空间栈），这种管理方式类似于使用VFS层的面向对象方法（请看 第13章），下面给出该结构定义和各个域的描述：

struct vm\_area\_\_struct ( struct mm\_stract unsigned long unsigned long struct vm\_area struct pgprot\_t unsigned long struct rb\_node union (

/\*相关的mm struct结构体♦/

/\*区间的首風•/

/•区间的尾地址\*/

/\*VMA 链表\*/

/\*访问控制权限\*/

/\*标志\*/

\*vm\_rnm； vm\_start； vm\_end； \*vm\_next； vm\_page\_prot ； vm\_flags； vm~rb; /\*树上该VMA的节点\*/

/•或者是英联于addreSS\_Space->i\_mmap字段，或者是关联于 address\_\_space->i\_mmap\_\_nonlinear 字段♦/ struct { struct list\_head void

struct vm\_area\_sti7uct

} vm\_set； struct prio\_tree\_node prio

)shared；

struct list\_head anon\_vma\_node；

struct anon\_vma \*anon\_vma；

struct vm\_operations\_struct \*vm\_ops； unsigned long vm\_pgoff；

struct file \*vm\_file；

void \*vm\_private\_data;

*)；*

list； ♦parent； ♦head；

tree node；

/\*anon\_vma 项\* /

/•匿名镐对象\*/

/\*相关的操作表\*/

/\*文件中的偏移量•/

/•被映射的文件（如果存在）\*/

/\*私有数据\*/

每个内存描述符都对应于进程地址空间中的唯一区间。vm\_start域指向区间的首地址（最低 地址），vm\_end域指向区间的尾地址（最高地址）之后的第一个字节，也就是说，vm\_start是内 存区间的开始地址（它本身在区间内），而vm\_end是内存区间的结束地址（它本身在区间外）， 因此，vm\_end 一 vm\_start的大小便是内存区间的长度，内存区域的位置就在[vm\_start, vm\_end] 之中。注意，在同一个地址空间内的不同内存区间不能重叠。

vm\_mm域指向和VMA相关的mm\_struct结构体，注意，每个VMA对其相关的mm\_struct 结构体来说都是唯一的，所以即使两个独立的进程将同一个文件映射到各自的地址空间，它们分 别都会有一个vm\_area\_struct结构体来标志自己的内存区域；反过来，如果两个线程共享一个地 址空间，那么它们也同时共享其中的所有vm\_area\_struct结构体。

15.3.1 VMA **标志**

VMA标志是一种位标志，其定义见＜linux/mm.h＞.它包含在vm\_Rags域内，标志了内存区

域所包含的页面的行为和信息。和物理页的访问权限不同，VMA标志反映了内核处理页面所需 要遵守的行为准则，而不是硬件要求。而且,vm\_flags同时也包含了内存区域中每个页面的信息, 或内存区域的整体信息，而不是具体的独立页面。表15・1列出了所有VMA标志的可能取值。

表VMA标志

|  |  |
| --- | --- |
| **标 志** | **对**VMA**及其页面的影响** |
| VM\_READ | **页面可读取** |
| VM WRITE | **页面可写** |
| VM EXEC | **页面可执行** |
| VM\_SHARED | **页面可共享** |
| VM MAYREAD | VM READ**标志可被设置** |
| VM MAYWRITE | VM WRITE**标志可被设置** |
| VM\_MAYEXEC | VM EXEC**标志可被设置** |
| VM\_MAYSHARE | VM SHARE**标志可被设置** |
| VM GROWSDOWN | **区域可向下增长** |
| VM\_GROWSUP | **区域可向上增长** |
| VM SHM | **区域可用作共享内存** |
| VM\_DENYWRITE | **区域映射一个不可写文件** |
| VM EXECUTABLE | **区域映射一个可执行文件** |
| VM\_LOCKED | **区域中的页面被锁定** |
| VM IO  . — | **区域映射设备**I/O**空间** |
| VM\_SEQ\_READ | **页面可能会被连续访问** |
| VM RAND READ | **页面可能会被随机访问** |
| VM\_DONTCOPY | **区域不能在**forkO**时被拷贝** |
| VM DONTEXPAND | **区域不能通过**mremapO**增加** |
| VM RESERVED | **区域不能被换出** |
| VM ACCOUNT | **该区域是一个记账**VM**对象** |
| VM HUGETLB | **区域使用了** hugetlb**页面** |
| VM NONLINEAR | **该区域是非线性映射的** |

让我们进一步看看其中有趣和重要的几种标志，VM\_READ. VM\_WRITE和VM\_EXEC标 志了内存区域中页面的读、写和执行权限。这些标志根据要求组合构成VMA的访问控制权限, 当访问VMA时，需要査看其访问权限。比如进程的对象代码映射区域可能会标志为VM\_READ 和VM\_EXEC,而没有标志为VM\_ WRITE；另一方面，可执行对象数据段的映射区域标志为 VM\_READ和VM\_WRITE,而VM\_EXEC标志对它就毫无意义。也就是说，只读文件数据段的 映射区域仅可被标志为VM\_READO

VM\_SHARD指明了内存区域包含的映射是否可以在多进程间共享,如果跡志被设置，则我们称 其为共享映射；如果未被设置，而仅仅只有TS2程可以使用豚射的内容，我们称它为私有映射。

VM\_IO标志内存区域中包含对设备I/O空间的映射。该标志通常在设备驱动程序执行

mmap()函数进行I/O空间映射时才被设置，同时该标志也表示该内存区域不能被包含在任何进 程的存放转存(core dump)中。VM\_RESERVED标志规定了内存区域不能被换出，它也是在设 备驱动程序进行映射时被设置。

VM\_SEQ\_READ标志暗示内核应用程序对映射内容执行有序的(线性和连续的)读操作； 这样，内核可以有选择地执行预读文件。VM\_RAND\_READ标志的意义正好相反，暗示应用程 序对映射内容执行随机的(非有序的)读操作。因此内核可以有选择地减少或彻底取消文件预 读，所以这两个标志可以通过系统调用madvise()设置，设置参数分别是MADV\_SEQUENTIAL 和MADV\_RANDOMo文件预读是指在读数据时有意地按顺序多读取一些本次请求以外的数 据——希望多读的数据能够很快就被用到。这种预读行为对那些顺序读取数据的应用程序有很大 的好处，但是如果数据的访问是随机的，那么预读显然就多余了。

15.3.2 VMA **操作**

vm\_area\_struct结构体中的vm\_ops域指向与指定内存区域相关的操作函数表，内核使用表 中的方法操作VMA。vm\_area\_struct作为通用对象代表了任何类型的内存区域，而操作表描述针 对特定的对象实例的特定方法。

操作函数表由vm\_operations\_struct结构体表示，定义在文件＜linux/mm.h＞中:

struct vm\_operations\_struct (

void (\*open)(struct vm\_area\_struct \*);

void (\*close)(struct vm\_area\_struct \*);

int (\*fault) (struct vm\_area\_struct \*, struct vm\_fault \*)； int (\*page\_mkwrite) (struct vm\_area\_struct \*vma, struct vm\_fault \*vmf); int (\*access) (struct vm\_area\_struct \*, unsigned long ,

void \*, int, int);

｝；

下面介绍具体方法：

•void open(struct vm\_area\_struct \*area)

当指定的内存区域被加入到一个地址空间时，该函数被调用。

♦void close(struct vm\_area\_struct \*area)

当指定的内存区域从地址空间删除时，该函数被调用。

\*int fault(struct vm\_area\_sruct \*area, struct vm\_fault \*vmf)

当没有出现在物理内存中的页面被访问时，该函数被页面故障处理调用。

\*int page\_mkwrite(struct vm\_area\_sruct \*area, struct vm\_fault \*vmf)

当某个页面为只读页面时，该函数被页面故障处理调用。

\*int access (struct vm\_area\_stmct \*vma, unsigned long address, void

\*buf, int len, int write)

当get\_user\_pages()函数调用失败时，该函数被access\_process\_vm()函数调用。

15.3.3**内存区域的树型结构和内存区域的链表结构**

上文讨论过，可以通过内存描述符中的mmap和mm\_rb域之一访问内存区域。这两个域 各自独立地指向与内存描述符相关的全体内存区域对象。其实，它们包含完全相同的vm\_area\_ struct结构体的指针，仅仅组织方法不同。

mmap域使用单独链表连接所有的内存区域对象。每一个vm\_area\_struct结构体通过自身的 vm\_next域被连入链表，所有的区域按地址增长的方向排序，mmap域指向链表中第一个内存区 域，链中最后一个结构体指针指向空。

mm\_rb域使用红一黒树连接所有的内存区域对象。mm\_rb域指向红一黑树的根节点，地址 空间中每一个vm\_area\_struct结构体通过自身的vm\_rb域连接到树中。

红-黑树是一种二叉树，树中的每一个元素称为一个节点，最初的节点称为树根。红-黑树 的多数节点都由两个子节点：一个左子节点和一个右子节点，不过也有节点只有一个子节点的情 况。树末端的节点称为叶子节点，它们没有子节点。红-黑树中的所有节点都遵从：左边节点值 小于右边节点值；另外每个节点都被配以红色或黑色(要么红要么黑，所以叫做红-黑树)。分配 的规则为：红节点的子节点为黑色，并且树中的任何一条从节点到叶子的路径必须包含同样数目 的黑色节点。记住根节点总为红色。红-黑树的搜索、插入、删除等操作的复杂度都为O(k)g(x)))。

链表用于需要遍历全部节点的时候，而红-黑树适用于在地址空间中定位特定内存区域的 时候。内核为了内存区域上的各种不同操作都能获得高性能，所以同时使用了这两种数据结构。

15.3.4**实际使用中的内存区域**

可以使用/proc文件系统和pmap (1)工具査看给定进程的内存空间和其中所含的内存区域。 我们来看一个非常简单的用户空间程序的例子，它其实什么也不做，仅仅是为了做说明:

int main(int argc,char \*argv[])

return 0；

下面列出该进程地址空间中包含的内存区域。其中有代码段、数据段和bss段等。假设该进 程与C库动态连接，那么地址空间中还将分别包含libc.so和ld.so对应的上述三种内存区域。此 外，地址空间中还要包含进程栈对应的内存区域。

/proc/<pid>/maps的输出显示了该进程地址空间中的全部内存区域:

rlove©wolf：-$ cat /proc/1426/maps

00e80000-00faf000

00faf000-00fb2000

00fb2000-00fb4000

08048000-08049000

r-xp 00000000 03:01 208530

rw-p

rw-p

r-xp

0012f000

00000000

00000000

03:01

00:00

03:03

208530

439029

08049000-08043000

40000000-40015000

40015000-40016000

4001e000-4001f000 bfffeOOO-cOOOOOOO

rw-p 00000000

r-xp 00000000

03:03 439029

03:01 80276

rw-p 00015000 03:01 80276

/lib/tls/libc-2.5.1.so /lib/tls/libc-2.5.1.so

/home/rlove/src/example /home/rlove/src/example /lib/ld-2.5.1.so /lib/ld-2.5.1.so

rw-p 00000000 00:00 0

rwxp fffffOOO 00:00 0

每行数据格式如下：

开始一结束访问权限偏移主设备号：次设备号i节点文件 pmap(l)工具㊀将上述信息以更方便阅读的形式输出：

rlove@wolfpmap 1426

example [1426]

|  |  |  |  |
| --- | --- | --- | --- |
| 00e80000(1212KB) | r-xp | (03:01 208530) | /lib/tls/libc-2.5.1.80 |
| OOfafOOO(12KB) | rw-p | (03:01 208530) | /lib/tls/libc-2.5.1.bo |
| 00fbz000(8KB) | rw-p | (00:000) |  |
| 08048000(4KB) | r-xp | (03:03 439029) | /home/rlove/src/example |
| 08049000(4KB) | rw-p | (03:03 439029) | /home/rlove/src/example |
| 40000000(84KB) | r-xp | (03:01 80276) | /lib/ld-2.5.1.so |
| 40015000 (4KB) | rw-p | (03:01 80276) | /lib/ld-2.5.1.so |
| 4001e000(4KB) | rw-p | (00:00 0) |  |
| bfffeOOO(8KB) | rwxp | (00:00 0) | [stack] |
| mapped :1340KB | writable/private : 40KB | | shared :0KB |

前三行分别对应c库中lic.so的代码段、数据段和bss段，接下来的两个行为可执行对象的 代码段和数据段，再下来三个行为动态连接程序ld.so的代码段、数据段和bss段，最后一行是 进程的栈。

注意，代码段具有我们所要求的可读且可执行权限；另一方面，数据段和bss (它们都包含 全局数据变量)具有可读、可写但不可执行权限。而堆栈则可读、可写，甚至还可执行一虽然 这点并不常用到。

该进程的全部地址空间大约为1340KB,但是只有大约40KB的内存区域是可写和私有的。如果 一片内存范围是共享的或不可写的，那么内核只需要在内存中为文件(backing file)保留一份映射。 对于共享映射来说，这样做没什么特别的，但是对于不可写内存区域也这样做，就有些让人奇怪了。 如果考虑到映射区域不可写意味着该区域不可被改变(映射只用来读)，就应该清楚只把该映像读入 一次是很安全的。所以C库在物理内存中仅仅需要占用1212KB空间，而不需要为每个使用C库的 进程在内存中都保存一个1212KB的空间。进程访问了 1340KB的数据和代码空间，然而仅仅消耗了 40KB的物理内存，可以看出利用这种共享不可写内存的方法节约了大量的内存空间。

注意没有映射文件的内存区域的设备标志为00： 00,索引接点标志也为0,这个区域就是零 页一零页映射的内容全为零。如果将零页映射到可写的内存区域，那么该区域将全被初始化为0。 这是零页的一个重要用处，而bss段需要的就是全0的内存区域。由于内存未被共享，所以只要一有 进程写该处数据，那么该处数据就将被拷贝出来(就是我们所说的写时拷贝)，然后才被更新。

每个和进程相关的内存区域都对应于一个vm\_area\_struct结构体。另外进程不同于线程，进 程结构体stask\_stmct包含唯一的mm\_struct结构体引用。

15.4操作内存区域

内核时常需要在某个内存区域上执行一些操作，比如某个指定地址是否包含在某个内存区域

**0 pmap(l)**工具将进程的内存区域格式化后显示，虽然结果中的信息和**/proc**中的是一样的信息，但它的输出形 式比**/proc**的输出形式更具可读性。在新版本的**procps**包中可以找到这个工具。

中。这类操作非常频繁，另外它们也是mmap()例程的基础——我们在15.5节会讨论mmap()操 作。为了方便执行这类对内存区域的操作，内核定义了许多的辅助函数。

它们都声明在文件<linux/mm.h>中。

1. find\_vma()

为了找到一个给定的内存地址属于哪一个内存区域，内核提供了血id\_vma()函数。该函数定 义在文件<mm/mmap.c>中:

struct vm\_area\_struct \* find\_vma(struct mm\_struct \*mm, unsigned long addr)；

该函数在指定的地址空间中搜索第一个vm\_end大于addr的内存区域。换句话说，该函数 寻找第一个包含addr或首地址大于addr的内存区域，如果没有发现这样的区域，该函数返回 NULL :否则返回指向匹配的内存区域的vm\_area\_struct结构体指针。注意，由于返回的VMA 首地址可能大于addr,所以指定的地址并不一定就包含在返回的VMA中。因为很有可能在对某 个VMA执行操作后，还有其他更多的操作会对该VMA接着进行操作，所以鱼id\_vma()函数返 回的结果被缓存在内存描述符的mmap\_cache域中。实践证明，被缓存的VMA会有相当好的命 中率(实践中大约30%〜40%),而且检査被缓存的VMA速度会很快，如果指定的地址不在缓 存中，那么必须搜索和内存描述符相关的所有内存区域。这种捜索通过红一黒树进行：

struct vm\_area\_struct \* find\_vma(struct ram\_struct \*mm, unsigned long addr)

( 一

struct vm\_area\_struct \*vma = NULL；

if (mm) (

vma = mm->mmap\_cache； if (!(vma && vma->vra\_end > addr && vma->vm\_start <= addr)) ( struct rb\_node \*rb\_node；

rb\_node = mm->mm\_rb.rb\_node；

vma = NULL;

while (rb\_node) (

struct vm\_area\_struct \* vma\_tmp；

vma\_tmp = rb\_entry(rb\_node,

struct vm\_area\_struct x vm\_rb)；

if (vma t->vm\_end > addr) (

vma = vma\_tmp；

if (vma\_tn^>->vm\_start <■ addr)

break；

rb\_node = rb\_node->rb\_left；

} else

rb\_node = rb\_\_node- >rb\_right ；

}

if (vma)

nun - >mmap\_cache = vma；

return vma；

}

首先，该函数检查mmap\_cache,看看缓存的VMA是否包含了所需地址。注意简单地检査 VMA的vm\_end是否大于addr,并不能保证该VMA是第一个大于addr的内存区域，*所以缓存* 要想发挥作用，就要求指定的地址必须包含在被缓存的VMA中一幸好，这也正是连续操作同 一 VMA必然发生的情况。

如果缓存中并未包含希望的VMA,那么该函数必须搜索红一黑树。如果当前VMA的vm\_ end大于addr,进入左子节点继续搜索；否则，沿右边子节点捜索，直到找到包含addr的VMA 为止。如果没有包含addr的VMA被找到，那么该函数继续搜索树，并且返回大于addr的第一 个VMA。如果也不存在满足要求的VMA,那该函数返回NULL。

1. find\_vma\_prev()

fmd\_vma\_prevO函数和find\_vma()工作方式相同，但是它返回第一个小于addr的VMA。该 函数定义和声明分别在文件mm/mmap.c中和文件＜linux/mm.h＞中：

struct vm\_area\_struct \* find\_vma\_prev(struct mm\_struct \*mm,unsigned long addr , struct vm\_area\_struct \*\*pprev)

pprev参数存放指向先于addr的VMA指针。

1. find\_vmajntersection()

find\_vma\_intersection()函数返回第一个和指定地址区间相交的VMA。因为该函数是内联函 数，所以定义在文件＜linux/mm.h＞中：

static inline struct vm\_area\_struct \*

find\_vma\_intersection(struct mm\_struct \*nun,

unsigned long start\_addr, unsigned long end\_addr)

(

struct vm\_area\_stnict \*vma；

vma = find\_vma(mm, start\_addr)；

if (vma && end\_addr ＜= vma-＞vm\_start)

vma = NULL；

return vma；

}

第一个参数mm是要搜索的地址空间，stert\_addr是区间的开始首位置，end\_addr是区间的 尾位置。

显然，如果血id\_vma()返回NULL,那么find\_vma\_interesectionO也会返回NULL。但是如 果find\_vmaO返回有效的VMA, find\_vma\_intersectionO只有在该VMA的起始位置于给定的地

址区间结束位置之前，才将其返回。如果VMA的起始位置大于指定地址范围的结束位置，则该 函数返回NULLo

15.5 mmap()和do\_mmap():创建地址区间

内核使用do\_mmap()函数创建一个新的线性地址区间。但是说该函数创建了一个新VMA 并不非常准确，因为如果创建的地址区间和一个已经存在的地址区间相邻，并且它们具有相同的 访问权限的话，两个区间将合并为一个。如果不能合并，就确实需要创建一个新的VMA 了。但 无论哪种情况，do\_mmap()函数都会将一个地址区间加入到进程的地址空间中——无论是扩展已 存在的内存区域还是创建一个新的区域。

do\_mmap()函数定义在文件＜linux/mm.h＞中。

unsigned long do\_mmap (struct file \*file, unsigned long addr,

unsigned long len, unsigned long prot, unsigned long flag, unsigned long offset)

该函数映射由hie指定的文件，具体映射的是文件中从偏移offset处开始，长度为len字节 的范围内的数据。如果hie参数是NULL并且offset参数也是0,那么就代表这次映射没有和文 件相关，该情况称作匿名映射(anonymous mapping)。如果指定了文件名和偏移最，那么该映射 称为文件映射(file-backedmapping)。

addr是可选参数，它指定捜索空闲区域的起始位置。

prot参数指定内存区域中页面的访问权限。访问权限标志定义在文件＜asm/mman.h＞中，不 同体系结构标志的定义有所不同，但是对所有体系结构而言，都会包含表15・2中所列举的标志。

表15・2页保护标志

|  |  |
| --- | --- |
| 标 志 | 对新建区间中页的要求 |
| **PROT READ** | 对应于**VM READ** |
| **PROT WRITE** | 对应于**VM WRITE** |
| **PROT\_EXEC** | 对应于**VM EXEC** |
| **PROT\_NONE** | 页不可被访问 |

Rag参数指定了 VMA标志，这些标志指定类型并改变映射的行为。它们也在文件〈asm/ mman.h＞中定义，请参看表15-3。

表15-3页保护标志

|  |  |
| --- | --- |
| 标 志 | 对新区间的要求 |
| **MAP\_SHARED** | 映射可以被共享 |
| **MAP\_PRIVATE** | 映射不能被共享 |
| **MAP\_FIXED** | 新区间必须开始于指定的地址**addr** |
| **MAP\_ANONYMOUS** | 映射不是**file-backed,**而是匿名的 |
| **MAP^GROWSDOWN** | 对应于 **VM GROWSDOWN** |
| **MAP\_DENYWRITE** | 对应于 **VM DENYWRITE** |

|  |  |
| --- | --- |
| (续) | |
| 标 志 | 对新区间的要求 |
| **MAP EXECUTABLE** | 对应于 **VM EXECU1ABLE** |
| **MAP\_LOCKED** | 对应于**VM LOCKED** |
| **MAP NORESERVE** | 不需要为映射保留空间 |
| **MAP\_POPULATE** | 填充页表 |
| **MAP NONBLOCK** | 在**I/O**操作上不堵塞 |

如果系统调用do\_mmap()的参数中有无效参数，那么它返回一个负值；否则，它会在虚拟 内存中分配-个合适的新内存区域。如果有可能的话，将新区域和邻近区域进行合并，否则内核 从vm\_area\_cachep长字节(slab)缓存中分配一个vm area struct结构体，并且使用vma\_ link() 函数将新分配的内存区域添加到地址空间的内存区域链表和红一黑树中，随后还要更新内存描述 符中的total\_vm域，然后才返回新分配的地址区间的初始地址。

在用户空间可以通过mmap()系统调用获取内核函数do\_mmap()的功能。mmap()系统调用 定义如下:

void \* mmap2(void \*start4

sizet length,

int prot, int flags, int fd, off\_t pgoff)

由于该系统调用是mmap()调用的第二种变种，所以起名为mmap2()。最原始的mmap() 调用中最后一个参数是字节偏移量，而目前这个mmap2()使用页面偏移作最后一个参数。使 用页面偏移量可以映射更大的文件和更大的偏移位置。原始的mmap()调用由POSIX定义， 仍然在C库中作为mmap。方法使用，但是内核中已经没有对应的实现了，而实现的是新方 法mmap2()o虽然C库仍然可以使用原始版本的映射方法，但是它其实还是基于函数mmap2。 进行的，因为对原始mmap()方法的调用是通过将字节偏移转化为页面偏移，从而转化为对 mmap2()函数的调用来实现的。

15.6 mummapO 和 do\_mummap():删除地址区间

do\_mummap()函数从特定的进程地址空间中删除指定地址区间，该函数定义在文件vlinux/ mm.h> 中：

int do\_mummap(struct mm\_struct \*mm,unsigned long start, size\_t len)

第一个参数指定要删除区域所在的地址空间，删除从地址start开始，长度为len字节的地址 区间。如果成功，返回零。否则，返回负的错误码。

系统调用munmapO给用户空间程序提供了一种从自身地址空间中删除指定地址区间的方 法，它和系统调用mmap()的作用相反：

int munmap(void \*start, size\_t length)

该系统调用定义在文件mm/mmap.c中，它是对do\_mummap()函数的一个简单的封装:

asmlinkage long sys\_munmap(unsigned long addr, size\* len)

(

int ret；

struct mm\_struct \*mm；

mm = current->mm；

down\_write(&mm->mmap\_sem)；

ret = do\_munmap(mm, addr, len)；

up\_write (&nun- >mmap\_sem)；

return ret;

15.7页表

虽然应用程序操作的对象是映射到物理内存之上的虚拟内存，但是处理器直接操作的却是物 理内存。所以当用程序访问一个虚拟地址时，首先必须将虚拟地址转化成物理地址，然后处理器 才能解析地址访问请求。地址的转换工作需要通过査询页表才能完成，概括地讲，地址转换需要 将虚拟地址分段，使每段虚拟地址都作为一个索引指向页表，而页表项则指向下一级别的页表或 者指向最终的物理页面。

Linux中使用三级页表完成地址转换。利用多级页表能够节约地址转换需占用的存放空间。 如果利用三级页表转换地址，即使是64位机器，占用的空间也很有限。但是如果使用静态数 组实现页表，那么即便在32位机器上，该数组也将占用巨大的存放空间。Linux对所有体系结 构，包括对那些不支持三级页表的体系结构（比如，有些体系结构只使用两级页表或者使用散 列表完成地址转换）都使用三级页表管理，因为使用三级页表结构可以利用“最大公约数”的 思想 种设计简单的体系结构，可以按照需要在编译时简化使用页表的三级结构，比如只

使用两级。

顶级页表是页全局目录（PGD）,它包含了一个pgd\_t类型数组，多数体系结构中pgd\_t类 型等同于无符号长整型类型。PGD中的表项指向二级页目录中的表项：PMDO

二级页表是中间页目录（PMD）,它是个pmd\_t类型数组，其中的表项指向PTE中的表项。

最后一级的页表简称页表，其中包含了 pte\_t类型的页表项，该页表项指向物理页面。

多数体系结构中，搜索页表的工作是由硬件完成的（至少某种程度上）。虽然通常操作中， 很多使用页表的工作都可以由硬件执行，但是只有在内核正确设置页表的前提下，硬件才能方便 地操作它们。图15-1描述了虚拟地址通过页表找到物理地址的过程。

每个进程都有自己的页表（当然，线程会共享页表）。内存描述符的pgd域指向的就是进程 的页全局目录。注意，操作和检索页表时必须使用page\_table\_lock锁，该锁在相应的进程的内 存描述符中，以防止竞争条件。

页表对应的结构体依赖于具体的体系结构，所以定义在文件＜asm/page.h＞中。
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| **PMD** | | PTE |  | |  | |
| --- | --- | --- | --- | --- | --- | --- |
| pmd t |  | pte\_t |  | | | 物理页面  */* |
|  |  | pte\_t |  | | |
| pmd t |  | pte\_t |  |  |  | |
| pmd-t |  | Pte\_t |  | 页面羸- *—J-——* |  | |
| / pmd t |  | pte\_t |  |  | |
| pmd t |  | pte\* |  |  |  | |
| pmd\_t |  | pte\_t 一 | 一 H |  |  | |
| pmd t |  | pte\_t |  | |  | |
| pind t |  | pet\* |  | |  | |

图15・1虚拟-物理地址査询

由于几乎毎次对虚拟内存中的页面访问都必须先解析它，从而得到物理内存中的对应地址， 所以页表操作的性能非常关键。但不幸的是，搜索内存中的物理地址速度很有限，因此为了加 快搜索，多数体系结构都实现了一个翻译后缓冲器（translate lookaside buffer, TLB）O TLB作为 一个将虚拟地址映射到物理地址的硬件缓存，当请求访问一个虚拟地址时，处理器将首先检査 TLB中是否缓存了该虚拟地址到物理地址的映射，如果在缓存中直接命中，物理地址立刻返回； 否则，就需要再通过页表搜索需要的物理地址。

虽然硬件完成了有关页表的部分工作，但是页表的管理仍然是内核的关键部分一而且在 不断改进。2.6版内核对页表管理的主要改进是：从髙端内存分配部分页表。今后可能的改进包 括通过在写时拷贝（copy.（m.write）的方式共享页表。这种机制使得在fork（）操作中可由父子进 程共享页表。因为只有当子进程或父进程试图修改特定页表项时，内核才去创建该页表项的新拷 贝，此后父子进程才不再共享该页表项。可以看到，利用共享页表可以消除fork（）操作中页表拷 贝所带来的消耗。

15.8小结

这章的内容不能不说是很“难缠”啦。其中，我们看到了抽象出来的进程虚拟内存，看到 了内核如何表示进程空间（通过mm\_struct）以及内核如何表示该空间中的内存区域（通过结 构体vm\_area\_struct）o除此以外，我们还了解了内核如何创建（通过mmap（））和撤销（通过 munmapO）这些内存区域，最后还讨论了页表。因为Linux是一个基于虚拟内存的操作系统，所 以这些概念对于系统运行来说都是非常基础的，一定要仔细领会。

第16章，我们要讨论页缓存 种用于所有页I/O操作的内存数据缓存，而且还要涵盖

内核执行基于页的数据回写。

第⑯章

页高速缓存和页

页髙速缓存（cache）是Limix内核实现磁盘缓存。它主要用来减少对磁盘的I/O操作。具 体地讲，是通过把磁盘中的数据缓存到物理内存中，把对磁盘的访问变为对物理内存的访问。这 一章将讨论页髙速缓存与页回写（将页高速缓存中的变更数据刷新回磁盘的操作）。

磁盘高速缓存之所以在任何现代操作系统中尤为重要源自两个因素：第一，访问磁盘的速度 要远远低于（差好几个数量级）访问内存的速度——ms和ns的差距，因此，从内存访问数据比 从磁盘访问速度更快，若从处理器的L1和L2高速缓存访问则更快。第二，数据一旦被访问，就 很有可能在短期内再次被访问到。这种在短时期内集中访问同一片数据的原理称作临时局部原理 （temporal locality）0临时局部原理能保证：如果在第一次访问数据时缓存它，那就极有可能在短 期内再次被高速缓存命中（访问到髙速缓存中的数据）。正是由于内存访问要比磁盘访问快得多， 再加上数据一次被访问后更可能再次被访问的特点，所以磁盘的内存缓存将给系统存储性能带来 质的飞跃。

16.1缓存手段

页高速缓存是由内存中的物理页面组成的，其内容对应磁盘上的物理块。页高速缓存大小能 动态调整一它可以通过占用空闲内存以扩张大小，也可以自我收缩以缓解内存使用压力。我们 称正被缓存的存储设备为后备存储，因为缓存背后的磁盘无疑才是所有缓存数据的归属。当内核 开始一个读操作（比如，进程发起一个read。系统调用），它首先会检査需要的数据是否在页髙 速缓存中。如果在，则放弃访问磁盘，而直接从内存中读取。这个行为称作缓存命中。如果数据 没有在缓存中，称为缓存未命中，那么内核必须调度块I/O操作从磁盘去读取数据。然后内核将 读来的数据放入页缓存中，于是任何后续相同的数据读取都可命中缓存了。注意，系统并不一定 要将整个文件都缓存。缓存可以持有某个文件的全部内容，也可以存储另一些文件的一页或者几 页。到底该缓存谁取决于谁被访问到。

16.1.1**写缓存**

上面解释了在读操作过程中页高速缓存的作用，那么在进程写磁盘时，比如执行write。系 统调用，缓存如何被使用呢？通常来讲，缓存一般被实现成下面三种策略之一：第一种策略称为 不缓存（nowrite）,也就是说高速缓存不去缓存任何写操作。当对一个缓存中的数据片进行写时, 将直接跳过缓存，写到磁盘，同时也使缓存中的数据失效。那么如果后续读操作进行时，需要再 重新从磁盘中读取数据。不过这种策略很少使用，因为该策略不但不去缓存写操作，而且需要额 外费力去使缓存数据失效。

第二种策略，写操作将自动更新内存缓存，同时也更新磁盘文件。这种方式，通常称为写 透缓存（write.through cache）,因为写操作会立刻穿透缓存到磁盘中。这种策略对保持缓存一 致性很有好处一缓存数据时刻和后备存储保持同步，所以不需要让缓存失效，同时它的实现也 最简单。

第三种策略，也是Linux所采用的，称为“回写”㊀。在这种策略下，程序执行写操作直接 写到缓存中，后端存储不会立刻直接更新，而是将页高速缓存中被写入的页面标记成“脏。并 且被加入到脏页链表中。然后由一个进程（回写进程）周期行将脏页链表中的页写回到磁盘，从 而让磁盘中的数据和内存中最终一致。最后清理“脏”页标识。注意这里“脏页”这个词可能 引起混淆，因为实际上脏的并非页高速缓存中的数据（它们是干干净净的），而是磁盘中的数据 （它们已过时了）。也许更好的描述应该是“未同步”吧。尽管如此，我们说缓存内容是脏的，而 不是说磁盘内容。回写策略通常认为要好于写透策略，因为通过延迟写磁盘，方便在以后的时 间内合并更多的数据和再一次刷新。当然，其代价是实现复杂度高了许多。

16.1.2缓存回收

缓存算法最后涉及的重要内容是缓存中的数据如何清除；或者是为更重要的缓存项腾出位 置；或者是收缩缓存大小，腾出内存给其他地方使用。这个工作，也就是决定缓存中什么内容将 被清除的策略，称为缓存回收策略。Linux的缓存回收是通过选择干净页（不脏）进行简单替换。 如果缓存中没有足够的干净页面，内核将强制地进行回写操作，以腾出更多的干净可用页。最难 的事情在于决定什么页应该回收。理想的回收策略应该是回收那些以后最不可能使用的页面。当 然要知道以后的事情你必须是先知。也正是这个原因，理想的回收策略称为预测算法。但这种策 略太理想了，无法真正实现。

1. 最近最少使用

缓存回收策略通过所访问的数据特性，尽量追求预测效率。最成功的算法（特别是对于通用 目的的页髙速缓存）称作最近最少使用算法，简称LRU。LRU回收策略需要跟踪每个页面的访 问踪迹（或者至少按照访问时间为序的页链表），以便能回收最老时间戳的页面（或者回收排序 链表头所指的页面）。该策略的良好效果源自于缓存的数据越久未被访问，则越不大可能近期再 被访问，而最近被访问的最有可能被再次访问。但是，LRU策略并非是放之四海而皆准的法则, 对于许多文件被访问一次，再不被访问的情景，LRU尤其失败。将这些页面放在LRU链的顶端 显然不是最优，当然，内核并没办法知道一个文件只会被访问一次，但是它却知道过去访问了多 少次。

1. 双链策略

Linux实现的是一个修改过的LRU,也称为双链策略。和以前不同，Linux维护的不再是 一个LUR链表，而是维护两个链表：活跃链表和非活跃链表。处于活跃链表上的页面被认为是

**0** 有些书或者操作系统称这个策略是**copy-write**或者**write-behind**缓存。所有这些命名都是同义词。**Linux**和其 他**Unix**系统使用**write-back**称谓来描述缓存策略，使用**writeback**称谓描述写缓存数据到后备存储这一动作。 本书遵循这种称谓.

“热”的且不会被换出，而在非活跃链表上的页面则是可以被换出的。在活跃链表中的页面必须 在其被访问时就处于非活跃链表中。两个链表都被伪LRU规则维护：页面从尾部加入，从头部 移除，如同队列。两个链表需要维持平衡——如果活跃链表变得过多而超过了非活跃链表，那 么活跃链表的头页面将被重新移回到非活跃链表中，以便能再被回收。双链表策略解决了传统 LRU算法中对仅一次访问的窘境。而且也更加简单的实现了伪LRU语义。这种双链表方式也称 作LUR/2。更普遍的是n个链表，故称LRU/n。

我们现在知道页缓存如何构建（通过读和写），如何在写时被同步（通过回写）以及旧数 据如何被回收来容纳新数据（通过双链表）。现在让我们看看真实世界应用场景中，页高速缓 存如何帮助系统。假定你在开发一个很大的软件工程（比如Linux内核）那么你将有大量的源 文件被打开，只要你打开读取源文件，这些文件就将被存储在页高速缓存中。只要数据被缓 存，那么从一个文件跳到另一个文件将瞬间完成。当你编辑文件时，存储文件也会瞬间完成， 因为写操作只需要写到内存，而不是磁盘。当你编译项目时，缓存的文件将使得编译过程更少 访问磁盘，所以编译速度也就更快了。如果整个源码树太大了，无法一次性放入内存，那么其 中一部分必须被回收一由于双链表策略，任何回收的文件都将处于非活跃链表，而且不大可 能是你正在编译的文件。幸运的是，在你没在编译的时候，内核会执行页回写，刷新你所修 改文件的磁盘副本。由此可见，缓存将极大地提髙系统性能。为了看到差别，对比一下缓存冷 （cache cold）时（也就是说重启后，编译你的大软件工程的时间）和缓存热（cache warm）时 的差别吧。

16.2 Linux页高速缓存

从名字可以看出，页高速缓存缓存的是内存页面。缓存中的页来自对正规文件、块设备文件 和内存映射文件的读写。如此一来，页高速缓存就包含了最近被访问过的文件的数据块。在执行 一个I/O操作前（比如read。㊀操作），内核会检査数据是否已经在页高速缓存中了，如果所需要 的数据确实在高速缓存中，那么内核可以从内存中迅速地返回需要的页，而不再需要从相对较慢 的磁盘上读取数据。在接下来的章节里，我们将剖析具体的数据结构以及内核如何使用它们管理 缓存。

16.2.1 address\_space **对象**

在页高速缓存中的页可能包含了多个不连续的物理磁盘块㊂。也正是由于页面中映射的磁盘 块不一定连续，所以在页高速缓存中检査特定数据是否已经被缓存是件颇为困难的工作。因为不 能用设备名称和块号来做页高速缓存中的数据的索引，要不然这将是最简单的定位办法。

另外，Linux页髙速缓存对被缓存的页面范围定义非常宽泛。实际上，在最初System V

© 如你在第**13**章所见，并非**read**。、**writeO**系统调用执行实际的页**I/O**操作，而是通过文件系统提供的特定操 作 **file->f\_op->readO** 和 **file->f\_op->writeO** 完成。

© 比如，**x86**体系结构中一个物理页大小是**4KB.**而大多数文件系统的块大小仅仅**512KB**。所以八个块才可以 填满一个页面。另外因为文件本身可能分布在磁盘上的各个位置，所以页面中映射的块也不需要连续。

Release 4引入页高速缓存时，仅仅只用作缓存文件系统数据，所以SVR4的页髙速缓存使用它 的等价文件对象（称为vnode结构体）管理页高速缓存。Linux页高速缓存的目标是缓存任何基 于页的对象，这包含各种类型的文件和各种类型的内存映射。

虽然Linux页高速缓存可以通过扩展inode结构体（见第13章）支持页I/O操作，但这种 做法会将页髙速缓存局限于文件。为了维持页高速缓存的普遍性（不应该将其绑定到物理文件 或者inode结构体），Linux页高速缓存使用了一个新对象管理缓存项和页I/O操作。这个对象 是address\_space结构体。该结构体是第15章介绍的虚拟地址vm\_area\_struct的物理地址对等体。 当一个文件可以被10个vm\_area\_stmct结构体标识（比如有5个进程，每个调用mmap（）映射它 两次），那么这个文件只能有一个address\_space数据结构一也就是文件可以有多个虚拟地址,

但是只能在物理内存有一份。与Linux内核中其他结构一样, 更应该叫它 page\_cache\_entity 或者 physical\_pages\_of\_a\_fileo

address space也是文不对题，也许

该结构定义在文件＜linux/fs.h＞中，下面给出具体形式:

| struct address\_space { | |
| --- | --- |
| struct inode | \*host； |
| struct radix\_tree\_root | page\_tree； |
| spinlock\_t | tree\_lock； |
| unsigned int | i\_mmap\_writable; |
| struct prio\_tree\_root | i\_mmap； |
| struct list\_head | i\_mmap\_nonlinear； |
| spinlock\_t | i\_mmap\_lock； |
| atomic\* | ti7uncate\_\_count ； |
| unsigned long | nrpages； |
| pgof | writeback\_index； |

struct address\_space\_operations \*a\_ops；

unsigned long flags *；*

struct backing\_dev\_info \*backing\_dev\_info； spinlock\* pr ivate\_lock;

struct list\_head private\_list；

struct address\_space \*assoc\_mapping；

/•拥有节点\*/

/\*包含全部页面的radix树\*/

/\*保护page\_tree的自旋锁\*/

/\* VM\_SHARED 计数 \*/

/\*私看映射链表\*/

/\* VM\_NONLINEAR 链表•/

/\*保护i\_mmap的自旋锁\*/

/\*截断计数\*/

/\*页总数\*/

/•回写的起始偏移\*/

/•操作表•/

/\* gfp.mask掩码与错误标识•/

/\*预读信息\*/

/\* 私有 address\_space 锁•/

/\* 私有 address\_space 链表 \*/

/•相关的缓冲〃一

）；

其中i\_mmap字段是一个优先捜索树，它的搜索范围包含了在address\_space中所有共享的 与私有的映射页面。优先搜索树是一种巧妙地将堆与radix树结合㊀的快速检索树。回忆早些提 到的：一个被缓存的文件只和一个address\_space结构体相关联，但它可以有多个vm\_area\_struct 结构体 物理页到虚拟页是个一对多的映射。i\_map宇段可帮助内核高效地找到关联的被缓

存文件。

address space页总数由nrpages字段描述。

address\_space结构往往会和某些内核对象关联。通常情况下，它会与一个索引节点（inode） 关联，这时host域就会指向该索引节点；如果关联对象不是一个索引节点的话，比如address, space和swapper关联时，host域会被置为NULL。

© 在内核中采用心血优先搜索树是由**Edward M. McCreight 1985**年**5**月于**SIAM**计算机杂志第**14**期，第**2** 集，**257-276**页中提出的。

**16.2.2 address\_space 操作**

a\_ops域指向地址空间对象中的操作函数表，这与VFS对象及其操作表关系类似，操作函数 表定义在文件＜linux/fs.h＞中，由address space operations结构体来表示：

struct add re s s\_spac e\_ope rati ons (

[\*writepage)(struct page \*, struct writeback\_control \*)；

(•readpage) (struct file \*, struct page \*)；

(\*sync\_page) (struct page *\*)；*

(\*writepages) (struct address\_space \*,

struct writeback\_control \*)；

(\*set\_page\_dirty) (struct page \*)；

(»readpages) (struct file \*, struct address\_space \*, struct list\_head \*, unsigned)；

(\*write\_begin)(struct file \*, struct address space \*mapping, loff\_t pos, unsigned len, unsigned flags, struct page \*\*pagep, void \*\*fsdata);

(\*write\_end)(struct file \*, struct address\_space \*mapping, loff\_t pos, unsigned len, unsigned copied, struct page \*page, void \*fsdata)； sector\_t (\*bmap) (struct address\_space \*, sector\_t)； int int int

int int int int

int

int

int

int

int

int

int int

int

(\*invalidatepage) (struct page \*, unsigned long)； (\*releasepage) (struct page \*, int)；

(\*direct\_IO) (int, struct kiocb \*, const struct iovec \*, loff\_t, unsigned long)；

(•gejxip mem) (struct address space \*, pgoff\_t, int, void \*\*, unsigned long \*);

(\*migratepage) (struct addressspace \*,

struct page \*, struct page \*)； (\*launder\_page) (struct page \*)； (\*is\_partially\_uptodate) (struct page \*, read\_descriptor\_t \*, unsigned long)；

[\*error\_remove\_page) (struct address\_space \*, struct page \*}；

这些方法指针指向那些为指定缓存对象实现的页I/O操作。毎个后备存储都通过自己的 address\_space\_operation描述自己如何与页高速缓存交互。比如ext3文件系统在文件fs/ext3/ inode.c中定义自己的操作表。这些方法提供了管理页高速缓存的各种行为，包括最常用的读页 到缓存、更新缓存数据。这里面readpage0和writepage。两个方法最为重要。我们下面就来看看 一个页面的读操作会包含哪些步骤。首先linux内核试图在页高速缓存中找到需要的数据；find. get\_page()方法负责完成这个检査动作。一个address\_space对象和一个偏移量会传给find\_get\_ page()方法，用于在页高速缓存中搜索需要的数据：

page = find\_get\_page (mapping , index)；

这里mapping是指定的地址空间，index是文件中的指定位置，以页面为单位(是的，称 address space结构体为mapping,又是一个容易混淆的命名，虽然我也在重复这种内核命名不一

致的问题，但我还是鄙视它)。如果搜索的页并没在高速缓存中，hnd\_get\_page()将会返回一个 null,并且内核将分配一个新页面，然后将之前搜索的页加入到页高速缓存中。•

struct page \*page；

int error；

/\*分配页•・•\*/

page = page\_cache\_alloc\_cold(mapping)；

if(!page)

/\*内存分配出错\*/

/\*……然后将其加入到页面调整缓存\*/

error = addtopagecachelru(page,mapping,index,GFP\_KERNEL)；

if(error)

/\*页面被加入到页面高速缓存时，出错•/

最后，需要的数据从磁盘被读入，再被加入页高速缓存，然后返回给用户：

error= mapping->a\_ops->readpage(file,page)；

写操作和读操作有少许不同。对于文件映射来说，当页被修改了，VM仅仅需要调用： SetPageDirty(page);

内核会在晚些时候通过writepage。方法把页写出。对特定文件的写操作比较复杂，它的代 码在文件mm/filemap.c中，通常写操作路径要包含以下各步：

page = grab\_cachejpage(mapping,index,&cached\_page,&lru\_pvec)；

status = a\_ops->prepare\_write(file,page,offset,offset+bytes);

page\_fault = filemap\_copy\_from\_user(page,offset,buf,bytes);

status = a\_ops->commit\_write (filerpage, offset,offset+bytes)；

首先，在贞高速缓存中搜索需要的页。如果需要的页不在高速缓存中，那么内核在高速缓存 中新分配一空闲项：下一步，内核创建一个写请求；接着数据被从用户空间拷贝到了内核缓冲； 最后将数据写入磁盘。

因为所有的页I/O操作都要执行上面这些步骤，这就保证了所有的页I/O操作必然都是通过 页髙速缓存进行的。因此，内核也总是试图先通过页高速缓存来满足所有的读请求。如果在页高 速缓存中未搜索到需要的页，则内核将从磁盘读入需要的页，然后将该页加入到页髙速缓存中； 对于写操作，页髙速缓存更像是一个存储平台，所有要被写出的页都要加入页高速缓存中。

16.2.3**基树**

因为在任何页I/O操作前内核都要检査页是否已经在页高速缓存中了，所以这种频繁进行的 检査必须迅速、高效，否则搜索和检査页髙速缓存的开销可能抵消页高速缓存带来的好处(至少 在缓存命中率很低的时候，搜索的开销足以抵消以内存代替磁盘进行检索数据带来的好处)。

正如在16.2.2节所看到的，页高速缓存通过两个参数address\_space对象加上一个偏移量进 行捜索。每个address\_space对象都有唯一的基树(radix tree),它保存在page\_tree结构体中。基 树是一个二叉树，只要指定了文件偏移量，就可以在基树中迅速检索到希望的页。页高速缓存的 搜索函数find\_get\_page()要调用函数radix\_tree\_lookup(),该函数会在指定基树中搜索指定页面。

基树核心代码的通用形式可以在文件1 ib/radix-tree.c中找到。另外，要想使用基树，需要包 含头文件 <linux/radix\_tree.h>«»

16.2.4**以前的页散列表**

在2.6版本以前，内核页髙速缓存不是通过基树检索，而是通过一个维护了系统中所有页的 全局散列表进行检索。对于给定的一个键值，该散列表会返回一个双向链表的入口对应于这个所 给定的值。如果需要的页贮存在缓存中，那么链表中的一项就会与其对应。否则，页就不在页面 高速缓存中，散列函数返回NULL。

全局散列表主要存在四个问题:

•由于使用单个的全局锁保护散列表，所以即使在中等规模的机器中，锁的争用情况也会相 当严重，造成性能受损。

•由于散列表需要包含所有页髙速缓存中的页，可是搜索需要的只是和当前文件相关的那些 页，所以散列表包含的页面相比搜索需要的页面要大得多。

•如果散列捜索失败（也就是给定的页不在页高速缓存中），执行速度比希望的要慢得多， 这是因为检索必须遍历指定散列键值对应的整个链表。

•散列表比其他方法会消耗更多的内存。

2.6版本内核中引入基于基树的页高速缓存来解决这些问题。

16.3缓冲区高速缓存

独立的磁盘块通过块I/O缓冲也要被存入页高速缓存。回忆一下第14章，一个缓冲是一个 物理磁盘块在内存里的表示。缓冲的作用就是映射内存中的页面到磁盘块，这样一来页高速缓存 在块I/O操作时也减少了磁盘访问，因为它缓存磁盘块和减少块I/O操作。这个缓存通常称为缓 冲区髙速缓存，虽然实现上它没有作为独立缓存，而是作为页高速缓存的一部分。

块I/O操作一次操作一个单独的磁盘块。普遍的块I/O操作是读写i节点。内核提供了 bread。函数实现从磁盘读一个块的底层操作。通过缓存，磁盘块映射到它们相关的内存页，并 缓存到页髙速缓存中。

缓冲和页高速缓存并非天生就是统一的，2.4内核的主要工作之一就是统一它们。在更早的 内核中，有两个独立的磁盘缓存：页髙速缓存和缓冲区高速缓存。前者缓存页面，后者缓存缓冲 区，这两个缓存并没有统一。一个磁盘块可以同时存于两个缓存中，这导致必须同步操作两个缓 冲中的数据，而且浪费了内存，去存储重复的缓存项。今天我们只有一个磁盘缓存，即页高速缓 存。虽然如此，内核仍然需要在内存中使用缓冲来表示磁盘块，幸好，缓冲是用页映射块的，所 以它正好在页高速缓存中。

16.4 flusher 线程

由于页高速缓存的缓存作用，写操作实际上会被延迟。当页高速缓存中的数据比后台存储的 数据更新时，该数据就称作脏数据。在内存中累积起来的脏页最终必须被写回磁盘。在以下3种 情况发生时，脏页被写回磁盘：

•当空闲内存低于一个特定的阚值时，内核必须将脏页写回磁盘以便释放内存，因为只有干 净(不脏的)内存才可以被回收。当内存干净后，内核就可以从缓存清理数据，然后收缩 缓存，最终释放出更多的内存。

•当脏页在内存中驻留时间超过一个特定的阈值时，内核必须将超时的脏页写回磁盘，以确 保脏页不会无限期地驻留在内存中。

•当用户进程调用sync()和fsync。系统调用时，内核会按要求执行回写动作。

上面三种工作的目的完全不同。实际上，在旧内核中，这是由两个独立的内核线程(请看后 面章节)分别完成的。但是在2.6内核中，由一群㊀内核线程(Rusher线程)执行这三种工作。

首先，Rusher线程在系统中的空闲内存低于一个特定的阂值时，将脏页刷新写回磁盘。该后 台回写例程的目的在于——在可用物理内存过低时，释放脏页以重新获得内存。这个特定的内存 阂值可以通过dirty\_background\_ratio sysctl系统调用设置。当空闲内存比阈值dirty\_background\_ ratio还低时，内核便会调用函数flusher\_threads()@唤醒一个或多个Rushei■线程，随后fhisher线 程进一步调用函数bdi\_writeback\_all()开始将脏页写回磁盘。该函数需要一个参数一试图写回 的页面数目。函数连续地写出数据，直到满足以下两个条件：

•已经有指定的最小数目的页被写出到磁盘。

•空闲内存数已经回升，超过了阚值dirty\_background\_ratioo

上述条件确保了 Rusher线程操作可以减轻系统中内存不足的压力。回写操作不会在达到这 两个条件前停止，除非刷新者线程写回了所有的脏页，没有剩下的脏页可再被写回了。

为了满足第二个目标，flusher线程后台例程会被周期性唤醒(和空闲内存是否过低无关)， 将那些在内存中驻留时间过长的脏页写出，确保内存中不会有长期存在的脏页。如果系统发生崩 溃，由于内存处于混乱之中，所以那些在内存中还没来得及写回磁盘的脏页就会丢失，所以周 期性同步页高速缓存和磁盘非常重要。在系统启动时，内核初始化一个定时器，让它周期地唤 醒flusher线程，随后使其运行函数wb\_writeback()。该函数将把所有驻留时间超过dirty\_expire\_ interval ms的脏页写回。然后定时器将再次被初始化为dirty\_expire\_ centisecs秒后唤醒flusher线 程。总而言之，flusher线程周期性地被唤醒并且把超过特定期限的脏页写回磁盘。

系统管理员可以在/proc/sys/vm中设置回写相关的参数，也可以通过sysctl系统调用设置它 们。表16-1列出了与pdflush相关的所有可设置变暈。

表16・1页回写设置

|  |  |
| --- | --- |
| 变 3 | 描 述 |
| **dirty\_background\_ratio** | 占全部内存的百分比。当内存中空闲页达到这个比例时，**pdflush**线程开始回写脏页 |
| **dirty\_expire\_interval** | 该数值以百分之一秒为单位，它描述超时多久的数据将被周期性执行的**pdflush**线程写出 |
| **dirty\_ratio** | 占全部内存百分比，当-个进程产生的脏页达到这个比例时，就开始被写出 |
| **dirty\_writeback\_interval** | 该数值以百分之-秒为单位，它描述**pdflush**线程的运行频率 |
| **laptop\_mode** | 一个布尔值，用于控制膝上型计算机模式，具体请见后续内容 |

© 术语“群”通常在计算机科学中指的是一组可以并行执行的事情。

© 是的，它的确命名错了，它应该称为**wakeup\_bdflushO**。原因请看后面关于这个调用的继承部分。

flusher线程的实现代码在文件mm/page-writeback.c和mm/backing-dev.c中，回写机制的实 现代码在文件fs/fs-writeback.c中。

16.4.1膝上型计算机模式

膝上型计算机模式是一种特殊的页回写策略，该策略主要意图是将硬盘转动的机械行为最小 化，允许硬盘尽可能长时间地停滞，以此延长电池供电时间。该模式可通过/proc/sys/vm/laptop\_ mode文件进行配置。通常，上述配置文件内容为0,也就是说膝上型计算机模式关闭，如果需 要启用膝上型计算机模式，则向配置文件中写入1。

膝上型计算机模式的页回写行为与传统方式相比只有一处变化。除了当缓存中的页面太旧时 要执行回写脏页以外，Rusher还会找准磁盘运转的时机，把所有其他的物理磁盘I/O、刷新脏缓 冲等通通写回到磁盘，以便保证不会专门为了写磁盘而去主动激活磁盘运行。

上述回写行为变化要求dirty\_expire\_interval和dirty\_writeback\_interval两阙值必须设置得更 大，比如10分钟。因为磁盘运转并不很频繁，所以用这样长的回写延迟就能保证膝上型计算机 模式可以等到磁盘运转机会写入数据。因为关闭磁盘驱动器是节电的重要手段，膝上模式可以延 长膝上计算机依靠电池的续航能力。其坏处则是系统崩潰或者其他错误会使得数据丢失。

多数Linux发布版会在计算机接上电池或拔掉电池时，自动开启或禁止膝上型计算机模式以 及其他需要的回写可调节开关。因此机器可在使用电池电源时自动进入膝上型计算机模式，而在 插上交流电源时恢复到常规的页回写模式。

16.4.2 历史上的 bdflush、kupdated 和 pdflush

在2.6版本前，flusher线程的工作是分别由bdflush和kupdated两个线程共同完成。

当可用内存过低时，bdflush内核线程在后台执行脏页回写操作。类似flusher,它也有一 组阕值参数，当系统中空闲内存消耗到特定阔值以下时，bdflush线程就被wakeup\_bdflush() 函数唤醒。

bdflush和当前的flusher线程之间存在两个主要区别。第一个区别是系统中只有一个bdflush 后台线程，而Husher线程的数目却是根据磁盘数量变化的(这在16.5节中会谈到)：第二个区别 是bdflush线程基于缓冲，它将脏缓冲写回磁盘。相反，Rusher线程基于页面，它将整个脏页写 回磁盘。当然，页面可能包含缓冲，但是实际I/O操作对象是整页，而不是块。因为页在内存中 是更普遍和普通的概念，所以管理页相比管理块要简单。

因为只有在内存过低和缓冲数量过大时，bdflush例程才刷新缓冲，所以kupdated例程被引 入，以便周期地写回脏页。它和pdflush线程的wb\_writeback()函数提供同样的服务。

在2.6内核中，buflush和kupdated已让路给了 pdflush线程 page dirty flush (比以前

两个更容易令人混淆的名字)的缩写。Pdflush线程的执行和今天的flusher线程类似。其主要 区别在于，pdflush线程数目是动态的，默认是2个到8个，具体多少取决于系统I/O的负载。 Pdflush线程与任何任务都无关，它们是面向系统所有磁盘的全局任务。这样做的好处是实现 简单，可带来的问题是，pdflush线程很容易在拥塞的磁盘上绊住，而现代硬件发生拥塞更是 家常便饭。采用每个磁盘一个刷新线程可以使得I/O操作同步执行，简化了拥塞逻辑，也提升 了性能。Flusher线程在2.6.32内核系列中取代了 pdflush线程（针对每个磁盘独立执行回写操 作是其和pdflush的主要区别）。本节中剩下部分的讨论，仍然适用于pdflush,而且也适用于 所有2.6内核系列。

16.4.3**避免拥塞的方法：使用多线程**

使用bdflush线程最主要的一个映点就是，bdflush仅仅包含了一个线程，因此很有可能在页 回写任务很重时，造成拥塞。这是因为单一的线程有可能堵塞在某个设备的已拥塞请求队列（正 在等待将请求提交给磁盘的I/O请求队列）上，而其他设备的请求队列却没法得到处理。如果系 统有多个磁盘和较强的处理能力，内核应该能使得每个磁盘都处于忙状态。不幸的是，即使还有 许多数据需要回写，单个的bdfhish线程也可能会堵塞在某个队列的处理上，不能使所有磁盘都 处于饱和的工作状态，原因在于磁盘的呑吐量是非常有限的。正是因为磁盘的吞吐量很有限，所 以如果只有唯一线程执行页回写操作，那么这个线程很容易苦苦等待对一个磁盘上的操作。为了 避免出现这种情况，内核需要多个回写线程并发执行，这样单个设备队列的拥塞就不会成为系统 瓶颈了。

2.6内核通过使用多个flusher线程来解决上述问题。每个线程可以相互独立地将脏页刷新回 磁盘，而且不同的Rusher线程处理不同的设备队列。pdflush线程策略中，线程数是动态变化的。 每一个线程试图尽可能忙地从每个超级块的脏页链表中回收数据，并且写回到磁盘。pdflush方 式避免了因为一个忙磁盘，而使得其余磁盘饥饿的状况。通常情况下这样是不错的，但是如果每 个pdflush线程在同一个拥塞的队列上挂起了又该如何呢？在这种情况下，多个pdflush线程可能 并不比一个线程更好，就浪费的内存而言就要多许多。为了减轻上述影响，pdflush线程采用了 拥塞回避策略：它们会主动尝试从那些没有拥塞的队列回写页。从而，pdflush线程将其工作调 度开来，防止了仅仅欺负某一个忙碌设备。

这种方式效果确实不错，但是拥塞回避并不完美。在现代操作系统中，因为I/O总线技术 和计算机其他部分相比发展要缓慢得多，所以拥塞现象时常发生一处理器发展速度遵循摩尔 定理，但是硬盘驱动器则仅仅比20年前快一点点。要知道，目前除了 pdflush以外，I/O系统 中还没有其他地方使用这种拥塞回避处理。不过在很多情况下，pdflush确实可以避免向特定 盘回写的时间和期望时间相比太久。当前flusher线程模型（自2.6.32内核系列以后采用）和 具体块设备关联，所以每个给定线程从每个给定设备的脏页链表收集数据，并写回到对应磁盘。 回写于是更趋于同步了，而且由于每个磁盘对应一个线程，所以线程也不需要采用复杂的拥塞 避免策略，因为一个磁盘就一个线程操作。该方法提高了 I/O操作的公平性，而且降低了饥饿 风险。

因为使用pdflush以及后来的flusher线程提升了页回写性能。2.6内核系列相比早期内核可 让磁盘利用更饱和。在系统I/O很重的时候，flusher线程可以在每个磁盘上都维护更高的呑吐量。

16.5小结

本章中我们看到了 Linux的页高速缓存和页回写。了解了内核如何通过页缓存执行页I/O操 作以及这些页高速缓存（通过存储数据在内存中）可以利用减少磁盘I/O,从而极大弛提升系统

的性能。我们讨论了通过称为“回写缓存”的进程维护在缓存中的更新页面——具体做法是标记 内存中的页面为脏，然后找时机延迟写到磁盘中。Flusher内核线程将负责处理这些最终的页回 写操作。

通过最近几章的学习，你应该已经对内存与文件系统有了深刻认识，那么接下来我们将进入 模块专题，去学习Linux的设备驱动以及内核如何被模块化、在运行时插入和删除内核代码的动 态机制。

第@章 设备与模块

在本章中，’关于设备驱动和设备管理，我们讨论四种内核成分。

•设备类型:在所有Unix系统中为了统一普通设备的操作所采用的分类。

•模块:Linux内核中用于按需加载和卸载目标码的机制。

•内核对象：内核数据结构中支持面向对象的简单操作，还支持维护对象之间的父子关系。

• sysfs :表示系统中设备树的一个文件系统。

17.1设备类型

在Linux以及所有Unix系统中，设备被分为以下三种类型:

•块设备

•字符设备

•网络设备

块设备通常缩写为blkdev,它是可寻址的，寻址以块为单位，块大小随设备不同而不同；块 设备通常支持重定位（seeking）操作，也就是对数据的随机访问。块设备的例子有硬盘、蓝光 光碟，还有如Flash这样的存储设备。块设备是通过称为“块设备节点”的特殊文件来访问的, 并且通常被挂载为文件系统。我们在第13章已经讨论过了文件系统，在第14章已经讨论过了 块设备。

字符设备通常缩写为cdev,它是不可寻址的，仅提供数据的流式访问，就是一个个字符，或 者一个个字节。字符设备的例子有键盘、鼠标、打印机，还有大部分伪设备。字符设备是通过称 为“字符设备节点”的特殊文件来访问的。与块设备不同，应用程序通过直接访问设备节点与字 符设备交互。

网络设备最常见的类型有时也以以太网设备（ethemet devices）来称呼，它提供了对网络（例 如Internet）的访问，这是通过一个物理适配器（如你的膝上型计算机的802.11卡）和一种特定 的协议（如IP协议）进行的。网络设备打破了 Unix的“所有东西都是文件”的设计原则，它不 是通过设备节点来访问，而是通过套接字API这样的特殊接口来访问。

Linux还提供了不少其他设备类型，但都是针对单个任务，而非通用的。一个特例是“杂项 设备”（miscellaneous device）,通常简写为miscdev,它实际上是个简化的字符设备。杂项设备使 驱动程序开发者能够很容易地表示一个简单设备——实际上是对通用基本架构的一种折中。

并不是所有设备驱动都表示物理设备。有些设备駆动是虚拟的，仅提供访问内核功能而 已。我们称为“伪设备”（pseudo device）,最常见的如内核随机数发生器（通过/dev/random 和/dev/urandom访问）、空设备（通过/dev/null访问）、零设备（通过/dev/zero访问）、满设备

(通过/dev/full访问)，还有内存设备(通过/dev/mem访问)。*然而,*大部分设备驱动是表示物 理设备的。

17.2模块

尽管Linux是“单块内核” (monolithic)的操作系统一这是说整个系统内核都运行于一个 单独的保护域中，但是Linux内核是模块化组成的，它允许内核在运行时动态地向其中插入或从 中删除代码。这些代码(包括相关的子例程、数据、函数入口和函数出口)被一并组合在一个单 独的二进制镜像中，即所谓的可装载内核模块中，或简称为模块。支持模块的好处是基本内核镜 像可以尽可能地小，因为可选的功能和驱动程序可以利用模块形式再提供。模块允许我们方便地 删除和重新载入内核代码，也方便了调试工作。而且当热插拔新设备时，可通过命令载入新的驱 动程序。

本章我们将探寻内核模块的奥秘，同时也学习如何编写自己的内核模块。

17.2.1 Hello, World

与开发我们已经讨论过的大多数内核核心子系统不同，模块开发更接近编写新的应用系统, 因为至少在模块文件中具有入口和出口点。

虽然编写“Hell。，World”程序作为实例实属陈词滥调了，但它的确很让人喜爱。内核模块 Hello, World 出场了 ：

/•

* hello.c \_The Hello, World 1我们的第一个内核模块

\*/

ttinclude <linux/init.h>

ttinclude <linux/module.h>

#include <linux/kernel-h>

/\*

* hello\_init-初始化函数，当模块装载时被调用，如果成功装载返回零，否

•则返回非零值

\*/

static int hello\_init(void)

( 一

printk(KERN\_ALERT "I bear a charmed life.\n");

return 0；

}

/\*

* hello\_exit-退出函数，当模块卸栽时被调用

*\*/*

static void hello\_exit(void)

{

printk(KERN\_ALERT "Out, out, brief candle!\nM)；

}

module\_init(hello\_init)；

module exit(hello exit);

MODULE\_LICENSE("GPL");

MODULE\_AUTHOR("Shakespeare");

MODULEDESCRIPTION("A Hello, World Module");

这大概是我们所能见到的最简单的内核模块了，hello\_init()函数是模块的入口点，它通过 module\_mit()例程注册到系统中，在内核装裁时被调用。调用module\_init()实际上不是真正的函 数调用，而是一个宏调用，它唯一的参数便是模块的初始化函数。模块的所有初始化函数必须符 合下面的形式:

int my\_init(void)；

因为init函数通常不会被外部函数直接调用，所以你不必导出该函数，故它可标记为static 类型。

init函数会返回一个int型数值，如果初始化(或你的init函数想做的事情)顺利完成，那 么它的返回值为零；否则返回一个非零值。

这个init函数仅仅打印了一条简单的消息，然后返回零。在实际的模块中，init函数还会注 册资源、初始化硬件、分配数据结构等。如果这个文件被静态编译进内核映像中，其init函数将 存放在内核映像中，并在内核启动时运行。

hello\_exitO函数是模块的出口函数，它由module\_exitO例程注册到系统。在模块从内存卸 载时，内核便会调用hello\_exitOo退出函数可能会在返回前负责清理资源，以保证硬件处于一致 状态；或者做其他的一些操作。简单说来，exit函数负责对init函数以及在模块生命周期过程中 所做的一切事情进行撤销工作，基本上就是清理工作。在退出函数返回后，模块就被卸载了。

退出函数必须符合以下形式：

void my\_exit(void)；

与init函数一样，你也可以标记其为static。

如果上述文件被静态地编译到内核映像中，那么退出函数将不被包含，而且永远都不会被调 用(因为如果不是编译成模块的话，那么代码就不需从内核中卸载)。

MODULE\_LICENSE()宏用于指定模块的版权。如果载入非GPL模块到系统内存，则会在 内核中设置被污染标识——这个标识只起到记录信息的作用。版权许可证具有两大目的。首先, 它具有通告的目的。当。。ps中设置了被污染的标识时，很多内核开发者对bug的报告缺乏信任, 因为他们认为二进制模块(也就是开发者不能调试它)被装载到了内核。其次,^GPL模块不 能调用GPL\_only符号，本章后续的“导出符号表” 一节将对其加以描述。

最后还要说明，MODULE\_AUTHOR0宏和MODULE\_DESCRIPTION()宏指定了代码作者 和模块的简要描述,它们完全是用作信息记录目的。

17.2.2**构建模块**

在2.6内核中，由于采用了新的“kbuild”构建系统，现在构建模块相比从前更加容易。构 建过程的第一步是决定在哪里管理模块源码。你可以把模块源码加入到内核源代码树中，或者是 作为一个补丁或者是最终把你的代码合并到正式的内核代码树中:另一种可行的方式是在内核源 代码树之外维护和构建你的模块源码。

1.放在内核源代码树中

最理想的情况莫过于你的模块正式成为Linux内核的一部分，这样就会被存放入内核源代码 树中。把你的模块代码正确地置于内核中，开始的时候难免需要更多的维护，但这样通常是一劳 永逸的解决之道。

当你决定了把你的模块放入内核源代码树中，下一步要清楚你的模块应在内核源代码树中 处于何处。设备驱动程序存放在内核源码树根目录下/drivers的子目录下，在其内部，设备驱动 文件被进一步按照类别、类型或特殊驱动程序等更有序地组织起来。如字符设备存在于drivers/ char/目录下，而块设备存放在drivers/block/目录下，USB设备则存放在drivers/usb/目录下。文 件的具体组织规则并不须绝对墨守成规，不容打破，你可看到许多USB设备也属于字符设备。 但是不管怎么样，这些组织关系对我们来说相当容易理解，而且很也准确。

假定你有一个字符设备，而且希望将它存放在drivers/char/目录下，那么要注意，在该目录 下同时会存在大量的C源代码文件和许多其他目录。所以对于仅仅只有一两个源文件的设备驱 动程序，可以直接存放在该目录下；但如果驱动程序包含许多源文件和其他辅助文件，那么可以 创建一个新子目录。这期间并没有什么金科玉律。假设想建立自己代码的子目录，你的驱动程序 是一个钓鱼竿和计算机的接口，名为Fish Master XL 3000,那么你需要在drivers/char/目录下建 立一个名为fishing的子目录。

接下来需要向drivers/char/下的Makefile文件中添加一行。编辑derivers/char/Makefile/并加入:

obj-m +- fishing/

这行编译指令告诉模块构建系统，在编译模块时需要进入fishing/子目录中。更可能发生 的情况是，你的驱动程序的编译取决于一个特殊配置选项；比如，可能的CONFIG\_FISHING\_ POLE (请看1726节，它会告诉你如何加入一个新的编译选项)。如果这样，你需要用下面的指 令代替刚才那条指令：

obj-$ (CONFIG\_FISHING\_POLE) += fishing/

最后，在drivers/char/hshing/下，需要添加\_个新Makehle文件，其中需要有下面这行指令：

obj -m += fishing. o

一切就绪了，此刻构建系统运行将会进入Ashing/目录下，并且将fishing.c编译为fishing.ko 模块。虽然你写的扩展名是.。，但是模块被编译后的扩展名却是.ko。

再一个可能，要是你的钓鱼竿驱动程序编译时有编译选项，那么你可能需要这么来做：

obj - $ (CONFIG\_FISHING\_POLE) += fishing.o

以后，假如你的钓鱼竿驱动程序需要更加智能化一它可以自动检测钓鱼线，这可是最新的 鱼竿“必备要求”呀。这时驱动程序源文件可能就不再只有一个了。别怕，朋友，你只要把你的 Makefile做如下修改就可搞定:

obj -$ (CONFIG\_FISHING\_POLE) += fishing, o

fishing-objs ：= fishing-main.o fishing-line.o

每当设置了 CONFIG\_FISHING\_POLE, fishing-main.c 和 fishing-linex 就一起被编译和连接 到fishing.ko模块内。

最后一个注意事项是，在构建文件时你可能需要额外的编译标记，如果这样，你只需在 Makefile中添加如下指令：

EXTRA\_CFLAGS += -DTITANIUM\_POLE

如果喜欢把你的源文件置于drivers/char/目录下，并且不建立新目录的话，那么你要做的便 是将前面提到的行（也就是原来处于drivers/char/fishing/下你自己的Makefile中的）都加入到 drivers/char/Makefile 中。

开始编译吧，运行内核构建过程和原来一样。如果你的模块编译取决于配置选项，比如有 CONFIG\_FISHING\_POLE约束，那么在编译前首先要确保选项被允许。

2.放在内核代码外

如果你喜欢脱离内核源代码树来维护和构建你的模块，把自己作为一个圈外人，那你要做的 就是在你自己的源代码树目录中建立一个Makefile文件，它只需要一行指令：

obj -m : = fishing. o

这条指令就可把fishing.c编译成fishing.ko0如果你有多个源文件，那么用两行就足够：

obj -m : = fishing. o

fishing-objs : = fishing-main.o fishing-line.o

这样一来，fishing-main.c和fishing-line.c就一起被编译和连接到fishing.ko模块内了。

模块在内核内和在内核外构建的最大区别在于构建过程。当模块在内核源代码树外围时，你 必须告诉make如何找到内核源代码文件和基础Makefile文件。不过要完成这个工作同样不难：

make -C /kernel/source/location SUBDIRS=$PWD modules

在这个例子中，/kernel/source/location是你配置的内核源代码树。回想一下，不要把要处理 的内核源代码树放在/usr/src/linuxT,而要移到你home目录下某个方便访问的地方。

17.2.3**安装模块**

编译后的模块将被装入到目录/lib/modules/versioiVkemeV下，在kemeV目录下的每一个目 录都对应着内核源码树中的模块位置。如果使用的是2.6.34内核，而且将你的模块源代码直接 放在drivers/char/下，那么编译后的钓鱼竿驱动程序的存放路径将是:/lib/modules/2.6.34/kemel/ drivers/char/fishing.ko。

下面的构建命令用来安装编译的模块到合适的目录下:

make modules\_install

通常需要以root权限运行。

17.2.4**产生模块依赖性**

Linux模块之间存在依赖性，也就是说钓鱼模块依赖于鱼饵模块，那么当你载入钓鱼模块

时，鱼饵模块会被自动载入。这里需要的依赖信息必须事先生成。多数Linux发布版都能自动产 生这些依赖关系信息，而且在每次启动时更新。若想产生内核依赖关系的信息，root用户可运行 命令

depmod

为了执行更快的更新操作，那么可以只为新模块生成依赖信息，而不是生成所有的依赖关 系，这时root用户可运行命令

depmod -A

模块依赖关系信息存放在/lib/modules/version/modules.dep文件中。

17.2.5载入模块

载入模块最简单的方法是通过insmod命令，这是个功能很有限的命令，它能做的就是请求 内核载入指定的模块。insmod程序不执行任何依赖性分析或进一步的错误检査。它用法简单， 以root身份运行命令：

insmod *module.ko*

这里，module.ko是要载入的模块名称。比如装载钓鱼竿模块，那你就执行命令：

insmod fishing.ko

类似的，卸裁一个模块，你可使用rmmod命令，它同样需要以root身份运行：

rmmod *module*

比如，rmmod fishing命令将卸载钓鱼竿模块。

rmmod fishing

这两个命令是很简单，但是它们一点也不智能。先进工具modprobe提供了模块依赖性分 析、错误智能检査、错误报告以及许多其他功能和选项。我强烈建议大家用这个命令。

为了在内核via modprobe中插入模块，需要以root身份运行：

modprobe *module [ module parameters ]*

其中，参数module指定了需要载入的模块名称，后面的参数将在模块加载时传入内核。（请 看1727一节对模块参数的讨论）。

modprobe命令不但会加载指定的模块，而且会自动加载任何它所依赣的有关模块。所以说 它是加载模块的最佳机制。

modprobe命令也可用来从内核中卸载模块，当然这也需要以root身份运行:

modprobe -r *modules*

参数modules指定一个或多个需要卸载的模块。与rmmod命令不同，modprobe也会卸载给 定模块所依赖的相关模块，但其前提是这些相关模块没有被使用。Linux用户手册第8部分提供 了上述命令的使用参考，里面包括了命令选项和用法。

17.2.6**管理配置选项**

在前面的内容中我们看到，只要设置了 CONFIG\_FISHING\_POLE**配置**选项，钓鱼竿模块就 将被自动编译。虽然配置选项在前面已经讨论过了，但这里我们将继续以钓鱼竿驱动程序为例， 再看看一个新的配置选项如何加入。

由于2.6内核中新引入了“kbuild”系统，因此，加入一个新配置选项现在可以说是易如反 掌。你所需做的全部就是向kconfig文件中添加一项，用以对应内核源码树。对驱动程序而言， kconfig通常和源代码处于同一目录。如果钓鱼竿驱动程序在目录drivers/char/下，那么你便会发 现 drivers/char/kconfig 也同时存在。

如果你建立了一个新子目录，而且也希望kconfig文件存在于该目录中的话，那么你必须在 一个已存在的kconfig文件中将它引入。你需要加入下面一行指令:

source " drivers/char/fishing/Kconfig"

这里所谓存在的Kconfig文件可能是drivers/char/Kconfigo

Kconfig文件很方便加入一个配置选型，请看钓鱼竿模块的选项，如下所示：

config FISHING\_POLE

tristate "Pish Master 3000 support"

default n

help

If you say Y here, support for the Fish Master 3000 with computer interface will be compiled into the kernel and accessible via a device node. You can also say M here and the driver will be built as a module named fishing.ko.

If unsure, say N.

配置选项第一行定义了该选项所代表的配置目标。注意CONFIG,前缀并不需要写上。

第二行声明选项类型为tristate,也就是说可以编译进内核（Y）,也可作为模块编译（M）, 或者干脆不编译它（N）。如果编译选项代表的是一个系统功能，而不是一个模块，那么编译选 项将用bool指令代替tristate,这说明它不允许被编译成模块。处于指令之后的引号内文字为该 选项指定了名称。

,第三行指定了该选项的默认选择，这里默认操作是不编译它（N）。也可以把默认选择指定为编 译进内核"（Y）,或者编译成一个模块（M）。对驱动程序而言，默认选择通常为不编译进内核（N）。

Help指令的目的是为该选项提供帮助文档。各种配置工具都可以按要求显示这些帮助。因 为这些帮助是面向编译内核的用户和开发者的，所以帮助内容简洁扼要。一般的用户通常不会编 译内核，但如果他们想试试，往往也能理解配置帮助的意思。

除了上述选项以外，还存在其他选项。比如depends指令规定了在该选项被设置前，首先要 设置的选项。假如依赖性不满足，那么该选项就被禁止。比如，如果你加入指令：

depends on FISH\_\_TANK

到配置选项中，那么就意味着在CONFIG\_FISH\_TANK被选择前，我们的钓鱼竿模块是不能 使用的(Y或者M)。Select指令和depends类似，它们只有一点不同之处一只要是select指定 了谁，它就会强行将被指定的选项打开。所以这个指令可不能向depends那样滥用一通，因为它 会自动的激活其他配置选项。它的用法和depends一样。比如：

select BAIT

意味着当CONFIG\_ FISHING\_POLE被激活时，配置选项CONFIG\_BAIT必然一起被激活。 如果select和depends同时指定多个选项，那就需要通过&&指令来进行多选。使用 depends时，你还可以利用叹号前缀来指明禁止某个选项。比如：

depends OH EXAMPLE\_DRIVERS && !NO\_FISHING\_ALLOWED

这行指令就指定驱动程序安装要求打开CONFIG\_EXAMPLE\_DRIVERS选项，同时要禁止 CONFIG\_NO\_ FISHING\_ALLOWED 选项。

tnstate和bool选项往往会结合if指令一起使用，这表示某个选项取决于另一个配置选项。 如果条件不满足，配置选项不但会被禁止，甚至不会显示在配置工具中，比如，要求配置系统只 有在CONFIG\_x86配置选项设置时才显示某选项。请看下面指令：

bool "Deep Sea Mode" if OCEAN

If指令也可与default指令结合使用，强制只有在条件满足时default选项才有效。

配置系统导出了一些元选项(meta-option)以简化生成配置文件。比如选项CONFIG, EMBEDDED是用于关闭那些用户想要禁止的关键功能(比如要在嵌入系统中节省珍贵的内存): 选项CONFIG\_BROKEN\_ON\_SMP用来表示驱动程序并非多处理器安全的。通常该项不应设置， 标记它的目的是确保用户能知道该驱动程序的弱点。当然，新的驱动程序不应该使用该标志。最 后要说明CONFIG\_EXPERIMENTAL选项，它是一个用于说明某项功能尚在试验或处于beta版 阶段的标志选项。该选项默认情况下关闭，同样，标记它的目的是为了让用户在使用驱动程序前 明白潜在风险。

17.2.7模块参数

Linux提供了这样一个简单框架一它可允许驱动程序声明参数，从而用户可以在系统启动 或者模块装裁时再指定参数值，这些参数对于驱动程序属于全局变最。值得一提的是模块参数同 时也将出现在sysfi;文件系统中(见本章后面的介绍)，这样一来，无论是生成模块参数，还是管 理模块参数的方式都变得灵活多样了。

定义一个模块参数可通过宏module\_parain()完成：

module\_param(name, *type, perm)*；

参数name既是用户可见的参数名，也是你模块中存放模块参数的变量名。参数type则存放 了 参数的类型，它可以是 byte、short、ushort、int、uint、long、uloug、charp、bool 或 invbool, 它们分别代表字节型、短整型、无符号短整形、整型、无符号整型、长整形、无符号长整型、字 符指针、布尔型，以及应用户要求转换得来的布尔型。其中byte类型存放在char类型变量中， boolean类型存放在int变量中，其余的类型都一致对应C语言的变量类型。最后一个参数perm 指定了模块在sysfs文件系统下对应文件的权限，该值可以是八进制的格式，比如0644 (所有者 可以读写，组内可以读，其他人可以读)；或是SJfoo的定义形式，比如S\_IRUGO | SJWUSR (任何人可读，user可写)；如果该值是零，则表示禁止所有的sysfs项。

上面的宏其实并没有定义变量，你必须在使用该宏前进行变量定义。通常使用类似下面的语 句完成定义：

/\*在模块参数控制下，我们允许在钓鱼竿上用活鱼饵\*/

static int allow\_live\_bait = 1； /\* 默认功能允许 7

modulejparam(allow\_live\_bait, bool, 0644) ； /\* 一个 Boolean 类型 \*/

这个值处于模块代码文件外部，换句话说，allow\_live\_bait是个全局变量。

有可能模块的外部参数名称不同于它对应的内部变景名称，这时就该使用宏module\_parani\_ named。定义了 :

module\_param\_named *(name, variable, type, perm);*

参数name是外部可见的参数名称，参数variable是参数对应的内部全局变量名称。比如:

static unsigned int max\_test = DEFAULT\_MAX\_LINE\_TEST； module\_param\_named(maximum\_line\_test, max\_test, int, 0)；

通常，需要用一个charp类型来定义模块参数(一个字符串)，内核将用户提供的这个字符 串拷贝到内存，而且将变量指向该字符串。比如：

static char \*name；

module\_param(name, charp, 0)；

如果需要，也可使内核直接拷贝字符串到指定的字符数组。宏module\_param\_stringO可完 成上述任务:

module\_param\_string *(name, string, len, perm)*；

这里参数name为外部参数名称，参数string是对应的内部变量名称，参数len是string命 名缓冲区的长度(或更小的长度，但是没什么太大的意义)，参数perm是sys&文件系统的访问 权限(如果为零，则表示完全禁止sysfs项)，比如：

static char species[BUF\_LEN];

module^param^string(specifies, species, BUF\_LEN, 0)；

你可接受逗号分隔的参数序列，这些参数序列可通过宏module\_param\_array()存储在C数 组中:

modu1e\_param\_array(name, type, nump, perm);

参数name仍然是外部参数以及对应内部变量名，参数type是数据类型，参数perm是sys& 文件系统访问权限，这里新参数是nump,它是一个整型指针，该整型存放数组项数。注意由参 数name指定的数组必须是静态分配的，内核需要在编译时确定数组大小，从而保证不会造成溢

出。该函数用法相当简单，比如：

static int fish [MAX\_FISH]；

static int nr\_fish；

module\_param\_array(fish, int, Scnr\_fish, 0444);

你可以将内部参数数组命名区别于外部参数，这时你需使用宏： module\_param\_array\_named(name, *array, type, nump, perm)*； 其中参数和其他宏一致。

最后，你可使用MODULE\_PARM\_DESC()描述你的参数：

static unsigned short size = 1；

module\_param(size, ushort, 0644)； MODULE\_PARM\_DESC(size, "The size in inches of the fishing pole.")；

上述所有宏需要包含＜linux/module.h＞头文件。

17.2.8导出符号表

模块被载入后，就会被动态地连接到内核。注意，它与用户空间中的动态链接库类似，只有 当被显式导出后的外部函数，才可以被动态库调用。在内核中，导出内核函数需要使用特殊的指 令：EXPORT\_ SYMBOL()和 EXPORT\_SYMBOL\_GPL。。

导出的内核函数可以被模块调用，而未导出的函数模块则无法被调用。模块代码的链接和调 用规则相比核心内核镜像中的代码而言，要更加严格。核心代码在内核中可以调用任意非静态接 口，因为所有的核心源代码文件被链接成了同一个镜像。当然，被导出的符号表所含的函数必然 也要是非静态的。

导出的内核符号表被看做导出的内核接口，甚至称为内核API。导出符号相当简单，在声明 函数后，紧跟上EXPORT\_SYMBOL。指令就搞定了，比如：

/\*

* get\_pirate\_beard\_color -返回当前 priate 胡须的颜色，
* ©pirate是一个指向pirate结构体的指针；颜色定义在文件＜linux/beard\_colors .h＞中

\*/

int get\_pirate\_beard\_color(struct pirate \*p)

(

return p-＞beard.color；

)

EXPORT\_SYMBOL(get\_pirate\_beard\_color)；

假定get\_pirate\_beard\_color()同时也定义在一个可访问的头文件中，那么现在任何模块都 可以访问它。有一些开发者希望自己的接口仅仅对GPL ■兼容的模块可见，内核连接器使用 MODULE\_LICENSE0宏可满足这个要求。如果你希望先前的函数仅仅对标记为GPL协议的模 块可见，那么你就需要用:

EXPORT\_SYMBOL\_GPL(get\_pirate\_beard\_color)；

如果你的代码被配置为模块，那么你就必须确保当它被编译为模块时，它所用的全部接口都 已被导出，否则就会产生连接错误（而且模块不能成功编译）。

17.3设备模型

2.6内核増加了一个引人注目的新特性一统一设备模型（device model）。设备模型提供了 一个独立的机制专门来表示设备，并描述其在系统中的拓扑结构，从而使得系统具有以下优点:

•代码重复最小化。

•提供诸如引用计数这样的统一机制。

•可以列举系统中所有的设备，观察它们的状态，并且査看它们连接的总线。

•可以将系统中的全部设备结构以树的形式完整、有效地展现出来——包括所有的总线和内 部连接。

•可以将设备和其对应的驱动联系起来，反之亦然。

•可以将设备按照类型加以归类，比如分类为输入设备，而无需理解物理设备的拓扑结构。

•可以沿设备树的叶子向其根的方向依次遍历，以保证能以正确顺序关闭各设备的电源。

最后一点是实现设备模型的最初动机。若想在内核中实现智能的电源管理，就需要建立表示 系统中设备拓扑关系的树结构。当在树上端的设备关闭电源时，内核必须首先关闭该设备节点以 下的（处于叶子上的）设备电源。比如内核需要先关闭一个USB鼠标，然后才可关闭USB控制 器；同样内核也必须在关闭PCI总线前先关闭USB控制器。简而言之，若要准确而又高效地完 成上述电源管理目标，内核无疑需要一棵设备树。

1. kobject

设备模型的核心部分就是kobject （kernel object）,它由struct kobject结构体表示，定义于头 文件＜linux/kpbject.h＞中。kobject类似于C#或Java这些面向对象语言中的对象（object）类, 提供了诸如引用计数、名称和父指针等字段，可以创建对象的层次结构。

看下面的具体结构：

struct kobject （

|  |  |
| --- | --- |
| const char | •name； |
| struct list\_head | entry； |
| stxruct kobject | •parent； |
| struct kset | \*kset; |
| struct kobj\_type | \*ktype； |
| struct sysfs\_dirent | \*sd； |
| struct kref | kref； |
| unsigned int | state\_initialized:1*；* |
| unsigned int | state\_in\_sysfs:1 ； |
| unsigned int | state\_add\_uevent\_aent：1； |
| unsigned int | s tat e\_remove\_uevent\_sent：1； |
| unsigned int | uevent\_suppress:1； |

name指针指向此kobject的名称。

parent指针指向kobject的父对象。这样一来，kobject就会在内核中构造一个对象层次结构， 并且可以将多个对象间的关系表现出来。就如你所看到的，这便是sysfk的真正面目：一个用户 空间的文件系统，用来表示内核中kobject对象的层次结构。

sd指针指向sysfe\_dirent结构体，该结构体在sysfs中表示的就是这个kobject。从sysfe文件 系统内部看，这个结构体是表示kobject的一个inode结构体。

kref提供引用计数。ktype和kset结构体对kobject对象进行描述和分类。在下面的内容中将 详细介绍它们。

kobject通常是嵌入其他结构中的，其单独意义其实并不大。相反，那些更为重要的结构体， 比如定义于＜linux/cdev.h＞中的struct cdev中才真正需要用到kobj结构。

/\* cdev structure ~该对象代表一个字符设备\*/ struct cdev (

struct kobject kobj；

struct module \*owner；

const struct file\_operations \*ops；

struct list\_head list；

dev\_t dev；

unsigned int count；

)；

当kobject被嵌入到其他结构中时，该结构便拥有了 kobject提供的标准功能。更重要的一点 是，嵌入kobject的结构体可以成为对象层次架构中的一部分。比如cdev结构体就可通过其父指 针cdev-＞kobj.parent和链表cdev-＞kobj.entry插入到对象层次结构中。

1. ktype

kobject对象被关联到一种特殊的类型，即ktype ( kernel object type的缩写)。ktype由kobj\_ type结构体表示，定义于头文件＜linux/kobject.h＞中：

struct kobj\_type (

void (\*release)(struct kobject \*)； const struct sysfs\_ops \*sysfs\_ops；

struct attribute \*\*default\_attrs;

)；

ktype的存在是为了描述一族kobject所具有的普遍特性。如此一来，不再需要每个kobject 都分别定义自己的特性，而是将这些普遍的特性在ktype结构中一次定义，然后所有“同类”的 kobject都能共享一样的特性。

release指针指向在kobject引用计数减至零时要被调用的析构函数。该函数负责释放所有 kobject使用的内存和其他相关清理工作。

sysfs\_ops变量指向sysfs\_ops结构体。该结构体描述了 sysfs文件读写时的特性。有关其细 节参见17.3.9节。

最后，default\_attrs指向一个attribute结构体数组。这些结构体定义了该kobject相关的默认 属性。属性描述了给定对象的特征，如果该kobject导出到sys恢中，那么这些属性都将相应地作 为文件而导出。数组中的最后一项必须为NULL。

1. kset

kset是kobject对象的集合体。把它看成是一个容器，可将所有相关的kobject对象，比如 “全部的块设备”置于同一位置。听起来kset与ktype非常类似，好像没有多少实质内容。那么 “为什么会需要这两个类似的东西呢？ ” kset可把kobject集中到一个集合中，而ktype描述相关 类型kobject所共有的特性，它们之间的重要区别在于:具有相同ktype的kobject可以被分组到 不同的kseto就是说，在Linux内核中，只有少数一些的ktype,却有多个kset。

kobject的kset指针指向相应的kset集合。kset集合由kset结构体表示，定义于头文件 <linux/kobject.h> 中：

struct kset {

struct list head

list； list\_lock； kobj； \*uevent\_ops；

spinlock\_t

struct kobject

struct kset\_uevent\_ops

在这个结构中，其中list连接该集合（kset）中所有的kobject对象，list Jock是保护这个链 表中元素的自旋锁（关于自旋锁的讨论，详见第10章），kobj指向的koject对象代表了该集合的 基类。uevent\_ops指向一个结构体 用于处理集合中kobject对象的热插拔操作。uevent就是

用户事件（userevent）的缩写，提供了与用户空间热插拔信息进行通信的机制。

1. kobject. ktype **和** kset **的相互关系**

上文反复讨论的这一组结构体很容易令人混淆，这可不是因为它们数量繁多（其实只有三 个），也不是它们太复杂（它们都相当简单），而是由于它们内部相互交织。要了解kobject,很 难只讨论其中一个结构而不涉及其他相关结构。然而在这些结构的相互作用下，会更有助你深刻 理解它们之间的关系。

这里最重要的家伙是kobject,它由struct koject表示。kobject为我们引入了诸如引用计数 （reference counting）.父子关系和对象名称等基本对象道具，并且是以一个统一的方式提供这些 功能。不过kobject本身意义并不大，通常情况下它需要被嵌入到其他数据结构中，让那些包含 它的结构具有了 kobject的特性。 .

kobject与一个特别的ktype对象关联，ktype由struct kobj\_type结构体表示，在koject中 ktype字段指向该对象。ktype定义了一些kobject相关的默认特性：析构行为（反构造功能）、 sysfs行为（sysfs的操作表）以及别的一些默认属性。

kobject又归入了称作kset的集合，kset集合由struct kset结构体表示。kset提供了两个功能。 第一，其中嵌入的kobject作为kobject组的基类。第二，kset将相关的kobject集合在一起。在 sysfs中，这些相关的koject将以独立的目录出现在文件系统中。这些相关的目录，也许是给定 目录的所有子目录，它们可能处于同一个kset。

图17・1描述了这些数据结构的内在关系。

![](data:image/jpeg;base64,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)![](data:image/jpeg;base64,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)

子系统

子系统

kobj

kobj

| kobj |

k(^>j < ► kobj

kobj
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17.3.5**管理和操作**kobject

当了解了岫ect的内部基本细节后，我们来看管理和操作它的外部接口了。多数时候，驱动程 序开发者并不必直接处理k。可ect,因为岫ect是被嵌入到一些特殊类型结构体中的(就如在字符设 备结构体中看到的情形)，而且会由相关的设备驱动程序在“幕后”管理。即便如此，kobject并不是 有意在隐蔵自己，它可以出现在设备驱动代码中，或者可以在设备驱动子系统本身中使用它。

使用kobjcet的第一步需要先来声明和初始化。kobject通过函数kobject\_init进行初始化，该 函数定义在文件<linux/kobject.h>中:

void kobject\_init(struct kobject \*kobj, struct kobj\_type \*ktype)；

该函数的第一个参数就是需要初始化的kobject对象，在调用初始化函数前，kobject必须清 空。这个工作往往会在kobject所在的上层结构体初始化时完成。如果kobject未被清空，那么只 需要调用memsetO即可：

memset(kobj, 0, sizeof (\*kobj))；

在清零后，就可以安全的初始化parent和kset字段。例如，

struct kobject \*kobj；

kobj = kmalloc(sizeof (\*kobj), GFP\_KERNEL)；

if (Ikobj)

return -ENOMEM；

memset(kobj, 0, sizeof (\*kobj));

kobj->kset = my\_kset；

kobject\_init(kc^>j, my\_ktype)；

这多步操作也可以由kobject\_create()来自动处理，它返回一个新分配的kobject:

struct kobject \*kobject\_create(void)；

使用相当简单：

struct kobject \*kobj；

kobj = kobject\_create()；

if (!kobj)

return -ENOMEM;

大多数情况下，应该调用kobject\_create()创建kobject,或者是调用相关的辅助函数，而不 是直接操作这个结构体。

17.3.6引用计数

kobject的主要功能之一就是为我们提供了一个统一的引用计数系统。初始化后，kobject的 引用计数设置为1。只要引用计数不为零，那么该对象就会继续保留在内存中，也可以说是被 “钉住” 了。任何包含对象引用的代码首先要增加该对象的引用计数，当代码结束后则减少它的 引用计数。增加引用计数称为获得(getting)对象的引用，减少引用计数称为释放(putting)对 象的引用。当引用计数跌到零时，对象便可以被撤销，同时相关内存也都被释放。

1. 递増和递减引用计数

增加一个引用计数可通过koject\_getO函数完成:

struct kobject \* kobject\_get(struct kobject \*kobj)；

该函数正常情况下将返回一个指向kobject的指针，如果失败则返回NULL指针：

减少引用计数通过kobject\_put()完成，这个指令也声明在＜linux^object.h＞中：

void kobject\_put(struct kobject \*kobj)；

如果对应的kobject的引用计数减少到零，则与该kobject关联的ktype中的析构函数将被调用。

1. kref

我们深入到引用计数系统的内部去看，会发现kobject的引用计数是通过kref结构体实现 的，该结构体定义在头文件＜linux/kref.h＞中：

struct kref ( atomic\_t refcount；

)； —

其中唯一的字段是用来存放引用计数的原子变量。那为什么采用结构体？这是为了便于进行 类型检测。在使用kref前，你必须先通过krejinit()函数来初始化它：

void kref\_init(struct kref \*kref)

{ —

atomic\_set(&kref-＞refcount, 1)；

} —

正如你所看到的，这个函数简单地将原子变量置1，所以kref-旦被初始化，它表示的引用 计数便固定为1。这点和kobject中的计数行为一致。

要获得对kref的引用，需要调用kretgetO函数，这个函数声明在vlinux/kref.h>中：

void kref\_get(struct kref \*kref)

(

WARN\_ON(*I*atomic\_read(&kref->refcount))； atomic\_inc(&kref->refcount)；

该函数增加引用计数值，它没有返回值。减少对kref的引用，调用声明在vLinux/kreF.h>中 的函数 krefjput():

int kref\_put(struct kref \*kref, void (\*release) (struct kref \*kref))

{

WARN\_ON(release == NULL)；

WARN\_ON(release == (void (\*)(struct kref \*))kfree)；

if (atomic\_dec\_and\_test(&kref->refcount)) {

release(kref)；

return 1;

}

return 0；

I

该函数将使得引用计数减1,如果计数减少到零，则要调用作为参数提供的releaseO函数。注 意WARN\_ON0声明，提供的releaseO函数不能简单地采用 g。，它必须是一个仅接收一个kref 结构体作为参数的特有函数，而且还没有返回值。krefJnitO函数返回0,但有一种情况下它返回1, 那就是在对该对象的最后一个引用减1时。通常情况下，kreLputO的调用者不关心这个返回值。

开发者现在不必在内核代码中利用atmoic\_t类型来实现自己的引用计数和简单的“get”、 “put”这些封装函数。对开发者而言，在内核代码中最好的方法是利用kref类型和它相应的辅助 函数，为自己提供一个通用的、正确的引用计数机制。

上述的所有函数定义与声明分别在文件lib/kref.c和文件vlinux/kref.h>中。

17.4 sysfs

sysfs文件系统是一个处于内存中的虚拟文件系统，它为我们提供了 kobject对象层次结构的 视图。帮助用户能以一个简单文件系统的方式来观察系统中各种设备的拓扑结构。借助属性对 象，kobject可以用导出文件的方式，将内核变量提供给用户读取或写入(可选)。

虽然设备模型的初衷是为了方便电源管理而提出的一种设备拓扑结构，但是sysfs是颇为意 外的收获。为了方便调试，设备模型的开发者决定将设备结构树导出为一个文件系统。这个举 措很快被证明是非常明智的，首先sysfs代替了先前处于/proc下的设备相关文件；另外它为系 统对象提供了一个很有效的视图。实际上，sysfs起初被称为driverfs,它早于kobject出现。最 终sys徳使得我们认识到一个全新的对象模型非常有利于系统，于是kobject应运而生。今天所有 2.6内核的系统都拥有sysfs文件系统，而且几乎都毫无例外的将其挂裁在sys目录下。

sys&的诀窍是把kobject对象与目录项(directory entries)紧密联系起来，这点是通过 kobject对象中的dentry字段实现的。回忆第12章，dentry结构体表示目录项，通过连接kobject 到指定的目录项上，无疑方便地将kobject映射到该目录上。从此，把kobject导出形成文件系统

就变得如同在内存中构建目录项一样简单。好了，kobject其实已经形成了一棵树一就是我们 心爱的对象模型体系。由于kobject被映射到目录项，同时对象层次结构也已经在内存中形成了

|  |  |
| --- | --- |
| 一棵树， | 因此sysfs的生成便水到渠成般地简单了。 |
|  | 1— block  I-- loopO -> ../devices/virtual/block/loopO |— mdO -> .. /devices/virtual/block/mdO I— nbdO -> .. /devices/virtual/block/nbdO I— ramO -> .. /devices/virtual/block/ran>0 | '— xvda -> .. /devices/vbd-51712/block/xvda  |— bus  1— platform  |— serio  |— class  1- bdi  |— block  1 1— input  1 l~ mem  1 |— misc  i 1— net  1 l~ PPP  l~ rtc  1— tty  1一 vc  1 '— vtconsole  I— dev  |— block  1 '一 char  |— devices  I I— consoleO  I |— platfom  I |■- system  |— vbd-51712  1 1— vbd-51728  I— vif-0  I \*— virtual  1— finware  I— fs  |— ecryptfs  1— ext4  |— fuse  gfs2  I一 kernel  1— config  1- dim  1 l~  I |— notes  I— uevent\_help«r  |— uevent\_seqnua  I uids  ,— nodule  I— ext4  I— 18042  1— kernel  |— keyboard  1— nousedev  |— nbd  1■— printk  Ipsmouse  1— sch\_htb  |— tcp cubic  I— vt  '--xt\_recent  图17-2挂栽于/sys目录下的sysfs文件系统的局部视图 |

sys&的根目录下包含了至少十个目录：block、bus、class、dev、devices、firmware、但、konel、 module和power。block目录下的每个子目录都对应着系统中的一个已注册的块设备。反过来，每个 目录下又都包含了该块设备的所有分区。bus目录提供了一个系统总线视图。class目录包含了以高层 功能逻辑组织起来的系统设备视图。目录是已注册设备节点的视图。devices目录是系统中设备 拓扑结构视图，它直接映射出了内核中设备结构体的组织层次。firmware目录包含了一些诸如ACPI、 EDD、EFI等低层子系统的特殊树。&目录是已注册文件系统的视图。kemel目录包含内核配置项和 状态信息，module目录则包含系统已加载模块的信息。power目录包含系统范围的电源管理数据。并 不是所有的系统都包含所有这些目录，还有些系统含有其他目录，但在这里尚未提到。

其中最重要的目录是devices,该目录将设备模型导出到用户空间。目录结构就是系统中 实际的设备拓扑。其他目录中的很多数据都是将devices目录下的数据加以转换加工而得。比 如，/sys/class/net/目录是以注册网络接口这一高层概念来组织设备关系的，在这个目录中可能会有 目录ethO,它里面包含的devices文件其实就是一个指回到devices下实际设备目录的符号连接。

随便看看你可访问到的任何Linux系统的sys目录，这种系统设备视图相当准确和漂亮，而 且可以看到class中的高层概念与devices中的低层物理设备，以及bus中的实际驱动程序之间互 相联络是非常广泛的。当你认识到这种数据是开放的，换句话说，这是内核中维持系统的很好表 示方式㊀时，整个经历都弥足珍贵。

17.4.1 sysfs **中添加和fl!除** kobject

仅仅初始化kobject是不能自动将其导出到sysfs中的，想要把kobject导入sysfs,你需要用 到函数 kobject\_add():

int kobject\_add(struct kobject ♦kobj, struct kobject \*parent, const char \*fmt,...);

kobject在sysfs中的位置取决于kobject在对象层次结构中的位置。如果kobject的父指针 被设置，那么在sysfs中kobject将被映射为其父目录下的子目录；如果parent没有设置，那么 kobject将被映射为kset->kobj中的子目录。如果给定的kobject中parent或kset字段都没有被设 置，那么就认为kobject没有父对象，所以就会被映射成sysfs T的根级目录。这往往不是你所需 要的，所以在调用kobject\_add()前parent或kset字段应该进行适当的设置。不管怎么样，sysfs 中代表kobject的目录名字是由fint指定的，它也接受printf()样式的格式化字符串。

辅助函数 kobject\_create\_and\_add()把 kobject\_create()和 kobject\_add()所做的工作放在一个 函数中:

struct kobject \*kobject\_create\_and\_add(const char \*name, struct kobject \*parent)；

注意 kobject\_create\_and\_add()函数接受直接的指骨name作为kobject所对应的目录名称， 而kobject\_add()使用printf()风格的格式化字苻串。

**e** 如果你对**sys**侮感兴趣，你可能也会对**HAL**感兴趣，它是一个硬件抽象层，可以在**<http://hal.freedesktop.org/>. wiki/software/hal**找到它。**HAL**基于**sysA**中的数据建立起了一个内存数据库，将**class**概念、设备概念和驱动 戳念联系到一起。在这些数据之上，**HAL**提供了丰富的**API**以使得应用程序更灵活.

从sysfs中删除一个kobject对应文件目录，需使用函数kobject\_del():

void kobject\_del(struct kobject \*kobj)*；*

上述这些函数都定义于文件lib/kobject.c中，声明于头文件＜linux4cobject.h＞中。

17.4.2向sysfs中添加文件

我们已经看到kobject被映射为文件目录，而且所有的对象层次结构都优雅地、一个不少地 映射成sys下的目录结构。但是里面的文件是什么？ sysfs仅仅是一个漂亮的树，但是没有提供 实际数据的文件。

1**.玳认属性**

默认的文件集合是通过kobject和kset中的ktype字段提供的。因此所有具有相同类型 的kobject在它们对应的sysfs目录下都拥有相同的默认文件集合。kobj\_type字段含有一个字 段——default\_attrs,它是一个attribute结构体数组。这些属性负责将内核数据映射成sysfs中 的文件。

attribute结构体定义在文件＜linux/sysfs.h＞中:

/\* attribute结构体-内核数据映射成sysfs中的文件•/

struct attribute (

const char \*name； /\* 属性名称•/

struct module \*owner； /\*所属模块，如果存在\*/ mode\* mode； /\* 权限\*/

)；

其中名称字段提供了该属性的名称，最终出现在sys盘中的文件名就是它。owner字段在存 在所属模块的情况下指向其所属的module结构体。如果一个模块没有该属性，那么该字段为 NULLO mode字段类型为mode\_t,它表示了 sys&中该文件的权限。对于只读属性而言，如果是 所有人都可读它，那么该字段被设为S\_IRUGO ；如果只限于所有者可读，则该字段被设置为S\_ IRUSR。同样对于可写属性，可能会设置该字段为SJRUGO | S\_IWUSRO sys&中的所有文件和 目录的uid与gid标志均为零。

虽然default\_attrs列出了默认的属性，sysfs\_ops字段则描述了如何使用它们。sysfs\_ops字段 指向了一个定义于文件＜linux/sysfs.h＞的同名的结构体：

struct sysfs\_ops (

/• sysfs文件时该方法被调用\*/

ssize\_t (\*show) (struct kobject \*kobj, struct attribute \*attr, char \*buffer)；

/\*在写sysfs文件时该方法被调用•/ ssize\_t (\*store) (struct kobject \*kobj, stiruct attribute \*attr, const char \*buffer( size\_t size)；

I；

当从用户空间读取sysfs的项时调用show()方法。它会拷贝由attr提供的属性值到buffer指 定的缓冲区中，缓冲区大小为PAGE\_SIZE字节；在x86体系中，PAGE\_SIZE为4096字节。该 函数如果执行成功，则将返回实际写入buffer的字节数；如果失败，则返回负的错误码。

store。方法在写操作时调用，它会从buffer中读取size大小的字节，并将其存放入attr表示 的属性结构体变量中。缓冲区的大小总是为PAGE\_SIZE或更小些。该函数如果执行成功，则将 返回实际从buffer中读取的字节数；如果失败，则返回负数的错误码。

由于这组函数必须对所有的属性都进行文件I/O请求处理，所以它们通常需要维护某些通用 映射来调用每个属性所特有的处理函数。

1. **创建新属性**

通常来讲，由kobject相关ktype所提供的默认属性是充足的，事实上，因为所有具有相同 ktype的kobject,在本质上区别不大的情况下，都应是相互接近的。也就是说，比如对于所有的 分区而言，它们完全可以具有同样的属性集合。这不但可以让事情简单，有助于代码合并，还使 类似对象在sysfs目录中外观一致。

但是，有时在…些特别情况下会碰到特殊的kobject实例。它希望(甚至是必须)有自己的 属性——也许是通用属性没包含那些需要的数据或者函数。为此，内核为能在默认集合之上，再 添加新属性而提供了 sysfs\_create\_file()接口 ：

int sysfs\_create\_file(struct kobject \*kobj, const struct attribute \*attr)；

这个接口通过attr参数指向相应的attribute结构体，而参数kobj则指定了属性所在的 kobject对象。在该函数被调用前，给定的属性将被赋值，如果成功，该函数返回零，否则返回 负的错误码。

注意，kobject中ktype所对应的sysfs\_ops操作将负责处理新属性。现有的show()和store() 方法必须能够处理新属性。

除了添加文件外，还有可能需要创建符号连接。在sysfs中创建一个符号连接相当简单：

int sysfs\_create\_link(struct kobject \*kobj, struct kobject \*t«irget, char \*name)；

该函数创建的符号连接名由name指定，连接则由kobj对应的目录映射到target指定的目 录。如果成功该函数返回零，如果失败返回负的错误码。

1. **删除新属性**

删除一个属性需通过函数sysfs\_remove\_file()完成：

void sysfs\_remove\_file(struct kobject \*kobj, const struct attribute \*attr)；

一旦调用返回，给定的属性将不再存在于给定的kobject目录中。另外由sysfs\_creat\_link() 创建的符号连接可通过函数sysfs\_remove\_link()删除:

void sysfs\_remove\_link(struct kobject \*kobj, char \*name)；

调用一旦返回，在kobj对应目录中的名为name的符号连接将不复存在。

上述的四个函数在文件 <linux/kobject.h> 中声明；sysfs\_create\_file()和 sysfs\_remove\_file() 函数定义于文件 fs/sysfs/file.c.中：sysfs\_create\_link()和 sysfs\_remove\_link()函数定义于文件 fs/ sysfs/symlink.c 中。

4. sysfs 约定

当前sysfs文件系统代替了以前需要由ioctl()(作用于设备节点)和procfs文件系统完成的 功能。目前，在合适目录下实现sysR属性这样的功能的确别具一格。比如利用在设备映射的 sysfs目录中添加一个sysfs属性，代替在设备节点上实现一新的ioctl()。采用这种方法避免了在 调用ioctl()时使用类型不正确的参数和弄乱/proc目录结构。

但是为了保持sysfs干净和直观，开发者必须遵从以下约定。

首先，sysfs属性应该保证每个文件只导出一个值，该值应该是文本形式而且映射为简单C 类型。其目的是为了避免数据的过度结构化或太凌乱，现在/proc中就混乱而不具有•可读性。每 个文件提供一个值，这使得从命令行读写变得简洁，同时也使C语言程序轻易地将内核数据从 sysfs导入到自身的变量中去。但有些时候，一值一文件的规则不能很有效地表示数据，那么可 以将同一类型的多个值放入一个文件中。不过这时需要合理地表述它们，比如利用一个空格也 许就可使其意义清晰明了。总的来讲，应考虑sysfi;属性要映射到独立的内核变量(正如通常所 做)，而且要记住应保证从用户空间操作简单，尤其是从shell操作简单。

其次，在sys&中要以一个清晰的层次组织数据。父子关系要正确才能将kobject层次结构直 观地映射到sysfs树中。另外，kobject相关属性同样需要正确，并且要记住kobject层次结构不 仅仅存在于内核，而且也要作为一个树导出到用户空间，所以要保证sysfs树健全无误。

最后，记住sysfs提供内核到用户空间的服务，这多少有些用户空间的ABI (应用程序二进 制接口)的作用。用户程序可以检测和获得其存在性、位置、取值以及sysfs目录和文件的行为。 任何情况下都不应改变现有的文件，另外更改给定属性，但保留其名称和位置不变无疑是在自找 麻烦。

这些简单的约定保证sysfs可为用户空间提供丰富和直观的接口。正确使用sysfs,其他应用 程序的开发者绝不会对你的代码抱有微辞，相反会赞美它。

17.4.3**内核事件层**

内核事件层实现了内核到用户的消息通知系统一就是建立在上文一直讨论的kobject基础 之上。在2.6.0版本以后，显而易见，系统确实需要一种机制来帮助将事件传出内核输送到用户 空间，特别是对桌面系统而言，因为它需要更完整和异步的系统。为此就要让内核将其事件压到 堆栈：硬盘满了！处理器过热了！分区挂载了！

早期的事件层没有采用kobject和sysfs,它们如过眼烟云，没有存在多久。现在的事件层借 助koject和sysfs实现已证明相当理想。内核事件层把事件模拟为信号一从明确的koject对 象发出，所以每个事件源都是一个sysfs路径。如果请求的事件与你的第一个硬盘相关，那么/ sys/block/had便是源树。实质上，在内核中我们认为事件都是从幕后的kobject对象产生的。

每个事件都被赋予了一个动词或动作字符串表示信号。该字符串会以“被修改过”或“未挂 载”等词语来描述事件。

最后，每个事件都有一个可选的负载(payload).相比传递任意一个表示负载的字符串到用 户空间而言，内核事件层使用sysfs属性代表负载。

从内部实现来讲，内核事件由内核空间传递到用户空间需要经过netlink。netlink是一个用 于传送网络信息的多点传送套接字。使用netlink意味着从用户空间获取内核事件就如同在套接 字上堵塞一样易如反掌。方法就是用户空间实现一个系统后台服务用于监听套接字，处理任何读 到的信息，并将事件传送到系统栈里。对于这种用户后台服务来说，一个潜在的目的就是将事件 融入D-BUS系统㊀。D-BUS系统已经实现了一套系统范围的消息总线，这种总线可帮助内核如 同系统中其他组件一样地发出信号。

在内核代码中向用户空间发送信号使用函数kobject\_uevent():

int kobject\_uevent(struct kobject \*kobj,enum kobject\_action action)；

第一个参数指定发送该信号的koject对象。实际的内核事件将包含该koject映射到sysfs的 路径。

第二个参数指定了描述该信号的“动作”或“动词”。实际的内核事件将包含一个映射 成枚举类型kobject\_action的字符串。该函数不是直接提供一个字符串，而是利用一个枚举变 量来提高可重用性和保证类型安全，而且也消除了打字错误或其他错误。该枚举变量定义于 文件 ＜linux^object\_uevent.O 中，其形式为 kOBJ\_foo0 当前值包含 kOBJ\_MOUNT、kOBJ\_ UNMOUNT, kOBJ\_ADD, kOBJ\_REMOVE 和 kOBJ\_CHANGE 等，这些值分别映射为字符串 “mount”、“unmount”、“add”、“remove”和“change”等。当这些现有的值不够用时，允许添加 新动作。

使用kobject和属性不但有利于很好的实现基于sysfs的事件，同时也有利于创建新kojects 对象和属性来表示新对象和数据一它们尚未出现在sysfs中。

这两个函数分别定义和声明于文件lib/kobject\_uevent.c与文件＜linux/kobject.h＞中。

17.5小结

本章中，我们考察的内核功能涉及设备駆动的实现和设备树的管理，包括模块、kobject (以 及相关的kset和ktype)和sys&。这些功能对于设备驱动程序的开发者来说是至关重要的，因为 这能雖让他们写出更为模块化、更为髙级的驱动程序。

这章讨论了内核中我们要学习的最后一个子系统，从下面开始要介绍一些普遍的但却重要的 主题，这些主题是任何一个内核开发者都需要了解的，首先要讲的就是调试！

**e** 想了解 **D-BUS** 更多的信息，参见 **[http://dbus.freedesktop.org/](http://dbus.freedesktop.org/%e3%80%82)**[。](http://dbus.freedesktop.org/%e3%80%82)

第⑱章 调 试

调试工作艰难是内核级开发区别于用户级开发的一个显著特点。相比于用户级开发，内核调 试的难度确实要艰苦得多。更可怕的是，它带来的风险比用户级别更高，内核的一个错误往往立 刻就能让系统崩溃。

驾驭内核调试的能力（当然，最终是为了能够成功地开发内核）很大程度上取决于经验和对 整个操作系统的把握。没错，玉树临风可能会对别的事情有帮助，但是调试内核的关键还是在于 你对内核的深刻理解。然而我们必须找到可以开始着手的地方，所以，在这一章里我们从调试内 核的一种可能步骤开始。

18.1准备开始

内核调试往往是一个令人挠头不已的漫长过程。不少bug已经让整个开发社区几个月都食 不甘味了。幸运的是，在这些费劲的问题中也有不少比较简单，而且容易消灭的小bug。运气好 时，你可能面对的是些简单的小bug。开始做一些调査之前，不会清楚到底面对的是什么。现 在，需要的只是:

•一个bug。听起来很可笑，但确实需要一个确定的bug。如果错误总是能够重现的话，那 对我们会有很大的帮助（有一部分错误确实如此）。然而不幸的是，大部分bug通常都不 是行为可靠而且定义明确的。

• 一个藏匿bug的内核版本。如果你知道这个bug最早出现在哪个内核版本中那就再理想不 过了。如果你还不知道的话，别着急，本章会教你一个快速找出这个bug首先出现在哪个 内核版本中的方法。

•相关内核代码的知识和运气。调试内核其实是一个棘手的问题。不过对周围的代码理解得 越多，调试起来也就越轻松。

本章中的大多数方法都假定能够让bug重现。因此，想要成功地进行调试，就取决于是否 能让这些错误重现。如果不能，消灭bug就只能通过抽象出问题，再从代码中捜索蛛丝马迹来进 行了。虽然有时也得这么做，但如果你能够让错误重现，成功的机会要大许多。

有一些bug存在而且有人没办法让它重现，这听起来可能感觉挺奇怪。在用户级的程序里, bug常常表现得很直截了当。比如，执行fdo就会让程序立即产生核心信息转储（dump core）。 但是内核中的bug表现却不是那么清晰。内核、用户程序和硬件之间的交互常常会很微妙。一 个竞争条件可能在几百万次的算法迭代中才露出一次狰狞的面孔。设计不佳的（甚至是包含错误 的）代码在某些系统上可能还让人可以忍受，而在其他的一些系统中却表现得相当糟糕。在一些 特定的配置、一些特定的机器上，通常都需要付出额外的努力来触发某个bug,不然的话，根本

看不到它。在跟踪bug的时候，掌握的信息越多越好。许多时候，当可以精确地重现一个bug的 时候，就已经成功了一大半了。

18.2内核中的bug

内核中的bug多种多样。它们的产生可以有无数的原因，同时它们的表象也变化多端。从 明白无误的错误代码（比如，没有把正确的值存放在恰当的位置）到同步时发生的错误（比如， 共享变最锁定不当），再到错误地管理硬件（比如，给错误的控制寄存器发送错误的指令）；从降 低所有程序的运行性能到毁坏数据再到使得系统处于死锁状态，都可能是bug发作时的症状。

从隐藏在源代码中的错误到展现在目击者面前的bug,往往是经历一系列连锁反应的事件才 可能触发的。举个例子，一个被共享的结构体，如果它没有引用计数，那么它就有可能会引发竞 争条件。因为没有引用计数的话，一个进程可以在另外一个进程仍然需要使用该结构的时候就释 放掉它。继而，第二个进程就有可能试图通过无效的指针去使用一个不存在的数据结构。这样做 可能导致引用一个空指针，也可能导致读出一些垃圾数据，还可能并不产生什么恶果（如果该数 据并没有被其他什么覆盖的话）。引用空指针会导致产生一个oops,而垃圾数据可能会导致系统 崩溃（这种情形比oops还坏）。用户报告了 oops或系统的错误现象之后，开发者回过头来观察 错误情形，发现在释放数据之后还会对它进行读写，存在着一个竞争条件，于是就会进行修正, 给这个共享的结构加上适当的引用计数。

内核调试听起来很难，但事实上Linux内核与其他大型的软件项目也没有什么太大的不同。 内核确实有一些独特的问题需要考虑，像定时限制和竞争条件等，它们都是允许多个线程在内核 中同时运行产生的结果。

18.3通过打印来调试

内核提供的打印函数printkO和C库提供的printfO函数功能几乎相同。实际上，在本书中 我们都没有用到这两个函数的不同部分。从它实现的大部分意图来说，这个名字很不错，printk（） 就是内核的格式化打印函数。但是，printkO确实还有一些自身特殊的功能。

1. 健壮性

健壮性是printkO函数最容易让人们接受的一个特质。任何时候，任何地方都能调用它，内 核中的printk（）比比皆是。可以在中断上下文和进程上下中被调用；可以在任何持有锁时被调 用：可以在多处理器上同时被调用，而且调用者连锁都不必使用。

它是一个弹性极佳的函数。这一点相当重要，printkO之所以这么有用，就在于它随时都能 被调用。

printk（）函数的健壮躯壳下也难免会有漏洞。在系统启动过程中，终端还没有初始化之前, 在某些地方不能使用它。不过说实在的，如果终端没有初始化，你又能输出到什么地方去呢？

这一般不是一个什么问题，除非你要调试的是启动过程最开始的那些步骤（比如说在负责执 行硬件体系结构相关的初始化动作的setup\_arch（）函数中）。着手进行这样的调试挑战性很强—— 没有任何打印函数能用，确实让问题更加棘手。

不过还是有一些可以指望的(虽然不多)。核心硬件部分的黒客依靠此时能够工作的硬件 设备(比如说一个串口)与外界通信。绝大部分人对此都不会感兴趣。解决的办法是提供一个 printkO的变体函数一arly\_printk(),这个函数在启动过程的初期就具有在终端上打印的能力。 它的功能与prink。完全相同，区别仅仅在于名字和能够更早地工作。不过，由于该函数在一些 内核支持的硬件体系结构上无法实现，所以这种办法缺少可移植性。但是，如果所使用的硬件体 系可以实现这个函数(大多数硬件体系都可以，包括x86),它就是最好的指望。

除非在启动过程的初期就要在终端上输出，否则可以认为printk()在什么情况下都能工作。

18.3.2日志等级

printkO和printf()在使用上最主要的区别就是前者可以指定一个日志级别。内核根据这个级 别来判断是否在终端上打印消息。内核把级别比某个特定值低的所有消息显示在终端上。

可以通过下面这种方式指定一个记录级别：

printk(KERN\_WARNING "This is a warning 1\n")；

printk(KERN\_DEBUG "This is a debug notice!\n")；

printk("I did not specify a loglevel!\n")；

KERN\_WARING和KERN\_DEBUG都是Vinux/kemeLh〉中的简单宏定义。它们扩展开是像 “v4>”或“v7>”这样的字符串，加进printkO函数要打印的消息的开头。内核用这个指定的记 录等级和当前终端的记录等级console Joglevel来决定是不是向终端上打印。表18-1列举了所有 可供使用的记录等级。

表18.1可供使用的记录等级

|  |  |
| --- | --- |
| 记录等级 | 描 述 |
| **KERN EMERG** | 一个紧急情况 |
| **KERN ALERT** | 一个需要立即被注意到的错误 |
| **KERN CR1T** | 一个临界情况 |
| **KERN\_ERR** | 一个错误 |
| **KERN WARNING** | 一个警告 |
| **KERN NOTICE** | 一个普通的，不过也有可能击要注意的情况 |
| **KERN INFO** | 一条非正式的消息 |
| **KERN DEBUG** | 一条调试信息 般是冗余信息 |

如果你没有特别指定一个记录等级，函数会选用默认的DEFAULT\_MESSAGE\_ LOGLEVEL, 现在默认等级是KERN\_W\RNING。由于这个默认值将来存在变化的可能性，所以还是应该给自 己的消息指定一个记录等级。

内核将最重要的记录等级KERN\_EMERG定为”，将无关紧要的记录等级“KERN\_ DEBUG”定为举例来说，当编译预处理完成之后，前例中的代码实际被编译成如下格式:

printk("<4> This is a warning!\n\*)；

printk(■<7> This is a debug notice!\n");

printk("<4> did not specify a loglevel 1\n")；

怎样给调用的printkO赋记录等级完全取决于自己。那些正式的、需要你保存的消息应该有 合适的记录等级。但是那些当你试图解决一个问题时加得到处都是的调试信息(必须承认，我 们都这么干而且也确实行得通)，可以按照你的想法赋予记录等级。一种选择是保持终端的默 认记录等级不变，给所有调试信息KERN\_CRIT或更低的等级。相反，也可以给所有调试信息 KERN\_DEBUG等级，而调整终端的默认记录等级。两种方法各有利弊，自己拿主意吧。

18.3.3**记录缓冲区**

内核消息都被保存在一个LOG\_BUF\_LEN大小的环形队列中。该缓冲区大』、可以在编译时 通过设置CONFIG\_LOG\_BUF\_SHIFT进行调整。在单处理器的系统上其默认值是16KB。换句 话说，就是内核在同一时间只能保存16KB的内核消息。如果消息队列已经达到上大值，那么如 果再有printkO调用时，新消息将覆盖队列中的老消息。这个记录缓冲区之所以卷为环形，是因 为它的读写都是按照环形队列方式进行操作的。

使用环形队列有许多好处。由于同时读写环形缓冲区时,其同步问题很容易解决，所以即使 在中断上下文中也可以方便地使用printkO。此外，它使记录维护起来也更容易。如果有大量的 消息同时产生，新消息只需覆盖掉旧消息即可。在某个问题引发大量消息的时候，记录只会覆盖 掉它本身，而不会因为失控而消耗掉大量内存。而环形缓冲区的唯一缺点一可能会丢失消息， 但是与简单性和健壮性的好处相比，这点代价是值得的。

1. syslogd **和** klogd

在标准的Linux系统上，用户空间的守护进程klogd从记录缓冲区中获取内梭消息，再通过 syslogd守护进程将它们保存在系统日志文件中。klogd程序既可以从/proc/kmsgt件中，也可以 通过syslogO系统调用读取这些消息。默认情况下，它选择读取/proc方式实现。不管是哪种方 *法,*klogd都会阻塞，直到有新的内核消息可供读出。在被唤醒之后，它会读取出新的内核消息 并进行处理。默认情况下，它就是把消息传给syslogd守护进程。

syslogd守护进程把它接收到的所有消息添加进一个文件中，该文件默认是/var/log/messageso 也可以通过/etc/syslog.conf配置文件重新指定。

在启动klogd的时候，可以通过指定-c标志来改变终端的记录等级。

1. **从** printf()**到** printk()**的转换**

当刚开始开发内核代码的时候，往往会把printkO输入成printfO。这很正常，你无法抗拒多 年来在用户级程序中使用printf()的习惯。幸而这种错误不会持续很长时间，反复出现的链接错 误很快就会让你在心烦意乱中开始培养新的习惯。

在编写用户级程序的时候，你输入pnntf()的时候不小心输入了 printk()。恭喜你，成为一个 真正的内核黑客的时刻终于到来了。

18.4 oops

oops是内核告知用户有不幸发生的最常用的方式。由于内核是整个系统的管理者，所以它不能采取像在用户空间出现运行错误时使用的那些简单手段，因为它很难自行修复，它也不能将 自己杀死。内核只能发布sps。这个过程包括向终端上输出错误消息，输出寄存器中保存的信 息并输出可供跟踪的回溯凝。内核中出现的故障很难处理，所以内核往往要经历严峻的考验才 能发送出oops和靠它自己京成的一些清理工作。通常，发送完oops之后，内核会处于一种不稳 定状态。举例来说，oops发生的时候内核可能正在处理非常重要的数据。它可能持有一把锁或 正在和硬件设备交互。内核必须适当地从当前的上下文环境中退出并尝试恢复对系统的控制。多 数时候，这种尝试都会失败因为如果oops在中断上下文时发生，内核根本无法继续，它会陷 入混乱。混乱的结果就是祿死机。如果oops在idle进程（pid为0）或init进程（pid为1）时 发生，结果同样是系统陷濾乱，因为内核缺了这两个重要的进程根本就无法工作。不过，要是 oops在其他进程运行时发生内核就会杀死该进程并尝试着继续执行。

oops的产生有很多可隹原因，其中包括内存访问越界或者非法的指令等。作为一个内核开 发者，你将会经常处理（毫无疑问，也将导致）oops。

紧接着的是一个。ops 19实例，它是在一台PPC机器上的tulip网卡的定时器处理函数运行 时发生的：

Oops: Exception in kenel mode, sig: 4

Unable to handle kernel NULL pointer dereference at virtual address 00000001

NIP: C013A7F0 LR: C01317FO SP: C0685E00 REGS: c0905dl0 TRAP! 0700 Not tainted

MSR: 00089037 EE: 1 PR: 0 FP: 0 ME: 1 IR/DR: 11 c0712530[0]初pper，Last

C013A7C0

000012A0

00000000

**TASK =**

GPR00:

GPR08:

GPR16:

C0295EC

OOOOOOD

000000D

C0231530

00000000

00000000

syscall:

0000002F

C0292AA0

00000000

120

00000001

4020A088

00000000

GPR24:

Call trace:

00000000

0000006

00000000

00001032

C3F7C000

C0380CB8

00000000

00000000

00000032

C0291B80

00000000

00000000

**FFFFFFFF**

C02D0000

00000000

00000000

C3F7C1C0

[c013ab30]

[C0020744]

[c001b864]

[c0007e80]

tulip\_tiaer<0xl28/0xlc4 run\_tiner\_stftirq\*0xl0c/0xl64 do\_softirq+t[88/0xl04 t imer\_interrapt+0x2 84 / 0\*298

[c00033c4]

ret\_fron\_exsept+0x0/0x34

default\_idl^0x20/0x60 cpu\_idle+0xM/0x38 rest\_init+0i24 /Ox34

[c0007b84]

[c0007bf8]

[c0003ae8]

使用PC的读者可能对这么多的寄存器感到惊奇（居然有32个之多）。你可能对x86.32系 统更熟悉一些，在这种系级上，oops会简单一点。但是，oops中包含的重要信息对于所有体系 结构都是完全相同的：寄存器上下文和回溯线索。

回溯线索显示了导致错误发生的函数调用链。这样我们就可以观察究竟发生了什么：机器处 于空闲状态，正在执行idle循环，由cpu\_idle（）循环调用default\_idle（）o此时定时器中断产生了， 它引起了对定时器的处理。tulip\_timer（）这个定时器处理函数被调用，而就是它引用了空指针。 甚至可以通过偏移量（像（hl28/0xlc4这些出现在函数左侧的数字）找出导致问题的语句。

寄存器上下文信息可晌样有用，尽管使用起来不那么方便。如果你有函数的汇编代码，这

些寄存器数据可以帮助你重建引发问题的现场。在寄存器中发现一个本不应该出现的数值可能会 在黑暗中给你带来第一丝光明。在上面的例子中，我们可以査看是哪个寄存器包含了 NULL （ 一 个所有位都为零的数值），进而找出是函数的哪个变量的值不正常。一般在这种情况下问题往往 是竞争引起的，在本例中，是指定时器和这块网卡驱动的其他部分之间的竞争。调试一个竞争条 件往往很有挑战性。

1. ksymoops

前面列举的oops可以说是一个经过解码的oops,因为内存地址都已经转换成了它们对应的 函数。下面是其未解码版本：

NIP: C013A7F0 LR: CO13A7FO SP: C0685E00 REGS: c0905dl0 TRAP: Not tainted

MSR: 00089037 EE: 1 PR: 0 FP: 0 ME: 1 IR/DR: 11

120

0700

TASK = c0712530(0] Swapper, Last GPR00: C013A7C0 C0295EOO C0231530 GPR08: 000Q12A0 00000000 00000000 GPR16: 00000000 00000000 00000000 GPR24: 00000000 00000005 00000000 Call trace: [c013ab30] (C0020744] [c0007b84] [c0007bf8] [c0003ae8]

syscall:

0000002F

C0292AA0

00000000

00001032

00000001

4020A088

00000000 C3F7C000

C0380CB8

00000000

00000000

00000032

C0291B80

00000000

00000000

C02D00Q0

00000000

00000000

FFFFFFFF C3F7C1C0

[c001b864] [c0007e80] [c00061c4]

回溯线索中的地址需要转化成有意义的符号名称才方便使用。这需要调用ksymoops命 令，并且还必须提供编译内核时产生的System.mapo如果使用的是模块，还需要一些模块信息。 ksymoops通常会自行解析这些信息，所以一般可以这样调用它：

ksymoops saved\_oops. txt

然后该程序就会吐出解码版的oops。如果ksymoops无法找到默认位置上的信息，或者想提 供不同信息，该程序可以接受许多峯数。ksymoops的使用手册上提供了许多说明信息，使用之 前最好先行査阅。ksymoops-般会随Linux发行版本提供。

1. kallsyms

谢天谢地，现在已经无须使用ksymoops工具了，这是一个了不起的工作。因为尽管开发者 使用它的时候一般很少出现问题，但是最终用户常常会错误地匹配System.map文件或错误地对 oops进行解码。

开发版的2.5版内核引入了 kallsyms特性，它可以通过定义CONFIG\_KALLSYMS配 置选项启用。该选项存放着内核镜像中相应函数地址的符号名称，所以内核可以打印解码 好的跟踪线索。相应地，解码oops也不再需要System.map或者ksymoops I具了。但是， 这样做会使内核变大一些，因为从函数的地址到符号名称的映射必须永久地驻留在内核所 映射的内存地址上。然而，不管是在开发的过程中还是在部署的过程中，占用这些内存都 是值得的。配置选项CONFIG\_KALLSYMS\_ALL表示不仅存放函数名称，还存放所有的 符号名称。但一般只有那些特殊的调试器才会有此需要。CONFIG\_KALLSYMS\_EXTRA\_ PASS选项会引起内核内建过程中再次忽略内核的目标代码。这个选项只有在调试kallsyms 本身时才会有用。

18.5内核调试配置选项

在编译的时候，为了方便调试和测试内核代码，内核提供了许多配置选项。这些选项都 在内核配置编辑器的内核开发(Kernel hacking)菜单项中，它们都依赖于CONFIG\_ DEBUG\_ KERNEL。当开发内核的时候，作为一种练习，不妨打开所有这些选项。

有些选项确实有用，应该启用slab layer debugging (slab层调试选项)、high-memory debugging (高端内存调试选项)、*VO* mapping debugging (I/O映射调试选项)、spin・lock debugging (自旋锁调 试选项)和stack-overflow checking (栈溢出检査选项)。其中最有用的一个是sleep-inside・spinlock checking (自旋锁内睡叫项)，这些选项确实能完成不少调试工作。

从2.5版开始，为了检査各类由原子操作引发的问题，内核提供了极佳的工具。回忆一下第 9章，原子操作指那些能够不分隔执行的东西；在执行时不能中断否则就是完不成的代码。正在 使用一个自旋锁或禁止枪占的代码进行的就是原子操作。在进行此类操作的时候，代码不能睡 眠——使用锁时睡眠是引发死锁的元凶。

托内核抢占的福，内核提供了一个原子操作计数器。它可以被配置成一旦在原子操作过程中 进程进入睡眠或者做了-些可能引起睡眠的操作，就打印警告信息并提供追踪线索。所以，包括 正使用锁的时候调用sdeduleO,正使用锁的时候以阻塞方式请求分配内存和在引用单CPU数据 时睡眠在内，各种潜栅bug都能够被探测到。这种调试方法捕获了大量bug,它也受到了大家 极力推荐使用。

下面这些选项可以ft大限度地利用该特性：

CONFIG\_PREEMPT=y

CONF I G\_DEBUG\_KERBEL=y

CONF I G\_KALLSYMS =y

CONFIG\_DEBUG\_SPINLOCK\_SLEEP=y

18.6引发bug并打印信息

一些内核调用可以用来方便标记bug,提供断言并输出信息。最常用的两个是BUG。和 BUG\_ON()。当被调用的时候，它们会引发。ops,导致栈的回溯和错误信息的打印。这些声明 会导致oops跟硬件的，系结构是相关的。大部分体系结构把BUG()和BUG\_ON()定义成某种 非法操作，这样自然会产生需要的。。ps。可以把这些调用当做断言使用，想要断言某种情况不 该发生：

if (bad\_thing)

BUG();

或者使用更好的形立:

BUG\_ON (bad\_thing)；

多数内核开发者相信BUG\_ON()比BUG()更清晰、更可读，而且BUG\_ON()会将其声明作 为一个语句放入unlikely。中。请注意，有些开发者在讨论是否能用一个编译选项将BUG\_ON() 声明在编译时剔除，以便能在嵌入内核中节约空间。这就意味着你可以放心地使用BUG\_ON(), 而不用担心BUG\_ON()内的声明可能带来的任何“不良反应”。BUILD\_BUG\_ON()与BUG\_ ON。作用相同，仅在编译时调用。如果在编译阶段已提供的声明为真，那么编译将会因为一个 错误而中止。

可以用panic。引发更严重的错误。调用panic。不但会打印错误消息，而且还会挂起整个系 统。显然，只应该在最糟糕的情况下使用它：

if (terrible\_thing)

panic("terrible thing is %ld\n", terrible\_thing)；

有些时候，只是需要在终端上打印一下栈的回溯信息来帮助调试。这个时候，dump\_stack() 就很有用了。它只在终端上打印寄存器上下文和函数的跟踪线索：

if (!debug\_check) (

printk(KERN\_DEBUG "provide some information...\n")； dump\_stack()；

**}**

18.7神奇的系统请求键

神奇的系统请求键(Magic SysRq key)是另外一根救命稻草，该功能可以通过定义 CONFIG\_MAGIC\_SYSRQ配置选项来启用。SysRq (系统请求)键在大多数键盘上都是标准键。 在i386和PPC上，它可以通过ALT-PrintScreen访问。当该功能被启用的时候，无论内核处于什 么状态，都可以通过特殊的组合键跟内核进行通信。这种功能可以让你在面对一台奄奄一息的系 统时能完成一些有用的工作。

除了配置选项以外，还要通过一个sysctl用来标记该特性的开或关。需要启用它时使用如下 命令：

echo 1 > /proc/sys/kernel/sysrq

从终端上，你可以输入Sysrq.h获取一份可用的选项列表。SysRq・s将“脏”缓冲区跟硬盘 交换分区同步，SysRq-u卸载所有的文件系统，SysRq-b重启设备。在一行内发送这三个键的组 合可以重新启动濒临死亡的系统，这比直接按下机器的Reset键要安全一些。

如果机器已经完全锁死了，它也可能不会再响应神奇系统请求键，或者无法完成给定的命 令。不过如果运气稍好的话，这些选项或许可以保存数据或者进行调试。表18・2列举了所有支 持的系统请求命令。

内核代码中的DocumentationZsysrq.txt对此有更详细的说明。实际的实现在drivers/char/ sysrq.c中。神奇系统请求键是调试和挽救垂危系统所必需的一种工具。由于该功能对终端上的任 何用户都提供服务，所以在重要的机器上启用它需要三思而行。可是对于自己用于开发的机器， 启用它确实帮助很大。

表18.2支持SysRq的命令

|  |  |
| --- | --- |
| 主要命令 | 描 述 |
| **SysRq-b** | 重新启动机器 |
| **SysRq-e** | 向**init**以外的所有进程发送**SIGTERM**信号 |
| **SysRq-h** | 在控制台显示**SysRq** |
| **SysRq-i** | 向**init**以外的所有进程发送**SIGKILL**信号 |
| **SysRq-k** | 安全访问健：杀死这个控制台上的所有程序 |
| **SysRq-1** | 向包括**init**的所有进程发送**SIGKILL**信号 |
| **SysRq-m** | 把内存信息输出到控制台 |
| **SysRq-o** | 关闭机器 |
| **SysRq-p** | 把寄存器的信息输出到控制台 |
| **SysRq-r** | 关闭键盘原始模式 |
| **SysRq-s** | 把所有已安装文件系统都刷新到磁盘 |
| **SysRq-t** | 把任务信息输出到控制台 |
| **SysRq-u** | 卸载所有已加载文件系统 |

18.8内核调试器的传奇

很多内核开发者一直以来都希望能拥有一个用于内核的调试器。不幸的是，Linus不愿意在 它的内核源代码树中加入一个调试器。他认为调试器会误导开发者，从而导致引入不良的修正。 没有人能对他的逻辑提出异议一从真正理解代码出发，确实更能保证修正的正确性。然而，许 多内核开发者们还是希望有一个官方发布的、用于内核的调试器。因为这个要求看起来不会马上 被满足，所以许多补丁应运而生了，它们为标准内核附加上了内核调试的支持。虽然这都是一些 不被官方认可的附加补丁，但它们确实功能完善，十分强大。在我们深入这些解决方案之前，先 看看标准的Linux调试器gdb能够给我们一些什么帮助是一个不错的选择。

18.8.1 gdb

可以使用标准的GNU调试器对正在运行的内核进行査看。针对内核启动调试器的方法与针 对进程的方法大致相同：

gdb vmlinux /proc/kcore

其中vmlinux文件是未经压缩的内核映像，不是压缩过的zlmage或bzlmage,它存放在源 代码树的根目录上。

/proc/kcore作为一个参数选项，是作为core文件来用的，通过它能够访问到内核驻留的高 端内存。只有超级用户才能读取此文件的数据。

可以使用gdb的所有命令来获取信息。举个例子，为了打印一个变量的值，你可以用下面 的命令：

p global\_variable

反汇编一个函数：

disassemble function

如果编译内核的时候使用了 -g参数(在内核的Makefile文件的CFLAGS变量中加入・g), gdb还可以提供更多的信息。比如，你可以打印出结构体中存放的信息或是跟踪指针。当然，编 译出的内核会大很多，所以不要把编译带调试信息的内核当做一种习惯。

接下来，就要说不幸的那一面了，gdb还是有很多局限性的。它没有任何办法修改内核数据。 它也不能单步执行内核代码，不能加断点。不能修改内核数据是个非常大的缺陷。尽管在必要时 反汇编函数无疑是个非常有用的功能，但是能够修改数据的却更为有用。

18.8.2 kgdb

kgdb是一个补丁，它可以让我们在远端主机上通过串口利用gdb的所有功能对内核进行 调试。这需要两台计算机：第一台运行带有kgdb补丁的内核，第二台通过串行线(不通过 modem,直接连接两台机器的电缆)使用gdb对第一台进行调试。通过kgdb、gdb的所有功能都 能使用：读取或修改变量值，设置断点，设置关注变量，单步执行等。某些版本的gdb甚至允许 执行函数。

设置kgdb和连接串行线比较麻烦，但是一旦做完了，调试就变得很简单了。该补丁会在 Documentation/目录下安装很多说明文件，可以把它们挑出来研究一下。

不同体系结构、不同内核版本使用的kgdb由不同的人员维护，为了给需要调试的内核找到 合适的补丁，还是在网上捜索一下比较好。

18.9探测系统

如果对内核调试有丰富的经验的话，那么你会掌握一些诀窍来帮助你更进一步地探测系统从 而找到想要的答案。内核调试很有挑战性，即使是一点小的暗示或者技巧都能给你很大的帮助。 我们最好把它们联系起来。

18.9.1**用**UID**作为选择条件**

如果你开发的是进程相关的部分，有些时候，你可以在提供替代物的同时不打破原有代码的. 可执行性。这在你重写重要系统调用的时候，或者在你希望进行调试时系统功能依旧健全的情况 下非常有用。

举个例子，假设为了加入一个激动人心的新特性，你重写了 fbrk()系统调用。除非第一次的 尝试就完美无缺，否则系统调试就是一场噩梦。如果fork。系统调用不正常的话，压根就不用指 望整个系统还能正常工作。当然，和任何时候一样，希望总是存在的。

一般情况下，只要保留原有的算法而把你的新算法加入到其他位置上，基本就能保证安釦 可以利用把用户id (UID)作为选择条件来实现这种功能，通过这种选择条件，可以安排到底认 行哪种算法：

if (current->uid != 7777) (

/\*老算法...\*/

} else (

/\*新算法...\*/

}

除了 UID为7777以外，其他所有的用户都用的是老算法。可以创建一个UID为7777的用 户，专门来测试新算法。对于要求很严格的进程相关部分的代码来说，这种方法使得测试变得容 易了许多。

18.9.2使用条件变景

如果代码与进程无关，或者希望有一个针对所有情况都能使用的机制来控制某个特性，可 以使用条件变量。这比使用UID还来得简单，只需要创建一个全局变量作为一个条件选择开关。 如果该变量为零，就使用一个分支上的代码。如果它不为零，就选择另外一个分支。可以通过某 种接口提供对这个变量的操控，也可以直接通过调试器进行操控。

18.9.3使用统计置

有些时候你需要掌握某个特定事件的发生规律。有些时候需要比较多个事件并从中得出规 律。通过创建统计量并提供某种机制访问其统计结果，很容易就能满足这种需求。

举个例子，假设我们希望得到企。和bar的发生频率，那么在某个文件中，当然最好是在定 义该事件的那个文件里，定义两个全局变量：

unsigned long foo\_stat = 0；

unsigned long bar\_stat = 0;

每当事件发生的时候，就让相应的变量加1。然后在觉得合适的地方输出它。比如，可以在 /proc目录中创建一个文件，还可以新创建一个系统调用。最简单的办法当然还是通过调试器直 接访问它们。

注意，这种实现并非是SMP安全的。理想的办法是通过原子操作进行实现。但是仅仅对于 一个简单的每次加1的调试统计量，一般无须搞得这么麻烦。

18.9.4**重复频率限制**

为了发现一个错误，开发者们往往在代码的某个部分加入很多错误检査语句(多数对应的 都是一些打印语句)。在内核中，有些函数每秒都要被调用很多次。如果你在这样的函数中加 入了 prink(),那么系统马上就会被显示调试信息这一个任务压得喘不过气来，很快就什么也干 不成了。

有两种相关的技巧可以用来防止此类问题的发生。第一种是重复频率限制，如果某种事 件发生的非常频繁，而又需要观察它的整体进展情况，就可以让这种技巧施展身手了。为了 避免调试信息发生井喷，可以每隔几秒执行一次打印(或者是其他任何你想完成的操作)。 举个例子：

static unsigned long prev\_jiffy - jiffies； /\* 频率限制♦/

if (time\_after( jiffies, prev\_jiffy + 2\*HZ)) ( prev\_jiffy = jiffies； printk(KERN\_ERR "blah blah blah\n")；

} ~

此例中，调试信息最多两秒打印一次。这可以让你的终端不至于被汹涌而至的调试信息洪流 充塞，也保证你的系统依旧能用。完全可以根据自己的需要，或低或高地调整这种重复频率。

如果只使用pnntkO,可以用一个特殊的函数去限制printkO的调用频率:

if (error && printk\_ratelimit()) printk(KERNDEBUG "error=%d\n", error)；

如果频率限制生效，那么printk\_ratelimit()返回0：否则，返回非0。默认情况下，此函数 限制每5秒产生一条信息，但是在施加这一条件之前，可以让起始频率为10条信息。可以通过 printk\_ratelimit 和 printk ratelimit burst sysctl 来调整这些参数。

另一种棘手的问题是你如何确认在特定情况下某段代码确实被执行了。与前面的例子不同， 你想观察的不是一个实时通知。如果这种通知在被触发一次之后依旧不停地到来，那就比较麻烦 了。下面这种技巧针对的就不再是如何限制重复频率了，它要实现的是发生次数限制。

static unsigned long limit = 0；

if (limit v 5) (

；

printk(KERN\_ERR "blah blah blah\n")；

}

此例中，调试信息输出5次就封顶了。5次之后，打印条件总是不能成立。

不管是上面提到的哪个示例，用到的变量都应该是静态的(Static),并且应该限制在函数的 局部范围以内，这样才能保证变量的值在经历多次函数调用后仍然能够保留下来。

这些例子的代码都不是SMP或抢占安全的，不过，只需要用原子操作改造一下就没问题 了。不过，对于一个临时的调试检测来说，没必要搞得这么复杂。

18.10用二分査找法找出引发罪恶的变更

知道bug是什么时候引入内核源代码的通常都是很有用的。如果你知道2.6.33版中出现了 一个bug,而能肯定2429中没有，那么就能够很容易地对引发这个bug的代码变更进行定位。 消灭bug变得唾手可得一要么取消这个变更，要么对其进行修正。

可是，很多时候并不知道到底是哪个内核版本引入了 bug。你知道当前版本里bug是确确实 实存在的，不过，它好像就是存在于当前版本中。只需要花一点点力气，就能找出引发问题的代 码变更了。元凶在手，消灭bug就指日可待了。

一开始，需要一个可靠的可复制的错误，最好是系统一启动就能査证的bug。接下来，需要 -个能确保没问题的内核(你应该能够找到)。举个例子，你知道几个月前的内核没有这种错误, 那么就从那时使用的内核中选取一个。如果发现问题，说明那时就存在了，那就找更早的。找到 不含该bug的内核应该不会太难。

接下来需要一个肯定有问题的内核。为了简单起见，应该从已知最早出现该问题的内核开始。 现在，你就可以在问题内核和良好的内核之间使用二分法了。举个例子，假定确保没有问

题的内核版本是2.6.11,有问题的内核版本是2.6.20。从二者的正中选取一个内核版本，比如说 2.6.15。检査2.6.15是否包含此bug。如果2.6.15没有问题，那么就知道错误是发生在此版本之 后了。所以，再从2.6.15开始，在它和2.6.20正中选取下一个版本，比如说对2.6.17进行检査。 如果2.6.15有问题，那么错误就可能发生在此版本之前了，那么就该选2.6.13作为下一个待査目 标了。就这样重复筛选。

最终你肯定能把问题局限在两个相继发行的版本之间——个包含错误而另外一个不包含。 你就能够很容易地对引发这个bug的代码变更进行定位。

这种方式比依次对每个版本的内核进行核査要好得多。

18.11使用Git进行二分捜索

Git源码管理工具提供了一个有用的二分搜索机制。如果你使用Git来控制Linux源码树的 副本，那么Git将自动运行二分捜索进程。此外，Git会在修订版本中进行二分搜索，这样可以 找到具体哪次提交的代码引发了 bug。很多Git相关的任务比较繁杂，但使用Git进行二分搜索 并不那么的困难。一开始，你得告诉Git你要进行二分搜索：

$ git bisect start

然后再为Git提供一个出现问题的最早内核版本：

$ git bisect bad <revision>

如果当前的内核版本就是引发bug的罪魁祸首，那么就不必提供内核版本：

$ git bisect bad

然后，还得为Git提供一个最新的可正常运行的内核版本：

$ git bisect good v2.6.28

接下来，Git将会利用二分搜索法在Linux源码树中，自动检测正常的内核版本和有bug的 内核版本之间哪个版本有隐患。接着再编译、运行以及测试正被检测的版本。如果这个版本一切 正常，可以运行下面的命令：

$ git bisect good

如果这个版本运行有异常——也就是说，如果证明这个给定的内核版本有bug,可以运行:

$ git bisect bad

对于每一条命令，Git将在每一个版本的基础上反复二分搜索源码树，并且返回所査的下一 个内核版本。这个过程需要反复执行直到不能再进行二分捜索为止。Git将最终打印出有问题的 版本号。

这本应该是一个漫长的过程，但是Git使得这一过程变得容易起来。如果你已经知道引发 bug的源（比如，x86机型的启动代码），你可以指定git仅仅在与错误相关的目录列表中去二分 搜索提交的补丁。

$ git bisect start - arch/x86

18.12当所有的努力都失败时：社区

或许你已经做完了所有你能想到的尝试。你在键盘上呕心沥血了几个小时——实际上，可能 是无数日子，答案依旧没有眷顾你。此时，如果bug是在Linux内核的主流部分中，你可以在内 核开发社区中寻求其他开发者的帮助。

你应该向内核邮件列表发送一份电子邮件，对bug进行完整而又简洁地描述，你的发现可 能会对找到最终的答案起到帮助。毕竟，没人希望bug存在。

第20章将会重点推荐社区和它最重要的论坛——Linux内核邮件列表（LKML）。

18.13小结

本章讨论了内核的调试——调试过程其实是一种寻求实现与目标偏差的行为。我们考察了几 种技术：从内核内置的调试架构到调试程序，从记录日志到用git二分法査找。因为调试Linux 内核困难重重，非调试用户程序能比，因此，本章的资料对于试图在内核代码中牛刀小试的任何 人都至关重要。

我们将在第19章涉及另外的话题：Linux内核的可移植性。

不要止步！

第⑲章

可移植性

Liiux是一个可移植性非常好的操作系统，它广泛支持许多不同体系结构的计算机。可移 植性是将代码从一种体系结构移植到另外一种不同的体系结构上的方便程度。我们都知道Linux 是可移極的，因为它已经能够在各种不同的体系结构上运行了。但这种可移植性不是凭空得来 的一要在编写可移植代码时就为此付出努力并坚持不懈。现在，这种努力已经开始得到回报 了，移fi Linux到新的系统上就很容易（相对来说）完成。本章中我们将讨论如何编写可移植的 代一编写内核代码和驱动程序时，必须时刻牢记这个问题。

19.1可移植操作系统

有些操作系统在设计时把可移植性作为头等大事之一，尽可能少地涉及与机器相关的代 码。汇编代码用得少之又少，为了支持各种不同类别的体系结构，界面和功能在定义时都尽最 大可能地具有普适性和抽象性。这么做最显著的回报就是需要支持新的体系结构时，所需完成 的工作要相对容易许多。一些移植性非常髙而本身又比较简单的操作系统在支持新的体系结构 时，可能只需要为此体系结构编写几百行专门的代码就行了。问题在于，体系结构相关的一些 特性往住无法被支持，也不能对特定的机器进行手动优化。选择这种设计，就是利用代码的性 能优化能力换取代码的可移植性。Minix、NetBSD和许多研究用的系统就是这种高度可移植操 作系统的实例。

与之相反，还有一种操作系统完全不顾及可移植性，它们尽最大的可能追求代码的性能表 现，尽可能多地使用汇编代码，压根就是只为在一种硬件体系结构使用。内核的特性都是围绕硬 件提蜿特性设计的。因此，将其移植到其他体系结构就等于再重新从头编写一个新的操作系统 内核，而且即便进行移植，这种操作系统在其他体系结构上也会不适用。选择这种设计，就是用 代码的可移植性换取代码的性能优化能力。这样的系统往往比移植性好的系统更难维护。当然, 这种系9E对性能的要求不见得比对可移植性系统更强，不过它们还是愿意牺牲可移植性，而不乐 意让设if•打折扣。DOS和Windows 95便是这种设计方案的最好例证。

Linux在可移植性这个方面走的是中间路线。差不多所有的接口和核心代码都是独立于硬件 体系结构的C语言代码。但是，在对性能要求很严格的部分，内核的特性会根据不同的硬件体 系进行桐整。举例来说，需要快速执行的和底层的代码都与硬件相关并且是用汇编语言写成的。 这种实现方式使Linux在保持可移植性的同时兼顾对性能的优化。当可移植性妨碍性能发挥的时 候，往左性能会被优先考虑。除此之外，代码就一定要保证可移植性。

一R来说，暴露在外的内核接口往往是与硬件体系结构无关的。如果函数的任何部分需要针 对特殊的体系结构（无论是出于优化的目的还是作为一种必需的选择）提供支持的时候，这些部

分都会被安置在独立的函数中，等待调用。每种被支持的体系结构都实现了一个与体系结构相关 的函数，而且会链接到内核映像之中。

调度程序就是一个好例子。调度程序的主体程序存放在kemel/sched.c文件中，用C语言 编写，与体系结构无关。可是，调度程序需要进行的一些工作，比如说切换处理器上下文和切 换地址空间等，却不得不依靠相应的体系结构完成。于是，内核用C语言编写了函数context, switch。用于实现进程切换，而在它的内部，贝IJ会调用switch\_to()和switch\_mm()分别完成处理 器上下文和地址空间的切换。

而对于Linux支持的每种体系结构，它们的switch\_to()和switch\_mm()实现都各不相 同。所以，当Linux需要移植到新的体系结构上的时候，只需要重新编写和提供这样的函数 就可以了。

与体系结构相关的代码都存放在arch/architecture/目录中，architecture是Linux支持的体系 结构的简称。比如说，Intel x86体系结构对应的简称是x86 (这种体系结构既支持x86-32又支持 x86.64)。与这种体系结构相关的代码都存放在arch/x86目录下。2.6系列内核支持的体系结构 包括 alpha、arm、avr32、blackfin、cris、frv、h8300、ia64、m32r、m68k、m68knommu、mips、 mnl0300、parisc. powerpc. s390、sh、spare、um、x86 和 xtensa.o 本章稍后给出的表 19・1 是一 份更详尽的清单。

19.2 Linux移植史

当Linus最初把Linux带到这个无法预测的大千世界的时候，它只能在i386上运行。尽管 这个操作系统通用性很强，代码也写得不错，可是可移植性在那时算不上是一个关注焦点。实 际上，Linus还一度建议让Linux只在i386体系结构上驰骋。不过，人们还是在1993年开始 把Linux向Digital Alpha体系结构上移植了。Digital Alpha是一种高性能现代计算机体系结 构，它支持RISC和64位寻址。这与Linus最初选的i386无疑是天壊之别。虽然如此，最 初的这次移植工作最终还是花了将近一年时间，Alpha机成为了 i386后第一个被官方支持的 体系结构。万事开头难，这次移植的挑战性是最大的，为了提髙可移植性，内核中不少代码 都被重會了㊀。尽管这给整个移植带来了不小的工作量，可是效果是显著的，自此以后，移植 变得简单轻松多了。

尽管第一个发行版只支持Intel i386,但1.2版的内核就可以支持Digital Alpha. Intel x86、 MIPS和SPARC——虽然支持的不是很完善，而且带些试验性质。

在2.0版内核中，加入了对Motorola 68K和PowerPC的官方支持，而原1.2版支持的体系 结构也纳入了官方支持的范畴，并且稳定下来。

2.2版内核加入了对更多体系结构的支持，新增了对ARMS、IBM S390和UltraSPARC的支 持。没过几年，2.4版内核支持的体系结构就达到了 15个，像CRIS、IA\_64、64位MIPS、HP PA\_RISC、64 位 IBM S/390 和 Hitachi SH 都被加进来了*。*

©在内核开发中这很普遍。如果打算做一件事，那么就要把它做好。为了追求完美，内核开发者们是决不会介 意重写大段代码的•

当前的2.6内核把体系结构的数目进一步提高到了 21个，有不含MMU的AYR、FR.V和 Motorola 68k 以及 M32xxx、H8/3OO. IBM POWER. Xtensa,甚至还提供了用户模式（Usermode） Linux （一个在Linux虚拟机上运行的内核版本）。

每一种体系结构本身就可以支持不同的芯片和机型。像被支持的ARM和PowerPC等体系 结构，它们就可以支持很多不同的芯片和机型。其他的体系结构，比如说x86和SPARC,它们 可以支持32位和64位不同的处理器。所以说，尽管Linux移植到了 21种基本体系结构上，但 实际上可以运行它的机器的数目要大得多。

19.3字长和数据类型

能够由机器一次完成处理的数据称为字。这和我们在文档中用字符（8位）和页（许多字， 通常是4KB或8KB）来计量数据是相似的。字是指位的整数数目——比如说，1、2、4或8等。 但人们说某个机器是多少“位”的时候，他们其实说的就是该机器的字长。比如说，当人们说 Intel i7是64位芯片时，他们的意思是奔腾的字长为64位，也就是8字节。

处理器通用寄存器（general-purpose registers, GPR）的大小和它的字长是相同的。一般来 说，对于一个体系结构，它各个部件的宽度（比如说内存总线）最少要和它的字长一样大。虽然 物理地址空间有时候会比字长小，但虚拟地址空间的大小也等于字长，至少Linux支持的体系结 构中都是这样的6。此外，C语言定义的long类型总是对等于机器的字长，而int类型有时会比 字长小。比如说，Alpha是64位机器，所以它的寄存器、指针和long类型都是64位长度的，而 int类型是32位的。Alpha机每一次可以访问和操作一个64位长的数据。

字、双字以及混合

有些操作系统和处理器不把它们的标准字长称作字，相反，出于历史原因和某种主观 号的命名习惯，它们用字来代表一些固定长度的数据类型。比如说，一些系统根据长度把数据 ?划分为字节（byte, 8位）、字（word, 16位）、双字（double words, 32位）和四字（quad f words 64位），而实际上该机是32位的。在本书中（在Linux中一般也是这样），像我们前面 土所讨论的那样，一个字就代表处理器的字长。

对于支持的每一种体系结构，Linux都要将＜asm/types.h＞中的BITS\_PER\_LONG定义为 Clong类型的长度，也就是系统的字长。表19.1是Linux支持的体系结构和它们的字长的对 照表。

一般而言，Limix对于一种体系结构都会分别实现32位和64位的不同版本。比如，在2.6 内核的早期版本中，内核中就同时有i386和x86・64, mips和mips64,以及ppc和ppc640但 现在，经过大家的努力，这些体系结构均放在arch/目录下，每个代码库中既支持32位又支持 64位。

**e** 不过实际上可寻址的内存空间也可能会比字长小一些.比如，一个**64**位的体系结构虽然可能会提供**64**位的指 针，但可能只会用**48**位来寻址。此外，如果支持**Intel**的**PAE,**那么实际的物理内存也有比字长还大的可能。

**表傳**1 Linux**支持的体系结构**

|  |  |  |
| --- | --- | --- |
| 体系结构 | 描 述 | 字 长 |
| **alpha** | **Digital Alpha** | **64**位 |
| **arm** | **ARM**和增强型**ARM** | **32**位 |
| **avr** | **AVR** | **32**位 |
| **blackfin** | **Blackfin** | **32**位 |
| **cris** | **CRIS** | **32**位 |
| **frv** | **FR-V** | **32**位 |
| **h8300** | **H8/300** | **32**位 |
| **ia64** | **IA-64** | **64**位 |
| **m32r** | **M32xxx** | **32**位 |
| **m68k** | **Motorola 68k** | **32**位 |
| **m68knommu** | 无 **MMU** 型 **M68k** | **32**位 |
| **mips** | **MIPS** | **32**位和**64**位 |
| **parisc** | **HPPA-RISC** | **32**位和**64**位 |
| **powerpc** | **PowerPC** | **32**位和**64**位 |
| **s390** | **IBM S/390** | **32**位和**64**位 |
| **Sh** | **Hitachi SH** | **32**位 |
| **Sparc** | **SPARC** | *32*位和**64**位 |
| **Um** | **Usermode Linux** | **32**位和**64**位 |
| **x86** | **X86-32** 和 **x86-64** | **32**位和**64**位 |
| **xtensa** | **Xtensa** | **32**位 |

C语言虽然规定了变量的最小长度，但是没有规定变量具体的标准长度，它们可以根据实现 变化。。C语言的标准数据类型长度随体系结构变化这一特性不断引起争议。好的一面是标准数 据类型可以充分利用不同体系结构变化的字长而无须明确定义长度。C语言中long类型的长度 就被确定为机器的字长。不好的一面是在编程时不能对标准的C数据类型进行大小的假定，没 有什么能够保障int 一定和long的长度是相同的©。

情况其实还会更加复杂，因为用户空间使用的数据类型和内核空间的数据类型不一定要相 互关联。sparc64体系结构就提供了 32位的用户空间，其中指针、int和long的长度都是32位。 而在内核空间，它的int长度是32位，指针和kmg的长度却是64。没有什么标准来规范这些。

牢记下述准则：

• ANSI C标准规定，一个char的长度一定是1字节。

•尽管没有规定int类型的长度是32位，但在Linux当前所有支持的体系结构中，它都是32 位的。

© 唯•的例外是**char,**它的长度总是**8**位。

© 事实上对于**Linux**支持的**64**位体系结构来说，**kmg**和血长度是不同的，**int**是**32**位的，而**long**是**64**位的。 但对于我们所熟悉的**32**位体系结构而言，两种数据类型都是**32**位的。

•short类型也类似，在当前所有支持的体系结构中，虽然没有明文规定，但是它都是16位的。

•绝不应该假定指针和long的长度，在Linux当前支持的体系结构中，它们可以在32位和 64位中变化。

•由于不同的体系结构long的长度不同，决不应该假设sizeofl； int) = sizeoR long )<»

•类似地，也不要假设指针和int长度相等。

操作系统常用一个简单的助记符来描述此系统中数据类型的大小。比如，64位的Windows 系统简称为LLP64,它说明kmg和指针的长度都是64位。64位的Linux系统可简记为LP64, 即kmg和指针都是64位。32位的Linux系统简称为ILP32,即int. long和指针的长度均为32 位。这些助记符可以一目了然地显示出操作系统所提供的字长大小，因为这种方法涉及一种权衡 问题。

现在依次来分析ILP64、LP64和LLP64这三种情况。ILP64这种操作系统，int、kmg和指 针的大小都是64位。这样的数据长度使得编程变得更加容易，因为C语言中主要的数据类型 大小是一样的(整型和指针大小的不匹配是编程中常出现的错误)。不过这样也会带来缺点，这 种整型比我们平常所需的整型要大很多。在LP64操作系统中，程序员可以使用不同大小的整 型，但必须注意整型的大小比指针类型要小。对于LLP64系统而言，程序员不仅要被迫接受int 和long的大小相同，还要担心整型和指针之间的大小不匹配。大多数程序员都喜欢LP64型，即 Limix所采用的操作系统模型。

19.3.1不透明类型

不透明数据类型隐藏了它们的内部格式或结构。在C语言中，它们就像黑盒一样。支持它 们的语言不是很多。作为替代，开发者们利用typedef声明一个类型，把它叫做不透明类型，希 望其他人别去把它重新转化回对应的那个标准C类型。通常开发者们在定义一套特别的接口时 才会用到它们。比如说用来保存进程标识符的pid\_t类型。该类型的实际长度被隐藏起来了一 尽管任何人都可以偷偷撩开它的面纱，发现它就是一个int。如果所有代码都不显式地利用它的 长度㊀，那么改变时就不会引起什么争议，这种改变确实可能会出现：在老版本的Unix系统中， pid\_t的定义是short类型。

另外一个不透明数据类型的例子是atomic\*。在第10章中介绍过，它放置的是一个可以进 行原子操作的整型值。尽管这种类型就是一个int,但利用不透明类型可以帮助确保这些数据只 在特殊的有关原子操作的函数中才会被使用。不透明类型还帮助我们隐藏了 atomic\*类型的可用 长度，但是该类型也并不总是完整的32位，比如在32位SPARC体系下长度就被限制。

内核还用到了其他一些不透明类型，包括dev\_t、gid\_t和uid\_t等。

处理不透明类型时的原则是：

•不要假设该类型的长度。这些类型在某些系统中可能是32位，而在其他系统中又可能是 64位。并且，内核开发者可以任意修改这些类型的大小。

•不要将该类型转化回其对应的C标准类型使用。

© 显式利用长度这里指直接使用**int**类型的长度，比如说在编程时使用**sizeoRint)**而不是**sizeof(pid\_t)0** —译者注

•成为一个大小不可知论者。编程时要保证在该类型实际存储空间和格式发生变化时代码不 受影响。

19.3.2指定数据类型

内核中还有一些数据虽然无须用不透明的类型表示，但它们定义成了指定的数据类型。在中 断控制时用到的flag参数就是个例子，它应该存放在unsigned long类型中。

当存放和处理这些特别的数据时，一定要搞清楚它们对应的类型后再使用。把它们存放在其 他（如unsigned int等）类型中是一种常见错误。在32位机上这没什么问题，可是64位机上就 会捅娄子了。

19.3.3长度明确的类型

作为一个程序员，你往往需要在程序中使用长度明确的数据。像操作硬件设备、进行网络 通信和操作二进制文件时，通常都必须满足它们明确的内部要求。比如说，一块声卡可能用的是 32位寄存器，一个网络包有一个16位字段，一个可执行文件有8位的cookie。在这些情况下, 数据对应的类型应该长度明确。

内核在＜asm/typs.h＞中定义了这些长度明确的类型，而该文件又被包含在文件＜linux/types. h＞中。表19.2有完整的淸单。

**表**19-2**长度明确的数据类型**

|  |  |
| --- | --- |
| 类 型 | 描 述 |
| **s8** | 带符号字节 |
| **u8** | 无符号字节 |
| **sl6** | 带符号**16**位整数 |
| **ul6** | 无符号**16**位整数 |
| **s32** | 带符号**32**位整数 |
| **u32** | 无符号**32**位整数 |
| **s64** | 带符号**64**位整数 |
| **u64** | 无符号**64**位整数 |

其中带符号的变量用得比较少。

这些长度明确的类型大部分都是通过typedef对标准的C类型进行映射得到的。在一个64 位机上，它们看起来像：

typedef signed char s8；

typedef unsigned char u8；

typedef signed short sl6；

typedef unsigned short ul6;

typedef signed int s32；

typedef unsigned int u32;

typedef signed long s64；

typedef unsigned long u64；
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器陷入（一种可处理的错误）。还有一些系统可以访问没有对齐的数据，只不过性能会下降。编 写可移植性高的代码要避免对齐问题，保证所有的类型都能够自然对齐。

19.4.1避免对齐引发的问题

编译器通常会通过让所有的数据自然对齐来避免引发对齐问题。实际上，内核开发者在对齐 上不用花费太大心思——只有搞gcc的那些老兄才应该为此犯愁呢。可是，当程序员使用指针 *太多,*对数据的访问方式超出编译器的预期时，就会引发问题了。

一个数据类型长度较小，它本来是对齐的，如果你用一个指针进行类型转换，并且转换后的 类型长度较大，那么通过改指针进行数据访问时就会引发对齐问题（无论如何，某些体系结构会 存在这种问题）。也就是说，下面的代码是错误的：

char wolf[1="Like a wolf";

char \*p = &wolf[1]；

unsigned long 1 = \*（unsigned long \*）p；

这个例子将一个指向char型的指针当做指向unsigned kmg型的指针来用，这会引起问题, 因为此时会试图从一个并不能被4*或*8整除的内存地址上载入32位或64位的unsigned long型 数据。

这种复杂的访问可能看起来有些模糊，不过通常就是如此。无论如何，这种错误出现了，所 以应该小心。实际编程时错误可能不会像一些例子中那么明显或复杂。

19.4.2非标准类型的对齐

前面提到了，对于标准数据类型来说，它的地址只要是其长度的整数倍就对齐了。而非标准 的（复合的）C数据类型按照下列原则对齐：

•对于数组，只要按照基本数据类型进行对齐就可以了，随后的所有元素自然能够对齐。

•对于联合体，只要它包含的长度最大的数据类型能够对齐就可以了。

•对于结构体，只要结构体中每个元素能够正确地对齐就可以了。

结构体还要引入填补机制，这会引出下一个问题。

19.4.3结构体填补

为了保证结构体中每一个成员都能够自然对齐，结构体要被填补。这点确保了当处理器访问 结构中一个给定元素时，元素本身是对齐的。举个例子，下面是一个在32位机上的结构体：

struct animal\_struct （

char dog； /\* 1

\*/\*/\*\*/  
节节节节  
字字字字

unsigned long cat； /\* 4

unsigned short pig； /\* 2

char fox； /\* 1

由于该结构不能准确地满足各个成员自然对齐，所以它在内存中可不是按照原样存放的。编译器会在内存中创建一个类似下面给出的结构体:

struct animal \_struct ( char dog；

///\*/// 节节节节节节 字字字字字字 1 3 4 2 1 1 \*\*\*\*\*\* //////

u8 adO[3]； unsigned long cat； unsigned short pig； char fox；

u8 adl；

填补的变量都是为了能够让数据自然对齐而加入的。第一个填充物占用了 3个字节的空间, 保证cat可以按照4字节对齐。这也自动使其他小的对象都对齐了，因为它们长度都比cat要小。 第二个（也是最后的）填充是为了填补struct本身的大小。额外的这个填补使结构体的长度能够 被4整除，这样，在由该结构体构成的数组中，每个数组项也就会自然对齐了。

注意，在大部分32位系统上，对于任何一个这样的结构体，sizeofl：animal\_struct）都会返回 12。C编译器自动进行填补以保证自然对齐。

通常你可以通过重新排列结构体中的对象来避免填充。这样既可以得到一个较小的结构体, 又能保证无须填补它也是自然对齐的。
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节节节节 字字字字

**4 2 11**

现在这个结构体只有8字节大小了。不过，不是任何时候都可以这样对结构体进行调整 的。举个例子，如果该结构体是某个标准的一部分，或者它是现有代码的一部分，那么它的成 员次序就已经被定死了，虽然内核（缺少一个正式的ABI）相比用户空间来说，这种需求要 少得多。还有些时候，因为一些原因必须使用某种固定的次序——比如说，为了提高高速缓 存的命中率进行优化时设定的变景次序。注意，ANSIC明确规定不允许编译器改变结构体内 成员对象的次序㊀一它总是由程序员来决定的。虽然编译器可以帮助你做填充，但是，如果使 用-Wpadded flag标志，那么将使gcc在发现结构体被填充时产生警告。

内核开发者需要注意结构体填补问题，特别是在整体使用时一这是指当需要通过网络发 送它们或需要将它们写入文件的时候，因为不同体系结构之间所需要的填补也不尽相同。这也 是为什么C语言没有提供一个内建的结构体比较操作符的原因之一。结构体内的填充字节中可 能会包含垃圾信息，所以在结构体之间进行一字节一字节的比较就不大可能实现了。C语言的设 计者（正确的）感觉到最好还是由程序员自己为不同的情况编写比较函数，这样才能利用到结构 体次序信息。

**e** 如果让编译器随心所欲地改变结构体中各个对象的位置的话，现存的程序大部分都会崩潰。在**c**语言中，函 数往往通过在结构体地址上加上偏移最来计算变量的位置。

19.5字节顺序

字节顺序是指在一个字中各个字节的顺序。处理器在对字取值时既可能将最低有效位所在的 字节当做第一个字节（最左边的字节），也可能将其当做最后一个字节（最右边的字节）。如果最 高有效位所在的字节放在低字节位置上，其他字节依次放在髙字节位置上，那么该字节顺序称作 高位优先（big.endian）。如果最低有效位所在的字节放在高字节位置上，其他字节依次放在低字 节位置上，那么就称作低位优先（little-endian）。

编写内核代码时不应该假设字节顺序是给定的那一种（当然，如果你编写的是与体系结构相 关的那部分代码就另当别论了）。Linux内核支持的机器中使用哪一种字节顺序的都有（甚至包 括一些可以在启动的时候选择字节顺序的机器），适用性强的代码应该两种字节顺序都支持。
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图19-1高位优先字节顺序

x86体系结构，不论32位机还是64位机，使用的都是低位优先字节顺序。而其他系统大多 使用高位优先字节顺序。

让我们看看在实际编程时这些概念有什么意义。让我们考察一下存放在一个4字节的整型中 的二进制数，它的卜进制对应值是1027 ：

00000000 00000000 00000100 00000011

在内存中用高位优先和低位优先两种不同字节顺序存放时的比较如表19-3所示。

\*19-3字节顺序比较

|  |  |  |
| --- | --- | --- |
| 地 址 | 高位优先 | 低位优先 |
| **0** | **00000000** | **00000011** |
| **1** | **00000000** | **00000100** |
| **2** | **00000000** | **00000000** |
| *3* | **00000011** | **00000000** |

注意 使用高位优先的体系结构把最高字节位存放在最小的内存地址上的。这和低位优先形 成了鲜明的对照。

最后一个例子，我们提供了如何判断给定的机器使用是高位优先还是低位优先字节顺序的代码: int x = 1；

if (\*(char \*) &x ==1) /\*低位优先\*/

else

/\*高位优先\*/

这段代码在用户空间和内核空间都能用。

**高位优先和低位优先的历史**

髙位优先和低位优先源于乔纳森•斯威夫特写于1726年的讽刺小说《格列弗游记》。在 小说中，虚构的小人国里最重要的政治问题就是应该把鸡蛋从大头敲开还是从小头敲开。那 些支持从大头敲开的就是高位优先:而那些支持从小头敲开的，就是低位优先。

高位优先与低位优先的孰优孰差就好像小人国中的政治争论一样，与其说是技术问题， 倒不如说是政治问题啦。

对于Linux支持的每一种体系结构，相应的内核都会根据机器使用的字节顺序在它的＜asm/ byteorder.h＞ 中定义 \_BIG\_ENDIAN 或\_LITTLE\_ENDIAN 中的一个。

这个头文件还从include/Iinu^yteorder/中包含了一组宏命令用于完成字节顺序之间的相互 转换。最常用的宏命令有：

u23 \_cpu\_to\_be32 (u32) ; /\*把cpu宇节顺序转换为高位优先字节顺序•/

u32 \_cpu\_to\_le32 (u32) ； /\*把cpu字节顺序转换为低位优先字节顺序•/

U32 \_be32\_to\_cpu(u32); /♦把高位优先字节顺序转换为cpu字节顺序•/

U32 \_le32\_to\_cpus(u32); /\*把低位优先字节顺序转换为cpu字节顺序\*/

这些转换能够把一种字节顺序变为另一种字节顺序。如果两种字节顺序本来就相同(比如， 希望从本地字节顺序转化为高位优先字节顺序，而处理器本身使用的就是高位优先字节顺序)， 那么宏就什么都不做。否则，它们就进行转换。

19.6时间

时间测量是另一个内核概念，它随着体系结构甚至内核版本的不同而不同。绝对不要假定时 钟中断发生的频率，也就是每秒产生的jiffies数目。相反，应该使用HZ来正确计量时间。这一 点至关重要，因为不但不同的体系结构之间定时中断的频率不同，即使是在同一种体系机构上, 两个不同版本的内核之间这种频率也不尽相同。

举个例子，在X86系统上，HZ设定为100。也就是说，定时中断每秒发生100次，也就是 每10ms一次。可是在2.6版以前，x86上HZ定为1000。而其他体系机构上的数值各不相同： alpha 的 HZ 是 1024 而 ARM 的 HZ 是 100。

绝对不要用jiffies直接去和1000这样的数值比较，认为这样做大体上不会出问题是要不得 的。计量时间的正确方法是乘以或除以HZ。比如：

HZ

(2\*HZ)

(HZ/2) (HZ/100) (2\*HZ/100)

/\* 1秒 \*/ /\* 2秒 \*/

/\*半秒\*/ /\* 10ms ♦/

/\* 20ms \*/

HZ定义在文件＜asm/param.h＞中，在前面的第10章中曾经讨论过。

19.7页长度

当处理用页管理的内存时，绝对不要假设页的长度。在X86-32T编程的程序员往往错误地 认为一页的大小就是4KB。尽管X86-32机器上使用的页确实是4KB,但是其他不同的体系结构 使用的页长度可能不同。实际上有些体系结构还同时支持多种不同长度的页。表194列举了各 种体系结构使用的页的长度。

当处理用页组织管理的内存时，通过PAGE.SIZE以字节数来表示页长度。而PAGE\_ SHIFT这个值定义了从最右端屏蔽多少位能够得到该地址对应的页的页号。举例来说，在页 长为4KB的X86-32机上，PAGE\_SIZE为4096而PAGE\_SHIFT为12。它们都定义于<ams/ page.h> 中。

**表**19Y**不同体系结构的页长度**

|  |  |  |
| --- | --- | --- |
| 体系结构 | **PAGE SHIFT** | **PAGE\_SIZE** |
| alpha | **13** | **8KB** |
| arm | **12, 14, 15** | **4KB, 16KB, 32KB** |
| avr | **12** | **4KB** |
| cris | **13** | **8KB** |
| blackfin | **12** | **16KB** |
| h8300 | **14** | **4KB** |
|  | **12** | **4KB, 8KB, 16KB, 64KB** |
| m32r | **12, 13, 14. 16** | **4KB** |
| m68k | **12** | **4KB, 8KB** |
| m68knommu | **12, 13** | **4KB** |
| mips | **12** | **4KB** |
| mnl0300 | **12** | **4KB** |
| parisc | **12** | **4KB** |
| powerpc | **12** | **4KB** |
| S390 | **12** | **4KB** |
| sh | **12** | **4KB** |
| spare | **12, 13** | **4KB, 8KB** |
| um | **12** | **4KB** |
| x86 | **12** | **4KB** |
| xtensa | **12** | **4KB** |

19.8处理器排序

回忆第9章和第10章，其中讨论过体系结构对指令序列的排序问题。有些处理器严格限制 指令排序，代码指定的所有装载或存储指令都不能被重新排序：而另外一些体系结构对排序要求 则很弱，可以自行排序指令序列。

在代码中，如果在对排序要求最弱的体系结构上，要保证指令执行顺序。那么就必须使用诸 如rmb()和wmb()等恰当的内存屏障来确保处理器以正确顺序提交装载和存储指令。详情请参见 第10章。

19 9 SMP、内核抢占、高端内存

在讨论可移植性的地方加入有关并发处理、内核抢占和高端内存的部分看起来似乎不太恰 当。毕竟，这些都不是会影响到操作系统的硬件之间有所差异的那些特性；恰恰相反，它们都是 Linux内核本身的一些功能，硬件体系结构根本感知不到它们的存在。但是，它们代表的其实都 是可配置的重要选项，而你的代码应该充分考虑到对它们的支持。就是说，只有在编程时就针对 SMP/内核抢占/高端内存进行了考虑，代码才会无论内核怎样配置，都能身处安全之中。再在 前面那些保证可移植性的规范下加上这几条:

•假设你的代码会在SMP系统上运行，要正确地选择和使用锁。

•假设你的代码会在支持内核抢占的情况下运行，要正确地选择和使用锁和内核抢占语句。

•假设你的代码会运行在使用高端内存(非永久映射内存)的系统上，必要时使用kmap()o

19.10小结

要想写出可移植性好、简洁、合适的内核代码，要注意以下两点：

•编码尽量选取最大公因子：假定任何事情都可能发生，任何潜在的约束也都存在。

•编码尽量选取最小公约数：不要假定给定的内核特性是可用的，仅仅需要最小的体系结构 功能。

编写可移植的代码需要考虑许多问题：字长、数据类型、填充、对齐、字节次序、符号、字 节顺序、页大小以及处理器的加载/存储排序等。对于绝大多数内核开发来说，可能主要考虑的 问题就是保证正确使用数据类型，虽然如此，说不定有朝一日，还是会有些与古老的体系结构有 关的问题突然跳出来困扰你。所以说理解移植性的重要性，并且在开发内核过程中时刻注意编写 简洁、可移植的代码是非常重要的。

第/章

补丁、开发和社区

Linux的最大优势就是它有一个紧密团结了众多使用者和开发者的社区。社区能帮你检査代 码，社区中的专家给你提出忠告，社区中的用户能帮你进行测试，用户还能向你反馈存在的问 题。更重要的是，什么样的代码可以加入Linus的官方内核树也是由社区做出决定的。因此了解 系统到底是怎么运作的就显得尤为重要了。

20.1社区

如果一定要让Linux内核社区在现实世界中找到它的位置，那它也许会叫做内核邮件列表 （Linux Kernel Mailing List）之家。内核邮件列表（或者简写成Ikml）是对内核进行发布、讨论、 争辩和打口水仗的主战场。在做任何实际的动作之前，新特性会在此处被讨论，新代码的大部分 也会在此处张贴。这个列表每天发布的消息超过300条，所以决不适合心血来潮的玩主。任何 想踏踏实实研究、认认真真开发内核的人都应该订阅它（至少要订阅它的插要或者是它的归档资 料）。单单看看这些奇才们使出的一招一式，也能让你受益匪浅了。

你可以通过向majordomo@vger.kemel.org发送下面的纯文本消息订阅这个邮件列表:

subscribe linux-kernel <your@email.address>

关于这方面更为详细的信息可以在http://vger.kemel.org/中找到，此外在<http://www.tux.org/> Ikml/,还有一个专门的FAQ。

网上还有无数与内核相关或与普通的Linux使用相关的资源。http://kemelnewbies.org/是一 方适合内核开发初级黑客的乐土——该网站几乎能够满足所有磨刀霍霍向内核的新手的需求。还 有两个网站也是不错的资源，包括<http://www.lwn.net/>, Linux新闻周刊，它有一个专区报道有关 内核的重要新闻；http://kemelnewbies.org/,内核直通车，提供关于内核开发一针见血的评论。

20.2 Linux编码风格

像所有其他大型软件项目一样，Linux制定了一套编码风格，对代码的格式、风格和布局做 出了规定。这么做不是因为Linux内核的风格有多么出众（可能确实还不错）或是你自己原来的 风格有多么拙劣，而是因为保持编码风格的一致有助于提高编程效率。然而对规定编码风格还是 存在一些争议，有人认为这其实无关紧要，因为无论如何，最终编译出来的目标码不会受影响。 在像内核这样的大型软件项目中，涉及许许多多的开发者，编码的一致性变得至关重要。一致意 味着相似和熟悉，也就意味着容易读懂，不含歧义，并且以后的代码仍旧会保持这种风格。这可 以让更多的开发者读憧你的代码，也能让你读懂更多其他人编写的代码。在开源项目中，眼球自

然是越多越好。

跟选择~个唯一确定的风格相比，到底选择什么样的风格反而显得不是那么重要了。好在 Linus早就展示出了该用什么风格，而且绝大部分代码都照这么做了。编码风格的主要规范伴随 着Linus 一贯的幽默，都记录在内核源代码树的Documentation/CodingStyle中了。

20.2.1**缩进**

缩进风格是用制表位(Tab)每次缩逬8个字符长度。这不是说用8个空格缩进就行了。这 里的规定很明确，每次缩进通过制表位进行，每个制表位8个字符长度。例如：

static void get\_new ship (const char \*name)

(

if (!name)

name = DEPAULT\_SHIP\_NAME;

get\_new\_ship\_with name (name)；

}

不知为什么，虽然违反它会对可读性带来非常大的冲击，但这个规定还是最容易被人们违 反。八个字符长度的缩进能让不同的代码块看起来一目了然，特别是在连续几个小时的开发之 后，效果更加明显。当然，随着缩进层数的増加，八字符制表位的左側可用空间就所剩不多了。 这是因为毎行最多有80个字符(参见2022节)。Linus极其反对这样做，他认为代码不应当复 杂、费解到需要两级或者三级缩进。如果真的需要多层缩进，他建议，应当重构你的代码，把复 杂的层次关系(为此形成多层缩进)分解为独立的功能。

20.2.2 switch **语旬**

Switch语句下属的case标记应该缩进到和switch声明对齐，这样将有助于减少8个字符的 tab键带来的排版缩进，比如

switch (animal) {

case ANIMAL\_CAT;

handle\_cats()；

break；

case ANIMAL\_WOLF：

handle^wolvesO;

/\* fall through \*/

case ANIMAL\_DOG：

handle\_dogs();

break；

default：

printk(KERN WARNING "Unknown animal %d!\n", animal)；

}

当执行逻辑需要有意地从一个case声明尾部进入另外一个case声明时，对其进行评注无疑 是一个普遍的(良好的)实践经验。如示例中所见。

20.2.3空格

这一节讨论给符号和关键字加空格，而不涉及在缩进中加空格(这将在后面两节中讨论)。 一般来说，Limix的编码风格规定，空格放在关键字周围，函数名和圆括号之间无空格。例如： if (foo)

while (foo)

for (i = 0； i < NR\_CPUS; i++)

switch (foo)

相反，函数、宏以及与函数相像的关键字(例如sizeof、Typeof以及alignof)在关键字和圆 括号之间没有空格。

wake\_up\_process (task)；

size^t nlongs = BITS\_TO\_LONG(nbits);

int len = sizeof(struct task\_struct)；

typeof(\*p)

alignof (struct sockaddr \*)

attribute ((packed))

在括号内，如前所示，参数前后也不加空格。例如，下面这是禁止的：

int prio = task\_prio( task ); /\* BAD STYLE! \*/

对于大多数二元或者三元操作符，在操作符的两边加上空格。例如：

int sum = a + b; int product = a \* b； int mod = a % b；

int ret

(bar)

? bar : 0

:size)；

return (ret ? 0 int nr = nr ?: if (x < y) if (tsk- >flags & mask = POLLIN |

1; /\* allowed shortcut,

same as "nr ? nr

PF\_SUPERPRIV) POLLRDNORM;

相反，对于大多数一元操作符，在操作符和操作数之间不加空格:

if (!foo)

int len = foo.len；

struct work\_struet \*work = &dwork->work；

foo++；

-bar；

unsigned long inverted = -mask；

在提领运算符的周围加上合适的空格尤为重要。正确的风格是：

char \*strcpy(char \*dest, const char \*src)

在提领运算符的一边加上空格是不良的风格:

char \* strepy(char \* dest, const char \* sre) /\* BAD STYLE \*/

把提领运算符放在紧挨类型的地方也是借用C++风格的一种不良作风:

char\* strcpy(char\* dest, const char\* arc) /\* BAD STYLE ♦/

20.2.4花括号

花括号的使用不存在技术上的差异，完全是个人喜好问题，但我们还是必须宣传一致的风 格。内核选定的风格是左括号紧跟在语句的最后，与语句在相同的一行。而右括号要新起一行， 作为该行的第一个宇符。如下例：

if (stmcn^tbuf, 'N0\_・，3) == 0) (

neg = 1;

cmp += 3;

}

注意，如果接下来的标识符是相同语句块的一部分，那么右花括号就不单独占一行，而是与 那个标识符在同一行，例如：

if (ret) (

sysctl\_sched\_rt\_period = old\_period；

sy sc t l\_sched\_rt\_nmt ime = old\_runtime；

} else (

def\_rt\_bandwidth. rt\_runtime = global\_rt\_runtime (); def\_rt\_bandwidth. rt\_period =• ns\_to\_ktime (global\_rt\_period());

)

还有，

do (

percpu\_counter\_add (&ca- >cpustat [idx], val)；

ca = ca->parent；

} while (ca)；

函数不采用这样的书写方式，因为函数不会在内部嵌套定义:

unsigned long func (void)

(

/\* ... \*/

}

最后，不需要一定使用括号的语句可以忽略它:

if (ent > 63)

ent = 63；

所有这些方法原理都源自K&R。。大多数编码风格都遵循K&R风格，这是在那本著名的 书中所使用的C编码风格。

©《C语言程序设计(第2版)》由Brian Kemighan和Dennis Ritchie著，这两位作者简称K&R,该书是C语言 的圣经，由C语言的发明者和他的同事合著.

20.2.5**每行代码的长度**

源代码中要尽可能地保证每行代码长度不超过80个字符，因为这样做可使代码最适合在标 准的80X24的终端上显示。事实上，并不存在一个广泛接受的标准一如果代码行超过80应该 折到下一行。有些开发者也许根本不理会代码跨行问题，而是让编辑器以可读的方式处理代码的 显示；而有些开发者会手动插入断行符来分割代码行，他们也许会在新行头插入两个tab键以便 和原先行错开。

类似的，有些开发者会在圆括号内来分行，对齐排列函数参数，比如：

static void get newparrot(const char \*name,

unsigned long disposition,

unsigned long feather\_quality)

而另一些开发者虽然也会将参数分行输入，但却不会把它们对齐排列，而是在开头简单的加 入两个标准tab。比如：

int find\_\_pirate\_flag\_by\_color (const char \* color,

const char fame, int len)

因为分行没有确定的规则，所以开发者在这点上可采取自由行动。

大多数内核贡献者(包括我在内)更愿意采用前一个例子中的方式：把大于80个字符的行 进行拆分，尽量让新产生的行与前一行对齐。

20.2.6**命名规范**

名称中不允许使用骆驼拼写法(CamelCase)、Studly Caps或者其他混合的大小写字符。局 部变最如果能够清楚地表明它的用途，那么选取idx甚至是i这样的名称都是可行的。而像 theLoopIndex这样冗长繁复的名字不在接受之列。匈牙利命名法(在变量名称中加入变量的类别) 是不必要的，绝对不允许使用——要知道这里是C,不是Java；用的是Unix,不是Windows。

而全局变量和函数应该选择包含描述性内容的名称，并且使用小写字母，必要时加上下划线 区分单词。给一个全局函数起名为atty()会使人迷惑；而像get\_active\_ttyO这样就比较容易让人 接受了。这里是Linux,不是BSDo

20.2.7**函数**

根据经验，函数的代码长度不应该超过两屏，局部变量不应超过10个。一个函数应该功能 单一并且实现精准。将一个函数分解成一些更短小的函数的组合不会带来危害。如果你担心函数 调用导致的开销，可以使用inline关键字。

20.2.8**注释**

代码的注释非常重要，但注释必须按照正确的方式进行。一般情况下，你应该描述的是你的 代码要做什么和为什么要做，而不是具体通过什么方式实现的。怎么实现应该由代码本身展现。 如果你不是这样做的，那么应该回过头去考虑一下你写的东西了。此外，注释不应该包含谁写了 哪个函数、修改日期和其他那些琐碎而无实际意义的内容。这些信息应该集中在文件最开头的 地方。

虽然gcc也支持C++风格的注释符号，但内核只使用C风格的注释符号。内核中一条注释 看起来像是这样：

/\*

* get\_ship\_speed() - return the current speed of the pirate ship
* We need this to calculate the ship coordinates.As this function can sleep,
* do not call while holding a spinlock

•/

在注释中，重要信息常常以“XXX： ”开头，而bug通常以“FIXME： ”开头，就像：

/\*

* FIXME： We assume dog == cat which may not be true in the future

*•/*

内核包含一套自动文档生成工具。它源自GNOMERoc,略加修改后命名为KemeMoc0如 果想要生成独立的HTML格式文档，运行

make htmldocs

如果想要postscript格式的话，用下列命令：

make psdocs

你也可以按照特定的格式对你的函数进行注解，这样该工具也可以为你的函数服务：

/\*\*

* find\_treasure find ‘X marks the spot'
* ©map \_treasure map
* @time - time the treasure was hidden

\*

\* Must call while holding the pirate\_ship\_lock.

\*/

void find\_treasure(int map, struct timeval \*time)

{

/\* ... \*/

)

有关此方面更多的细节请拳看Documentation/kernel-doc-nano-HOWTO.txt文件。

20.2.9 typedef

内核开发者们强烈反对使用typedef语句。他们的理由是：

• typedef掩盖了数据的真实类型。

,由于数据类型隐藏起来了，所以很容易因此而犯错误，比如以传值的方式向栈中推入结构。 •使用typedef往往是因为想要偷懒。e

© 有些程序员往往是为了少敲打几次键盘:而使用typedef,比如typedef unsigned char uchar.而这种编写可能会 引发理解和 致性上的问题，所以仅仅出于此目的而使用typedef被作者视为備惰行为.一译者注

无论如何，就算是为了别惹人耻笑吧，尽量少用typedefo

当然，typedef也有它施展身手的时候：当需要隐藏变量与体系结杓相关的实现细节的时 候，当某种类型将来有可能发生变化，而现有程序必须要考虑到向前兼容问题的时候，都需要 typedef。使用typedef要谨慎，只有在确实需要的时候再用它；如果仅仅是为了少敲打几下键盘， 别使用它。

20.2.10多用现成的东西

请勿闭门造车。内核本身就提供了字符串操作函数、压缩函数和一个链表接口，所以请使用 它们。

不要为了使现存接口更通用化而对它们进行新的封装。你经常会发现，当把一段代码从某个 操作系统移植到Limix上的时候，表面好像看起来根本没什么问题，可是隐藏在接口下面复杂的 函数调用却往往是与它原有的内核相关的。没人愿意面对这些问题，所以请直接使用内核提供的 接口。

20.2.11在源码中减少使用ifdef

我们不赞成在源码中使用询ef预处理指令。你绝不应该在自己的函数中使用如下的实现方法：

#ifdef CeNFIG\_F00

foo()7

tfendif

相反，应该采取的方法是在CONFIG\_FOO没定义的时候让fbo()函数为空。

#ifdef C0NFIG\_F00

static int foo(void)

(

/\* \*/

}

#else

static inline int foo(void) ( )

ttendif /\*CONFIG\_FOO\*/

这样，你在任何情况下都能调用fbo() 了。让编译器去做这些工作好了。

20.2.12结构初始化

结构初始化的时候必须在它的成员前加上结构标识符。这种初始化能避免错误地使用其他结 构而引发一个初始化错误。它也支持使用忽略值。不幸的是，C99标准改用了一种丑陋的格式来 表示这种标识符，于是gcc就再也不支持原来GNU风格的标识符了，尽管它看起来确实要更帅 一些。结果，内核代码现在必须都要使用新的C99标识符格式了，不管它有多难看：

struct foo my\_foo = (

INITIAL A,

.b = INITIAL\_B,

｝；

其中a和b是结构体foo的成员，而INITIAL\_A和INITIAL\_B是它们对应的初始值。如果 一个字段没有给初始值，那么它就会被设置为ANSIC规定的默认值（如指针被设为NULL,**整** 型被设为0,浮点数被设置为0.0）。举例来说，如果fbo结构体还有一个int型的c成员，那么 上面的初始化语句执行之后c会被设置为0。

20.2.13**代码的事后修正**

即使你得到了一段与内核编码风格风马牛不相及的代码，也不用发愁。只消抬抬手，indent 工具就能帮你解决它。indent是一个在大多数Linux系统中都能找到的好工具，它可以按照指定 的方式对源代码进行格式化。默认情况下它按照不怎么好看的GNU编码风格格式化代码。想要 用Linux内核编码风格，执行下列命令：

indent -kr -i8 -ts8 -sob -180 -ss -bs -psi <file>

这样就能调用该工具按内核编码风格对你的代码进行格式化了。此外，还可以通过scripts/ Lindent自动按照所需的格式调用indent。

20.3管理系统

内核黒客就是那些从事内核开发工作的人。做这些工作有些人是因为钱，有些人是因为嗜 好，但几乎所有人都是为了从中找到快乐。所有做出卓越贡献的黑客都能在源代码树根目录上的 CREDITS文件中留名。

内核中几乎每个部分都对应一个维护者。维护者是指一个或几个对内核特定部分负责的人。 比如，每个单独的驱动程序都对应一个维护者。每个内核子系统（如网络）也有一个维护者。驱 动程序和子系统的维护者也能在源代码树根目录上的MAINTAINERS文件中找到。

还有一类特殊的维护者称作内核维护者。这些人负责维护的实际上就是代码树本身。以前, 由Linus自己负责维护开发版的内核（乐趣尽在此中），稳定版最开始的一段时间也由他来维护。 等到该内核稳定下来了，他就会把火炬传递给最好的内核开发者中的一些人手上，由这些人负责 维护该代码树，而Linus会转身启动下一开发版本的内核开发工作。在2.6内核继续保持稳定的 “新世界秩序”前提下，Limis仍然维护着2.6系列的内核。另外的开发者以严格的“发现bug- 修订bug”模式维护2.4系列内核。

20.4提交错误报告

如果碰到了一个bug,最理想的应对无疑是写出修正代码，创建补丁，测试后提交它，这个 流程在20.5节会仔细介绍。当然，也可以报告这个问题，然后让其他人替你解决。

提交一个错误报吿最重要的莫过于对问题进行清楚的描述。要讲清楚症状、系统输出信息、 完整并经过解码的oops （如果有的话）。更重要的是，你应该尽可能地提供能够准确地重现这个 错误的步骤，并提供你的机器的硬件配置基本信息。

然后再来考虑把这个错误报告发送给谁。在内核源代码书的根目录中，MAINTAINERS文 件列举出了每个相关的设备驱动程序和子系统的单独信息一接收关于其所维护的代码的所有问 题。如果找不到对此问题感兴趣的人，那么就把它报告给位于1 inux-kemel@vger.kernel.org的内 核邮件列表。即使你已经找到维护者了，贴一份副本在那里也不会有什么坏处。

文档 REPORTING-BUGS 和 Documentation/oops-tracing.txt 中有更多相关信息。

20.5 补丁

对内核的任何修改都是以补丁的形式发布的，而补丁其实是GNU diff(l)程序的一种特定格 式的输出，该格式的信息能够被patch(l)程序接受。

20.5.1创建补丁

创建补丁最简单的办法是通过两份内核源代码进行，一份源码，另一份是加进了所修改部分 的源代码。一般会给原来的内核代码起名linux-xy-z (其实就是把源代码包解压缩后所得到的文 件夹)，而修改过的就起名为linux。然后利用下面的命令通过这两份代码创建补丁：

diff -urN linux-x.y.z/ linux/ > my-patch

你可以在自己的目录下运行该命令，一般都是在home目录下，而不是在/usr/src/linux目录 下进行这种操作，所以不一定必须具备超级用户权限。通过-u参数指定使用特殊的diff输出格 式。否则得到的patch格式怪异，一般人都无法看懂。・r参数保证会遍历所有子目录进行操作， 而-N参数指明做出修改的源代码中所有新加入的文件在diff操作时会包含在内。另外，如果想 对一个单独的文件进行diff,你也可以这么做：

diff -u linux-x.y.z/some/file linux/some/file > my-patch

注意，在你自己代码所在的目录下执行diff很重要。这样创建的补丁别人用起来更方便，哪 怕他们的目录名字叫differ也没问题。执行一个这样生成的补丁，只需要在你自己代码树的根目 录执行下列命令就可以了:

patch -pl v .../my-patch

在这个例子中，补丁的名字叫my-patch,它位于当前目录的上一级目录中。・pl参数用来剥 去补丁中头一个目录的名称。这么做的好处是可以在打补丁的时候忽略创建补丁的人的目录命名 习惯。

diffstat是一个很有用的工具，它可以列出补丁所引起的变更的统计(加入或移去的代码 行)。输出关于补丁的信息，执行：

diffstat -pl my-patch

在向Ikml贴出自己的补丁时，附带上这份信息往往会很有用。由于patch(l)会忽略第一个 diff之前的所有内容，所以你甚至可以在patch的最前面直接加上简短的说明。

20.5.2用Git创建补丁

如果你用Git管理源代码树，你照样需要用Git创建补丁一一也就是没有必要按部就班地把 上述手工的步骤操作一遍，但是你需要忍受Git的复杂性。用Git创建补丁并不是什么难事，只 需要两个过程。首先，你必须是修改者，然后在本地提交你的修改。把修改提交到Git树与提交 到标准的源代码树并没有什么两样。你根本不需要专门做任何事情去编辑存放在Git中的文件。 你做出修改后，就需要把所做的修改提交到你的Git版本库：

git commit -a

・a参数表示提交所有的修改。如果你仅仅想提交某个指定文件的修改，则如下示例：

git commit some/file. c

但是即使有了・a参数，Git并不立即提交新文件，直到把它们添加到版本库中才提交。要增 加一个文件，然后再提交（以及其他所有的修改），则输入如下两条命令：

git add some/other/file.c

git commit -a

当执行Git的commit命令时,Git会要求输入一个更改日志。你应该尽量填写的详细和完整， 清楚地解释修改缘由。（我们将在20.5.3节里详细介绍修改日志里应该包含什么）你可以针对你 的版本库创建多个提交。Git的设计可谓考虑周全，多个提交甚至可以针对同一文件，每个提交 的创建各自独立。当在源码树中有一个（或两个）提交时，可以为每个提交创建一个补丁，可以 像20.5.1节所描述的那样来处理这个补丁 :

git format-patch origin

对于所有的提交，这样产生的补丁放在你的版本库中而不是原始树中。Git产生的补丁位于 源代码树的根目录中。如果只想为最后第N次提交产生补丁，则可以执行下列命令：

git format-patch *-N*

例如，下面的命令只为最后一次提交产生一个补丁 ：

git format-patch -1

20.5.3提交补丁

补丁可以按照20.5.2节描述的方式创建。如果补丁涉及了某个特定的驱动程序或子系统, 应该把它发给MAINTAINER中列举的相关部分的维护者。此外，还应该向Limix内核邮件列表 linux-kemel@vger.kernel.org发送一份拷贝。只有在经过广泛的讨论之后，或者是补丁所做的修 改很细微并且很容易就能保证正确的时候，才应该向内核维护者（比如说Linus）提交。

一般包含一份补丁的邮件，它的主题一栏内容应该以“[PATCH]简要说明”的格式写出。 邮件的主体部分应该描述所做的改变的技术细节，以及要做这些的原因，越详细越准确越好。在 E-mail中还要注明补丁对应的内核版本。

内核开发者们都希望能通过邮件阅读补丁，并且能够将其保存为一个单独文件。因此，最好

把补丁直接插入邮件，放在所有信息的最后。还要小心一些，差劲的邮件客户端工具，它们会加 入信息或者改变邮件的格式：这会导致补丁出错，从而引起其他开发者的不满。如果你用的邮件 客户端工具也有类似表现，就检査一下，看它是否有"Insert Inline”、“Prefbrmat”或类似功能。 如果有的话，就用纯文本方式把你的补丁贴到邮件上作为附件，不要对它做什么编码工作。

如果你的补丁很大或者包含对几个不同的逻辑的修改，那么应该将你的补丁分成几块，每块 对应一个逻辑。比如你在补丁中引入了一个新的,API,并且同时对几个驱动貫序进行了修改以便 利用它，那么应该把该补丁一分为二（先是新的API,然后是对驱动程序曲修改），邮件也写成 两份。如果任何一个部分需要其他的补丁先行，要明确地注明这一点。

提交之后，保持耐心，等待答复。别因为某些反对言论而灰心一至少你还是得到回应了 嘛！和其他人讨论这个问题并且在需要的时候应该提交修正过的新补丁。如果你压根就没听到回 声，想想是什么出了问题，然后着手解决它。多请邮件列表和维护者们提出宝贵意见。运气好的 话，未来版本的内核发行时，你可能就会看到自己做出的修改了——那可就真的该恭喜你了！

20.6小结

对于黑客而言，最可贵的品质便是渴望一就如身上痒痒，不抓不快一般的渴望和决心。本 书讲述了 Linux内核的主要部分，讨论了接口、数据结构、算法和原理。它从实践出发，以内在 的视角洞悉内核，既可以满足你的好奇心，也可以帮助你开始学习内核。

不过，正如我前面所说，你上路的唯-方法是去自己读、写代码。Linux社区不但创造了这 样的条件，而且很欢迎大家这么做。好了，不管你追求什么，现在就开始去做吧。

参考资料

在这里列出的书籍是对本书内容的补充。注意，本书最好的“课外阅读"参考资料就是内核 源代码。作为Linux的使用者我们被赋予无限制地获得全部现代操作系统源代码的权利。别把 这当做是理所当然的，不要堤殄天物，要潜心钻研它。

操作系统设计书籍

这些书覆盖了操作系统ii计领域，常作为大学教科书。它们包含设计一个功能健全的操作系 统所需要的概念、算法、问題和解决方法。我推荐列出的所有书籍，如果非得我选择一本，那么 Deitel的书既易理解又有趣可渎，它是我的首选。

H. Deitek P. Deitel 以及D. Choffoes 的《Operating Systems》，Prentice Hall, 2003。该书对 操作系统的原理进行了透彻该述，并且列出了很多出色的实例研究，适合把理论付之于实践。

Tanenbaum, Andrew 的(Modem Operating Systems》，Prentice Hall, 2007。该书深刻揭示 了标准操作系统设计精髓，栄中也不乏讨论许多今天流行的现代操作系统，如Unix和Windows0

Tanenbaum, Andrew ® (Operating Systems : Design and Implementation》，Prentice Hall, 2006。该书精辟地介绍了如何设计和实现一个类Unix操作系统——Minix。

Silberschatz A.、P. Galvin和 G. Gagne 的《Operating System ConceptsJohn Wiley and Sons, 2008。由于该书封面图片看走来和恐龙有关，所以也被称为“恐龙宝典”。这是一本介绍操作系 统设计的好书，而且频繁再版 版版经典。

Unix内核书籍

这些书主要针对Unix催设计与实现，前五本讨论Unix特定版本，后两本关注所有Unix 版本的通用特点。如果你只买其中的两本，那么我坚持推荐最后两本:

Bach, Maurice 的《TheDesign of the Unix Operating System》，Prentice Hall, 1986O 这是一 本讨论Unix系统V2版本的仓秀书籍。

McKusick M.、K. Bostit、M. Karels 和 J.Quarterman 的《The Design and Implementation of 4.4BSD Operating System》，Addison-Wesley,1996o操作系统设计者自己编写的讨论设计4.4BSD 系统的优秀书籍。

McKusick, M.和 G. Neville-Neil 的《The Design and Implementation of the FreeBSD Operating System》，Addison-Wesley, 2004o这是一本讨论FreeBSD 5.2系统设计与实现的优秀书籍。

McDougall, R 和 J. Mauro 的《Solaris Internals: Solans and OpenSolaris Kernel Architecture》， Prentice Hall, 2006o这是一\*:对Solaris内核的核心子系统和算法进行精彩讨论的优秀书籍。

Cooper C.和 C. Moore 的《HP-UX Hi Internals》，Prentice Hall, 2004。这本书对 HP・UX 和 PA-RISC体系结构的内幕进行了初探。

Vahalia, Uresh 的《Unix Intemals:The New Frontiers》，Prentice Hall, 1995。这是一本关于 现代Unix系统特色的优秀书籍，主要介绍了线程管理和内核抢占等功能。

Schimmel, Curt 的《UNIX Systems for Modem Architectures:Symmetric Multiprocessing and Caching for Kernel Programmers^ Addision-Wesley, 1994。该书掲示了在现代体系结构上实现现 代Unix操作系统可能要面对的种种危险。强烈推荐阅读这本图书。

Linux内核书籍

以下书籍与本书一样讨论Linux内核。有点可惜的是，这方面的好书不多。不过，我推荐阅 读下列两本。

Benvenuti, Christian 的《Understanding Linux Network InternalsO\*Reilly and Associates,

2005。 这本书对Linux网络进行了深入分析。

Corbet, J.、A. Rubini 和 G. Kroah-Hartman 的（Linux Device DriversO\*Reilly and Associates, 2005o这本书讨论了在2.6内核上如何编写驱动程序，尤其是针对各种设备重点描述 了所支持的编程接口，这是一本经典的介绍编写驱动程序的图书。

关于其他系统的内核书

了解你的敌人一错误和竞争对一才能处于不败之地。下列书籍讨论了非Linux系统的 设计与实现。你可以从中获得经验或教训。

Kogan M.和 H. Deitel 的《The Design of OS/2 Addison-Wesley, 1996e 该书介绍了 *OSO* 2.0 的设计。

Singh, Amit 的《Mac OS X Internals : A Systems Approach》，Addison-Wesley Professional,

2006。 该书对整个Mac OS X系统进行了完整论述，既有深度又有广度。

Solomon, D.和 M. Russinovich 的《Windows Internals : Covering Windows Server 2008 and Windows Vsta》，Microsoft Press, 2009。这是一本介绍非Unix操作系统的有趣书籍。

关于Unix API的书籍

深入探索Unix系统的API函数不仅对编写优秀的用户空间应用程序很关键，同时也对理解 内核功能大有帮助。

Love, Robert 的（Linux System Programming^ O\*Reilly and Associates, 2007。该书作者负 责Linux的系统级编程，该书涵盖了 Linux系统调用以及libc API等内容，并对Linux所具有的 一些技巧和方式给予关注。

Stevens W. R.和 S.Rago 的《Advanced Programming in the UNIX Environment》，Addison- Wesley, 2008o该书是讨论Unix系统调用接口的权威书籍。

Stevens W. Richard 的《UNIX Network Programming Volume 1》，Prentice Hall, 2004o 这是 一本关于Unix系统套接字API的经典教材。

关于C语言编程的书

Linux内核以及Linux系统的其他很多软件都是用C语言编写的。下列两本书值得推荐 阅读。

Kemighan B.和 D.Richie 的《The C Programming LanguagePrentice Hall, 1988。这是一 本介绍C语言编程的权威书籍，由C的发明者及其合作者编写。

van der Linden, Peter 的《Expert C Programming》，Prentice Hall, 1994O 该书对不易理解的 C细节给予了难能可贵的讨论，作者的语言风趣幽默。

其他书籍

下面的书籍严格说可能和操作系统无关，但是这些书无疑从某些层面影响了操作系统。

Hofstadter, Douglas 的《G・del, Escher, Bach : An Eternal Golden Braid ）, Basic Books, 1999。这是一本对人类思想进行深刻研究的必备书籍，它的内容覆盖众多主题，其中也包含计算 机科学。

Knuth, Donald 的《The Art of Computer Programming, Volume Adderson-Wesley, 1997。.这是一本无价的介绍计算机科学算法的基础书籍，其中介绍了内存管理中的最佳适应算法 和最坏适应算法。

Web站点

Kemel.org。内核代码库的官方站点，同时也容纳了核心内核黑客的大量补丁包。网址是： <http://www.kemel.org> 0

Linux Weekly Newso出色的新闻站点，对一周Linux （包括内核）所发生的新闻给予睿智、 准确的评论。强烈推荐浏览。网址是：[www.lwn.net](http://www.lwn.nete)[e](http://www.lwn.nete)

OS新闻。.包括关于操作系统的新闻，也包括原创文章、访谈以及reviews.[www.osnews](http://www.osnews). com。

**本书详细描述了**Linux**内核的设计与实现。内核代码的编写者、开发者以及 程序开发人员都可以通过阅读本书受益，他们可以更好地理解操作系统原理，并 将其应用在自己的编码中以提高效率和生产率。**

**本书详细描述了**Linux**内核的主要子系统和特点，包括**Linux**内核的设计、实 现和接口，从理论到实践涵盖了**Linux**内核的方方面面，可以满足读者的各种兴 趣和需求。**

**作者是一位**Linux**内核核心开发人员，他分享了在开发**Linux 2.6**内核过程中 颇具价值的知识和经验。本书的主题包括进程管理、进程调度、时间管理和定时 器、系统调用接口、内存寻址、内存管理和页缓存、**VFS**、内核同步、移植性相 关的问题以及调试技术。同时本书也涵盖了**Linux 2.6**内核中颇具特色的内容，包 括**CFS**调度程序、抢占式内核、块**I/O**层以及**I/O**调度程序。**

**本书新增内容包括：**

**•增加一章专门描述内核数据结构（第**6**章）;**

**•详细描述中断处理程序和下半部机制；**

**•扩充虚拟内存和内存分配的内容； •调试**Linux**内核的技巧；**

**•内核同步和锁机制的深度描述;**
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•提交内核补丁以及参与Linux内核社区的建设性建议
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